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A [Service](http://developer.android.com/reference/android/app/Service.html) is an application component that can perform long-running operations in the background and does not provide a user interface. Another application component can start a service and it will continue to run in the background even if the user switches to another application. Additionally, a component can bind to a service to interact with it and even perform interprocess communication (IPC). For example, a service might handle network transactions, play music, perform file I/O, or interact with a content provider, all from the background.

A service can essentially take two forms:

Started

A service is "started" when an application component (such as an activity) starts it by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)). Once started, a service can run in the background indefinitely, even if the component that started it is destroyed. Usually, a started service performs a single operation and does not return a result to the caller. For example, it might download or upload a file over the network. When the operation is done, the service should stop itself.

Bound

A service is "bound" when an application component binds to it by calling [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). A bound service offers a client-server interface that allows components to interact with the service, send requests, get results, and even do so across processes with interprocess communication (IPC). A bound service runs only as long as another application component is bound to it. Multiple components can bind to the service at once, but when all of them unbind, the service is destroyed.

Although this documentation generally discusses these two types of services separately, your service can work both ways—it can be started (to run indefinitely) and also allow binding. It's simply a matter of whether you implement a couple callback methods: [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) to allow components to start it and [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent)) to allow binding.

Regardless of whether your application is started, bound, or both, any application component can use the service (even from a separate application), in the same way that any component can use an activity—by starting it with an Intent. However, you can declare the service as private, in the manifest file, and block access from other applications. This is discussed more in the section about Declaring the service in the manifest.

## The Basics

To create a service, you must create a subclass of [Service](http://developer.android.com/reference/android/app/Service.html) (or one of its existing subclasses). In your implementation, you need to override some callback methods that handle key aspects of the service lifecycle and provide a mechanism for components to bind to the service, if appropriate. The most important callback methods you should override are:

[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int))

The system calls this method when another component, such as an activity, requests that the service be started, by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)). Once this method executes, the service is started and can run in the background indefinitely. If you implement this, it is your responsibility to stop the service when its work is done, by calling[stopSelf()](http://developer.android.com/reference/android/app/Service.html#stopSelf()) or [stopService()](http://developer.android.com/reference/android/content/Context.html" \l "stopService(android.content.Intent)). (If you only want to provide binding, you don't need to implement this method.)

[onBind()](http://developer.android.com/reference/android/app/Service.html#onBind(android.content.Intent))

The system calls this method when another component wants to bind with the service (such as to perform RPC), by calling [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). In your implementation of this method, you must provide an interface that clients use to communicate with the service, by returning an [IBinder](http://developer.android.com/reference/android/os/IBinder.html). You must always implement this method, but if you don't want to allow binding, then you should return null.

[onCreate()](http://developer.android.com/reference/android/app/Service.html#onCreate())

The system calls this method when the service is first created, to perform one-time setup procedures (before it calls either [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) or [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent))). If the service is already running, this method is not called.

[onDestroy()](http://developer.android.com/reference/android/app/Service.html#onDestroy())

The system calls this method when the service is no longer used and is being destroyed. Your service should implement this to clean up any resources such as threads, registered listeners, receivers, etc. This is the last call the service receives.

If a component starts the service by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) (which results in a call to [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int))), then the service remains running until it stops itself with [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()) or another component stops it by calling[stopService()](http://developer.android.com/reference/android/content/Context.html#stopService(android.content.Intent)).

If a component calls [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) to create the service (and [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) is not called), then the service runs only as long as the component is bound to it. Once the service is unbound from all clients, the system destroys it.

The Android system will force-stop a service only when memory is low and it must recover system resources for the activity that has user focus. If the service is bound to an activity that has user focus, then it's less likely to be killed, and if the service is declared to [run in the foreground](http://developer.android.com/guide/components/services.html#Foreground) (discussed later), then it will almost never be killed. Otherwise, if the service was started and is long-running, then the system will lower its position in the list of background tasks over time and the service will become highly susceptible to killing—if your service is started, then you must design it to gracefully handle restarts by the system. If the system kills your service, it restarts it as soon as resources become available again (though this also depends on the value you return from[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)), as discussed later). For more information about when the system might destroy a service, see the [Processes and Threading](http://developer.android.com/guide/components/processes-and-threads.html) document.

In the following sections, you'll see how you can create each type of service and how to use it from other application components.

### Declaring a service in the manifest

Like activities (and other components), you must declare all services in your application's manifest file.

To declare your service, add a [<service>](http://developer.android.com/guide/topics/manifest/service-element.html) element as a child of the [<application>](http://developer.android.com/guide/topics/manifest/application-element.html) element. For example:

<manifest ... >  
  ...  
  <application ... >  
      <service android:name=".ExampleService" />  
      ...  
  </application>  
</manifest>

See the [<service>](http://developer.android.com/guide/topics/manifest/service-element.html) element reference for more information about declaring your service in the manifest.

There are other attributes you can include in the [<service>](http://developer.android.com/guide/topics/manifest/service-element.html) element to define properties such as permissions required to start the service and the process in which the service should run. The [android:name](http://developer.android.com/guide/topics/manifest/service-element.html" \l "nm) attribute is the only required attribute—it specifies the class name of the service. Once you publish your application, you should not change this name, because if you do, you risk breaking code due to dependence on explicit intents to start or bind the service (read the blog post, [Things That Cannot Change](http://android-developers.blogspot.com/2011/06/things-that-cannot-change.html)).

To ensure your app is secure, **always use an explicit intent when starting or binding your**[Service](http://developer.android.com/reference/android/app/Service.html) and do not declare intent filters for the service. If it's critical that you allow for some amount of ambiguity as to which service starts, you can supply intent filters for your services and exclude the component name from the [Intent](http://developer.android.com/reference/android/content/Intent.html), but you then must set the package for the intent with [setPackage()](http://developer.android.com/reference/android/content/Intent.html" \l "setPackage(java.lang.String)), which provides sufficient disambiguation for the target service.

Additionally, you can ensure that your service is available to only your app by including the [android:exported](http://developer.android.com/guide/topics/manifest/service-element.html" \l "exported)attribute and setting it to "false". This effectively stops other apps from starting your service, even when using an explicit intent.

## Creating a Started Service

A started service is one that another component starts by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)), resulting in a call to the service's [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) method.

When a service is started, it has a lifecycle that's independent of the component that started it and the service can run in the background indefinitely, even if the component that started it is destroyed. As such, the service should stop itself when its job is done by calling [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()), or another component can stop it by calling[stopService()](http://developer.android.com/reference/android/content/Context.html#stopService(android.content.Intent)).

An application component such as an activity can start the service by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) and passing an[Intent](http://developer.android.com/reference/android/content/Intent.html) that specifies the service and includes any data for the service to use. The service receives this[Intent](http://developer.android.com/reference/android/content/Intent.html) in the [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) method.

For instance, suppose an activity needs to save some data to an online database. The activity can start a companion service and deliver it the data to save by passing an intent to [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)). The service receives the intent in [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)), connects to the Internet and performs the database transaction. When the transaction is done, the service stops itself and it is destroyed.

Traditionally, there are two classes you can extend to create a started service:

[Service](http://developer.android.com/reference/android/app/Service.html)

This is the base class for all services. When you extend this class, it's important that you create a new thread in which to do all the service's work, because the service uses your application's main thread, by default, which could slow the performance of any activity your application is running.

[IntentService](http://developer.android.com/reference/android/app/IntentService.html)

This is a subclass of [Service](http://developer.android.com/reference/android/app/Service.html) that uses a worker thread to handle all start requests, one at a time. This is the best option if you don't require that your service handle multiple requests simultaneously. All you need to do is implement [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)), which receives the intent for each start request so you can do the background work.

The following sections describe how you can implement your service using either one for these classes.

### Extending the IntentService class

Because most started services don't need to handle multiple requests simultaneously (which can actually be a dangerous multi-threading scenario), it's probably best if you implement your service using the [IntentService](http://developer.android.com/reference/android/app/IntentService.html)class.

The [IntentService](http://developer.android.com/reference/android/app/IntentService.html) does the following:

* Creates a default worker thread that executes all intents delivered to [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) separate from your application's main thread.
* Creates a work queue that passes one intent at a time to your [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)) implementation, so you never have to worry about multi-threading.
* Stops the service after all start requests have been handled, so you never have to call [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()).
* Provides default implementation of [onBind()](http://developer.android.com/reference/android/app/IntentService.html" \l "onBind(android.content.Intent)) that returns null.
* Provides a default implementation of [onStartCommand()](http://developer.android.com/reference/android/app/IntentService.html" \l "onStartCommand(android.content.Intent, int, int)) that sends the intent to the work queue and then to your [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)) implementation.

All this adds up to the fact that all you need to do is implement [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)) to do the work provided by the client. (Though, you also need to provide a small constructor for the service.)

Here's an example implementation of [IntentService](http://developer.android.com/reference/android/app/IntentService.html):

public class HelloIntentService extends IntentService {  
  
  /\*\*  
   \* A constructor is required, and must call the super [IntentService(String)](http://developer.android.com/reference/android/app/IntentService.html#IntentService(java.lang.String))  
   \* constructor with a name for the worker thread.  
   \*/  
  public HelloIntentService() {  
      super("HelloIntentService");  
  }  
  
  /\*\*  
   \* The IntentService calls this method from the default worker thread with  
   \* the intent that started the service. When this method returns, IntentService  
   \* stops the service, as appropriate.  
   \*/  
  @Override  
  protected void onHandleIntent(Intent intent) {  
      // Normally we would do some work here, like download a file.  
      // For our sample, we just sleep for 5 seconds.  
      long endTime = System.currentTimeMillis() + 5\*1000;  
      while (System.currentTimeMillis() < endTime) {  
          synchronized (this) {  
              try {  
                  wait(endTime - System.currentTimeMillis());  
              } catch (Exception e) {  
              }  
          }  
      }  
  }  
}

That's all you need: a constructor and an implementation of [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)).

If you decide to also override other callback methods, such as [onCreate()](http://developer.android.com/reference/android/app/IntentService.html" \l "onCreate()), [onStartCommand()](http://developer.android.com/reference/android/app/IntentService.html" \l "onStartCommand(android.content.Intent, int, int)), or[onDestroy()](http://developer.android.com/reference/android/app/IntentService.html#onDestroy()), be sure to call the super implementation, so that the [IntentService](http://developer.android.com/reference/android/app/IntentService.html) can properly handle the life of the worker thread.

For example, [onStartCommand()](http://developer.android.com/reference/android/app/IntentService.html" \l "onStartCommand(android.content.Intent, int, int)) must return the default implementation (which is how the intent gets delivered to [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent))):

@Override  
public int onStartCommand(Intent intent, int flags, int startId) {  
    Toast.makeText(this, "service starting", Toast.LENGTH\_SHORT).show();  
    return super.onStartCommand(intent,flags,startId);  
}

Besides [onHandleIntent()](http://developer.android.com/reference/android/app/IntentService.html" \l "onHandleIntent(android.content.Intent)), the only method from which you don't need to call the super class is [onBind()](http://developer.android.com/reference/android/app/IntentService.html" \l "onBind(android.content.Intent))(but you only need to implement that if your service allows binding).

In the next section, you'll see how the same kind of service is implemented when extending the base [Service](http://developer.android.com/reference/android/app/Service.html)class, which is a lot more code, but which might be appropriate if you need to handle simultaneous start requests.

### Extending the Service class

As you saw in the previous section, using [IntentService](http://developer.android.com/reference/android/app/IntentService.html) makes your implementation of a started service very simple. If, however, you require your service to perform multi-threading (instead of processing start requests through a work queue), then you can extend the [Service](http://developer.android.com/reference/android/app/Service.html) class to handle each intent.

For comparison, the following example code is an implementation of the [Service](http://developer.android.com/reference/android/app/Service.html) class that performs the exact same work as the example above using [IntentService](http://developer.android.com/reference/android/app/IntentService.html). That is, for each start request, it uses a worker thread to perform the job and processes only one request at a time.

public class HelloService extends Service {  
  private Looper mServiceLooper;  
  private ServiceHandler mServiceHandler;  
  
  // Handler that receives messages from the thread  
  private final class ServiceHandler extends Handler {  
      public ServiceHandler(Looper looper) {  
          super(looper);  
      }  
      @Override  
      public void handleMessage(Message msg) {  
          // Normally we would do some work here, like download a file.  
          // For our sample, we just sleep for 5 seconds.  
          long endTime = System.currentTimeMillis() + 5\*1000;  
          while (System.currentTimeMillis() < endTime) {  
              synchronized (this) {  
                  try {  
                      wait(endTime - System.currentTimeMillis());  
                  } catch (Exception e) {  
                  }  
              }  
          }  
          // Stop the service using the startId, so that we don't stop  
          // the service in the middle of handling another job  
          stopSelf(msg.arg1);  
      }  
  }  
  
  @Override  
  public void onCreate() {  
    // Start up the thread running the service.  Note that we create a  
    // separate thread because the service normally runs in the process's  
    // main thread, which we don't want to block.  We also make it  
    // background priority so CPU-intensive work will not disrupt our UI.  
    HandlerThread thread = new HandlerThread("ServiceStartArguments",  
            Process.THREAD\_PRIORITY\_BACKGROUND);  
    thread.start();  
  
    // Get the HandlerThread's Looper and use it for our Handler  
    mServiceLooper = thread.getLooper();  
    mServiceHandler = new ServiceHandler(mServiceLooper);  
  }  
  
  @Override  
  public int onStartCommand(Intent intent, int flags, int startId) {  
      Toast.makeText(this, "service starting", Toast.LENGTH\_SHORT).show();  
  
      // For each start request, send a message to start a job and deliver the  
      // start ID so we know which request we're stopping when we finish the job  
      Message msg = mServiceHandler.obtainMessage();  
      msg.arg1 = startId;  
      mServiceHandler.sendMessage(msg);  
  
      // If we get killed, after returning from here, restart  
      return START\_STICKY;  
  }  
  
  @Override  
  public IBinder onBind(Intent intent) {  
      // We don't provide binding, so return null  
      return null;  
  }  
  
  @Override  
  public void onDestroy() {  
    Toast.makeText(this, "service done", Toast.LENGTH\_SHORT).show();  
  }  
}

As you can see, it's a lot more work than using [IntentService](http://developer.android.com/reference/android/app/IntentService.html).

However, because you handle each call to [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) yourself, you can perform multiple requests simultaneously. That's not what this example does, but if that's what you want, then you can create a new thread for each request and run them right away (instead of waiting for the previous request to finish).

Notice that the [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) method must return an integer. The integer is a value that describes how the system should continue the service in the event that the system kills it (as discussed above, the default implementation for [IntentService](http://developer.android.com/reference/android/app/IntentService.html) handles this for you, though you are able to modify it). The return value from[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)) must be one of the following constants:

[START\_NOT\_STICKY](http://developer.android.com/reference/android/app/Service.html#START_NOT_STICKY)

If the system kills the service after [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, do not recreate the service, unless there are pending intents to deliver. This is the safest option to avoid running your service when not necessary and when your application can simply restart any unfinished jobs.

[START\_STICKY](http://developer.android.com/reference/android/app/Service.html#START_STICKY)

If the system kills the service after [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, recreate the service and call[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)), but do not redeliver the last intent. Instead, the system calls [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) with a null intent, unless there were pending intents to start the service, in which case, those intents are delivered. This is suitable for media players (or similar services) that are not executing commands, but running indefinitely and waiting for a job.

[START\_REDELIVER\_INTENT](http://developer.android.com/reference/android/app/Service.html#START_REDELIVER_INTENT)

If the system kills the service after [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns, recreate the service and call[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)) with the last intent that was delivered to the service. Any pending intents are delivered in turn. This is suitable for services that are actively performing a job that should be immediately resumed, such as downloading a file.

For more details about these return values, see the linked reference documentation for each constant.

### Starting a Service

You can start a service from an activity or other application component by passing an [Intent](http://developer.android.com/reference/android/content/Intent.html) (specifying the service to start) to [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)). The Android system calls the service's [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) method and passes it the [Intent](http://developer.android.com/reference/android/content/Intent.html). (You should never call [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) directly.)

For example, an activity can start the example service in the previous section (HelloSevice) using an explicit intent with [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)):

Intent intent = new Intent(this, HelloService.class);  
startService(intent);

The [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) method returns immediately and the Android system calls the service's[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)) method. If the service is not already running, the system first calls [onCreate()](http://developer.android.com/reference/android/app/Service.html" \l "onCreate()), then calls[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)).

If the service does not also provide binding, the intent delivered with [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) is the only mode of communication between the application component and the service. However, if you want the service to send a result back, then the client that starts the service can create a [PendingIntent](http://developer.android.com/reference/android/app/PendingIntent.html) for a broadcast (with[getBroadcast()](http://developer.android.com/reference/android/app/PendingIntent.html#getBroadcast(android.content.Context, int, android.content.Intent, int))) and deliver it to the service in the [Intent](http://developer.android.com/reference/android/content/Intent.html) that starts the service. The service can then use the broadcast to deliver a result.

Multiple requests to start the service result in multiple corresponding calls to the service's [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)). However, only one request to stop the service (with [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()) or [stopService()](http://developer.android.com/reference/android/content/Context.html" \l "stopService(android.content.Intent))) is required to stop it.

### Stopping a service

A started service must manage its own lifecycle. That is, the system does not stop or destroy the service unless it must recover system memory and the service continues to run after [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns. So, the service must stop itself by calling [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()) or another component can stop it by calling [stopService()](http://developer.android.com/reference/android/content/Context.html" \l "stopService(android.content.Intent)).

Once requested to stop with [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()) or [stopService()](http://developer.android.com/reference/android/content/Context.html" \l "stopService(android.content.Intent)), the system destroys the service as soon as possible.

However, if your service handles multiple requests to [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) concurrently, then you shouldn't stop the service when you're done processing a start request, because you might have since received a new start request (stopping at the end of the first request would terminate the second one). To avoid this problem, you can use [stopSelf(int)](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf(int)) to ensure that your request to stop the service is always based on the most recent start request. That is, when you call [stopSelf(int)](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf(int)), you pass the ID of the start request (the startId delivered to[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int))) to which your stop request corresponds. Then if the service received a new start request before you were able to call [stopSelf(int)](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf(int)), then the ID will not match and the service will not stop.

For more information about the lifecycle of a service, see the section below about [Managing the Lifecycle of a Service](http://developer.android.com/guide/components/services.html#Lifecycle).

## Creating a Bound Service

A bound service is one that allows application components to bind to it by calling [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)) in order to create a long-standing connection (and generally does not allow components to start it by calling[startService()](http://developer.android.com/reference/android/content/Context.html#startService(android.content.Intent))).

You should create a bound service when you want to interact with the service from activities and other components in your application or to expose some of your application's functionality to other applications, through interprocess communication (IPC).

To create a bound service, you must implement the [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent)) callback method to return an [IBinder](http://developer.android.com/reference/android/os/IBinder.html) that defines the interface for communication with the service. Other application components can then call[bindService()](http://developer.android.com/reference/android/content/Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)) to retrieve the interface and begin calling methods on the service. The service lives only to serve the application component that is bound to it, so when there are no components bound to the service, the system destroys it (you do not need to stop a bound service in the way you must when the service is started through [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int))).

To create a bound service, the first thing you must do is define the interface that specifies how a client can communicate with the service. This interface between the service and a client must be an implementation of[IBinder](http://developer.android.com/reference/android/os/IBinder.html) and is what your service must return from the [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent)) callback method. Once the client receives the [IBinder](http://developer.android.com/reference/android/os/IBinder.html), it can begin interacting with the service through that interface.

Multiple clients can bind to the service at once. When a client is done interacting with the service, it calls[unbindService()](http://developer.android.com/reference/android/content/Context.html#unbindService(android.content.ServiceConnection)) to unbind. Once there are no clients bound to the service, the system destroys the service.

There are multiple ways to implement a bound service and the implementation is more complicated than a started service, so the bound service discussion appears in a separate document about [Bound Services](http://developer.android.com/guide/components/bound-services.html).

## Sending Notifications to the User

Once running, a service can notify the user of events using [Toast Notifications](http://developer.android.com/guide/topics/ui/notifiers/toasts.html) or [Status Bar Notifications](http://developer.android.com/guide/topics/ui/notifiers/notifications.html).

A toast notification is a message that appears on the surface of the current window for a moment then disappears, while a status bar notification provides an icon in the status bar with a message, which the user can select in order to take an action (such as start an activity).

Usually, a status bar notification is the best technique when some background work has completed (such as a file completed downloading) and the user can now act on it. When the user selects the notification from the expanded view, the notification can start an activity (such as to view the downloaded file).

See the [Toast Notifications](http://developer.android.com/guide/topics/ui/notifiers/toasts.html) or [Status Bar Notifications](http://developer.android.com/guide/topics/ui/notifiers/notifications.html) developer guides for more information.

## Running a Service in the Foreground

A foreground service is a service that's considered to be something the user is actively aware of and thus not a candidate for the system to kill when low on memory. A foreground service must provide a notification for the status bar, which is placed under the "Ongoing" heading, which means that the notification cannot be dismissed unless the service is either stopped or removed from the foreground.

For example, a music player that plays music from a service should be set to run in the foreground, because the user is explicitly aware of its operation. The notification in the status bar might indicate the current song and allow the user to launch an activity to interact with the music player.

To request that your service run in the foreground, call [startForeground()](http://developer.android.com/reference/android/app/Service.html" \l "startForeground(int, android.app.Notification)). This method takes two parameters: an integer that uniquely identifies the notification and the [Notification](http://developer.android.com/reference/android/app/Notification.html) for the status bar. For example:

Notification notification = new Notification(R.drawable.icon, getText(R.string.ticker\_text),  
        System.currentTimeMillis());  
Intent notificationIntent = new Intent(this, ExampleActivity.class);  
PendingIntent pendingIntent = PendingIntent.getActivity(this, 0, notificationIntent, 0);  
notification.setLatestEventInfo(this, getText(R.string.notification\_title),  
        getText(R.string.notification\_message), pendingIntent);  
startForeground(ONGOING\_NOTIFICATION\_ID, notification);

To remove the service from the foreground, call [stopForeground()](http://developer.android.com/reference/android/app/Service.html" \l "stopForeground(boolean)). This method takes a boolean, indicating whether to remove the status bar notification as well. This method does not stop the service. However, if you stop the service while it's still running in the foreground, then the notification is also removed.

For more information about notifications, see [Creating Status Bar Notifications](http://developer.android.com/guide/topics/ui/notifiers/notifications.html).

## Managing the Lifecycle of a Service

The lifecycle of a service is much simpler than that of an activity. However, it's even more important that you pay close attention to how your service is created and destroyed, because a service can run in the background without the user being aware.

The service lifecycle—from when it's created to when it's destroyed—can follow two different paths:

* A started service

The service is created when another component calls [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)). The service then runs indefinitely and must stop itself by calling [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()). Another component can also stop the service by calling[stopService()](http://developer.android.com/reference/android/content/Context.html#stopService(android.content.Intent)). When the service is stopped, the system destroys it..

* A bound service

The service is created when another component (a client) calls [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)). The client then communicates with the service through an [IBinder](http://developer.android.com/reference/android/os/IBinder.html) interface. The client can close the connection by calling[unbindService()](http://developer.android.com/reference/android/content/Context.html#unbindService(android.content.ServiceConnection)). Multiple clients can bind to the same service and when all of them unbind, the system destroys the service. (The service does not need to stop itself.)

These two paths are not entirely separate. That is, you can bind to a service that was already started with[startService()](http://developer.android.com/reference/android/content/Context.html#startService(android.content.Intent)). For example, a background music service could be started by calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) with an [Intent](http://developer.android.com/reference/android/content/Intent.html) that identifies the music to play. Later, possibly when the user wants to exercise some control over the player or get information about the current song, an activity can bind to the service by calling[bindService()](http://developer.android.com/reference/android/content/Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)). In cases like this, [stopService()](http://developer.android.com/reference/android/content/Context.html" \l "stopService(android.content.Intent)) or [stopSelf()](http://developer.android.com/reference/android/app/Service.html" \l "stopSelf()) does not actually stop the service until all clients unbind.

### Implementing the lifecycle callbacks

Like an activity, a service has lifecycle callback methods that you can implement to monitor changes in the service's state and perform work at the appropriate times. The following skeleton service demonstrates each of the lifecycle methods:

public class ExampleService extends Service {  
    int mStartMode;       // indicates how to behave if the service is killed  
    IBinder mBinder;      // interface for clients that bind  
    boolean mAllowRebind; // indicates whether onRebind should be used  
  
    @Override  
    public void [onCreate](http://developer.android.com/reference/android/app/Service.html#onCreate())() {  
        // The service is being created  
    }  
    @Override  
    public int [onStartCommand](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int))(Intent intent, int flags, int startId) {  
        // The service is starting, due to a call to [startService()](http://developer.android.com/reference/android/content/Context.html#startService(android.content.Intent))  
        return *mStartMode*;  
    }  
    @Override  
    public IBinder [onBind](http://developer.android.com/reference/android/app/Service.html#onBind(android.content.Intent))(Intent intent) {  
        // A client is binding to the service with [bindService()](http://developer.android.com/reference/android/content/Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int))  
        return *mBinder*;  
    }  
    @Override  
    public boolean [onUnbind](http://developer.android.com/reference/android/app/Service.html#onUnbind(android.content.Intent))(Intent intent) {  
        // All clients have unbound with [unbindService()](http://developer.android.com/reference/android/content/Context.html#unbindService(android.content.ServiceConnection))  
        return *mAllowRebind*;  
    }  
    @Override  
    public void [onRebind](http://developer.android.com/reference/android/app/Service.html#onRebind(android.content.Intent))(Intent intent) {  
        // A client is binding to the service with [bindService()](http://developer.android.com/reference/android/content/Context.html#bindService(android.content.Intent, android.content.ServiceConnection, int)),  
        // after onUnbind() has already been called  
    }  
    @Override  
    public void [onDestroy](http://developer.android.com/reference/android/app/Service.html#onDestroy())() {  
        // The service is no longer used and is being destroyed  
    }  
}

![http://developer.android.com/images/service_lifecycle.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYUAAAH7CAYAAAAjC4P5AAAXVWlDQ1BJQ0MgUHJvZmlsZQAAeAHVeWdUFNuz7+6ePMwMOach55xzBkkSJSo5Z4YcREBAgoKAIgKKgoqICqJESaKgiAcRBRVRCSJBVAwICspr9Jzzv2/de7+9L6/Xmj2/rqpdu7prh6pqADhXvKOiwmAGAMIjYmn2ZoZUF1c3Km4KwIAdkIAmkPT2jYkysLW1Av/r9W0CQDvMxzI7uv5Xsf+ZwejnH+MLAGSLsH38YnzDEXwDANjQN4oWCwBqA6GPJsRGIRh9D8EsNMRABE/t4MA/eHUH+/zGGPRvGUd7IwAwHADgSd7etEAAyMIInRrvG4joIRsDgGWK8AuOAIDZBcG6vkHefgBwliMy0uHhkTv4DoLFff6LnsD/gr29ff7V6e0d+C/+8yxIT2Rg4+CYqDDvpN83/y+b8LA45H39vpiQlhQRtnvHN2zIb9HP29gS+edBfr+iwn77DJGBuPwj9jggtB0sHeGz2+ZvrBtAM7VHMNIXso2KNdzByDuDAqJibR3/pqclBxntRjAJoR/zjzH5R8+ZEG+LHZ9REHozLc5+D4KFEdwXE+9ggmBkRkFvkoMcnf+W+ernb/w3HYYDgk3N/8jATMGx5jtjsSA+FwyNtNyxARkLVgWWIAz4gzhAQ9oIIAOsgBEw/ruVAQHAG+HEI7wYEAreIjgc6RGJ9IlEMPVvOaP/RjH93S8Q6fd/a6QCX0Q27t8x/4xGRcb8R2cw8EPwP3RvZIwd3o51MZ7Bmf8Z8x+JHX2/rZFvkF+S3/rHJrQoWhGtgjZE66B10RqAimZDcwEZtDJaHW2A1kNrITwNYAreIJoD/7FxR394c0B8eWSSplMQwt15dp9/uMDpt3Twv/f/zQIQPLLStvKPBQDE+ici6wAAo8ioJFpwYFAs1QBZuf7SVPMIX1lpqqK8guIO+/+ba2fP+mPsF/vfexHE9vA/tEgFADR29piD/6F5fQCgLQRZpkz/oYm2AUCPPPjQCd84WvwffeidPwwgAnpkhnICPiAExJH3rAhUgRbQBybAAtgAR+AKPJD5E4TMQRpIAKkgA+SAAnAUHAcVoBrUgovgCmgGbaAL3AKDYBiMgnHwAkyDefAOrIJvYBOCIBxEhpghTogfEoGkIEVIHdKFTCAryB5yhbygQCgCioNSoYNQAVQCVUBnoXroGtQB3YKGoEfQc2gGWoI+Qz9gFEyCWWBeWBSWg9VhA9gSdoT3wYFwNJwMZ8GFcDlcA1+GW+Fb8DA8Dk/D7+A1FEDRodhQAigZlDrKCGWDckMFoGioNFQ+qgxVg7qK6kTdRT1GTaNWUN/RWDQzmoqWQebpLvQetC86Gp2GPoyuQF9Et6LvoB+jZ9Cr6F8YMoYHI4XRxJhjXDCBmARMDqYMcwHTghnAjGPmMd+wWCwbVgyrht2FdcWGYFOwh7GnsI3YPuwj7Bx2DYfDceKkcDo4G5w3LhaXgzuJu4zrxY3h5nEbeDo8P14Rb4p3w0fgM/Fl+Ev4HvwYfgG/SWAgiBA0CTYEP0ISoYhwjtBJeEiYJ2wSGYliRB2iIzGEmEEsJ14lDhCniF/o6OgE6TTo7OiC6dLpyuma6O7RzdB9JzGRJElGpL2kOFIhqY7UR3pO+kImk0XJ+mQ3ciy5kFxPvk1+Rd6gMFNkKeYUP8oBSiWllTJG+UBPoBehN6D3oE+mL6O/Tv+QfoWBwCDKYMTgzZDGUMnQwfCUYY2RmVGB0YYxnPEw4yXGIcZFJhyTKJMJkx9TFlMt022mOWYUsxCzEbMv80Hmc8wDzPMsWBYxFnOWEJYClissIyyrrEysyqxOrImslazdrNNsKDZRNnO2MLYitma2CbYf7LzsBuz+7HnsV9nH2Nc5uDn0Ofw58jkaOcY5fnBSOU04QzmLOds4X3KhuSS57LgSuE5zDXCtcLNwa3H7cudzN3NP8sA8kjz2PCk8tTwPeNZ4+XjNeKN4T/Le5l3hY+PT5wvhO8bXw7fEz8yvyx/Mf4y/l3+Zyko1oIZRy6l3qKsCPAK7BOIEzgqMCGwKignuEcwUbBR8KUQUUhcKEDom1C+0KswvbC2cKtwgPClCEFEXCRI5IXJXZF1UTNRZ9JBom+iiGIeYuViyWIPYlDhZXE88WrxG/IkEVkJdIlTilMSoJCypIhkkWSn5UAqWUpUKljol9UgaI60hHSFdI/1UhiRjIBMv0yAzI8smayWbKdsm+0FOWM5NrljurtwveRX5MPlz8i8UmBQsFDIVOhU+K0oq+ipWKj5RIiuZKh1Qalf6pCyl7K98WvmZCrOKtcohlX6Vn6pqqjTVq6pLasJqXmpVak/VWdRt1Q+r39PAaBhqHNDo0viuqaoZq9ms+VFLRitU65LWoraYtr/2Oe05HUEdb52zOtO6VF0v3TO603oCet56NXqz+kL6fvoX9BcMJAxCDC4bfDCUN6QZthiuG2ka7TfqM0YZmxnnG4+YMJnsMakweWUqaBpo2mC6aqZilmLWtwuzy3JX8a6n5rzmvub15qsWahb7Le5YkiwdLCssZ60krWhWndawtYV1qfXUbpHdEbvbbICNuU2pzUtbMdto25t2WDtbu0q7t/YK9qn2dx2YHTwdLjl8czR0LHJ8sUd8T9yefid6p71O9U7rzsbOJc7TLnIu+12GXblcg13b3XBuTm4X3NbcTdyPu8/vVdmbs3din9i+xH1DHlweYR7dnvSe3p7XvTBezl6XvLa8bbxrvNd8zH2qfFZ9jXxP+L7z0/c75rfkr+Nf4r8QoBNQErAYqBNYGrgUpBdUFrQSbBRcEfwpZFdIdch6qE1oXeh2mHNYYzg+3Cu8I4IpIjTiTiRfZGLkoyipqJyo6WjN6OPRqzRL2oUYKGZfTHssCxIcPogTj8uOm4nXja+M30hwSrieyJgYkfggSTIpL2kh2TT5fAo6xTelP1UgNSN1Zr/B/rNpUJpPWv8BoQNZB+bTzdIvZhAzQjP+ypTPLMn8etD5YGcWb1Z61ly2WXZDDiWHlvP0kNah6lx0bnDuSJ5S3sm8X/l++fcL5AvKCrYO+x6+f0ThSPmR7cKAwpEi1aLTR7FHI45OFOsVXyxhLEkumSu1Lm09Rj2Wf+zrcc/jQ2XKZdUniCfiTkyXW5W3nxQ+efTkVkVQxXilYWVjFU9VXtX6Kb9TY6f1T1+t5q0uqP5xJvjMs7NmZ1trRGvKarG18bVvzzmdu3te/Xz9Ba4LBRd+1kXUTV+0v3inXq2+/hLPpaIGuCGuYeny3sujV4yvtF+VuXq2ka2xoAk0xTUtX/O6NtFs2dx/Xf361RsiN6pamFvyW6HWpNbVtqC26XbX9kcdFh39nVqdLTdlb9Z1CXRVdrN2F/UQe7J6tnuTe9f6ovpWbgXemuv37H9x2+X2kzt2d0YGLAfuDZoO3r5rcLf3ns69riHNoY776vfbhlWHWx+oPGj5S+WvlhHVkdaHag/bRzVGOx9pP+oZ0xu79dj48eAT8yfD47vHH03smXj2dO/T6Wd+zxafhz3/NBk/ufkifQozlf+S4WXZK55XNa8lXjdOq053zxjPPJh1mH0x5zv37k3Mm635rLfkt2UL/Av1i4qLXUumS6PL7svz76Leba7kvGd8X/VB/MONj/ofH6y6rM5/on3a/nz4C+eXuq/KX/vXbNdefQv/trmev8G5cfG7+ve7P5x/LGwmbOG2yn9K/Oz8Zflrajt8ezvKm+b9OxZAIS0cEADA5zokh3BFcodRAIiUPznFbwkkXYEQGQTjkEjBAokA5iBJ5NzugznhWHgSZY66jTZDP8GEYxmx/bhUvC4BR3hJ7KCrIhWR6yhTDAyMlkx5zEOsjGx72S9zorm8ubt5qXyH+TcE/AQnhXeLDInJiRdKvJMyl66W+SZnJH9EYVSJrGyoEqNapdanPq3xU4tdW0pHQ9dEz17f1yDGMMvohHGDSa/pY7OlXdsWrJbSVkbW7ruDbeJts+1K7KsdGhzbkFU/7Dzm8tz1tduc++Le9/sWPaY8R7x6vRt9Tvse8Uv2DwiwC9QKEg6mBH8LeR06GFYffiQiKtIhSi2aK3qL9iqmL7Y2Ljs+IME8USqJmLSc/CClKbV8f1ZawoHodFpGcmb+wbNZ3dmvDxFytfOi8msLJo4QC7WLwo+eLh4p+XlM+rh7Wf6J1vLpCrpKlSrPU3mnm6tfnEXXyNQ6nTtw/uKFR3Ub9dRLVg2pl5uvfGrUbCq69vG6+42HrTZtTzq0O2Nv1ndN9dD1KvU53Yruz75dfKdsoGyw+G7uvYNDh+4fGT7yIPuv2BHnh7IPN0f7HqWMqY59e/z0Scd4xcT+p57PDJ+LTBIm3794NNXysuLV/tde08YzErMMs9/n3r6ZmB96e2vh5mLHUsfy+XeFK/HvPT6YfJRaZVhd+zT5uefL2a/Za0HfLNflNpg31r9P/ejbrNnK+un/y3hbcHsb8T8WcCHRYSIYQCI6K+go9BpWQmKvLyhP1AQSNb3ERGEp2DacP54LP0moIgbSGZJ0yI6UIPp0hjOMt5iWWFhZjdmS2Bs5PnLJctN4uvjo+J2olwS2hQyEM0R6RbfE1SRCJE9JDUt/lmWVU5LfpeCuGKgUrZyksl81WS1E3V3DSlNHS15bUIdVF6/7Q++9/ozBuOF9ox7j6yZ1puVmubsSzIMsXC13Walbi+1mtUHbfLWdtXtk3+fQ5Hh6T65TjLOHi7mrkhuvO9b9A7LTd3vUeuZ7RXo7+ij7knxn/Tr8iwICArWDGIPeBt8MKQ71D9MMpw+fi2iLzI1yjZZC5sVIzJlYWpxRPGv8QkJH4uEkj2T5FDjlaWrj/oK08AN70o0zNDM1Dupk7cp2yYk4dCj3fN7t/JmCX0d4CjWKnI7GFB8tuVw6dOxtGXyCp1z1pF1FeGVB1eVTo6e/nRE8a1tzsLbj3KcLsnXRF2/UrzdoXE690tMImgyuHWweuIFpMWvNbbvbges0uZnZ1d39tVe0z+FWSv/p2zfvjA8sDa7fQw8x3xcYlnug85fViNvDoNGERzljxx/XPGkc75oYejrxbP751xeoKZaXIq/UX1tNB87Uzi69EZt3e5uzcGnx7tLM8sYK5b3IB72P7qvpn0a/KH0tXfuybr9x4wfHZvbWxq+E3/5HA0YgCXaDdNCHxPWaUCzUBsOwNXwG3kR5oO6jtdGtGHVMP9YWO4dLwXPj7xKOEH3ptEncpF/kWcowfQvDecZypkLmXJZs1hy2AvZSjmrOBq527m6ebt4evl7+HupNgRbBBqFTwgUicaJ7xfTFBSWAxAvJNqkCaScZqsyybItcurylApvCjGKDUpyyngpB5bHqKbUgdWX1DY0ezWwtS20m7UmdGt0QPUW9Lf1Bg2LDfUaSRuvGt02KTN3NxMw+7+oxz7dwshSwfGfVap2+28qGzWbGtsEuxl7LAXa471iyx82J6rTgfNUlzlXLDXYbci/a67CPbd9zj0rPfV68Xi+9T/ns8+XxnfQr93cKYA54GFgQZBIMkPkSH6oQuhJWF+4TwRPxNLI0anc0PvoWLTlGKWYl9nycRzx7/MOEQ4l6iRtJTcnBKdSU56nH9jumcabNH2hPP5aRlBlwcG+Wa7Z7jv+huNzsvLL8CwWthwePjBfOF30tRpUwlwoekz+uWWZ0wqLc7qRrhU9lZNWBU6WnL1cPn/lYI1KbdG70glhd2sWJSzINWZdfXFVozG161ax6veDG61altkPtU51KN/O7Znu0e8v7vvU73m4ZEBs8d09maGA49C/hkZXRu2PXntRPND27NfnyJXgtP1P3Jmchf7ntA/2n3DWOjZYt5x3//6kt7ZwJWFUAzs8B4HQWADt3AOqkABCpRMomSL3DlgyAowaADYsA9PwkgMyu/nt+kIEYkuUHgENI5jgE3kEUSAHaAyVDp6Au6AW0heR3erAPnANfgh/CX1HcKANUEOooqgM1i6ZD6gdeSEbWjn6DYcLoYSIwZzHjWCLWAJuIbcau4MRxgbg63BJeFh+H7yXQEdwIl4kQ0YXYTEehi6AbI6mTzpDxZBr5FcWC0kEvTl/BQGbIYFhnjETyFV+m18w+zAss4SzfWDPYKGyn2OXYb3O4c6xxFnMpcD3mTuDh5RnlPcRnyA/4b1GzBawFOQUXhW4KF4uEiJqKiYiTxNckZiXHpO5Id8pcl22Sa5RvVmhX7FMaVn6l8kkNrc6qIaQpo6WgLa8jqUvVY9KH9T8avDDsNaoxzjWJNHUxM9wlZ85nQW+JstywWrVe3j1vM2s7Y/fG/p3DF8efTgRndhcxVw03a3ffvSn7jns0IefYex+Kr5Kfq/+BgNrAgaC54J+hTGEC4ZIRspEyURLRgjS2GELMj9ileK4E68SspN7kX6km+0vT3qVbZ9w8qJzVkWN+aC7vUIHA4auF+kXTxcWlLsd1TpifTKgcOM19hlID134//7nuQ/1Kw8qVj41r137ewLdyt8t1Gne59gT3xfen3Ukf3H8v/n7YA6+RgtH2seVxgaf7nle/ePtKYTpjdnxeaiF3aWHF7MOlTwxfUtbebwT8WPgZ9Xv/oAeywA6pRlWAXvAGokOqAe5QFpLxD0MfkexeE/aCc+Em+DkKheTsrqhs1DXUazQZ2VVC0ZXov5D8WwHjh6lC/E6PtcLmYe/hiDhrXAluEi+Cp+H7CWyEMMIgUYiYSZyns6DrJEmRqsms5MMULCWTHtBnMKAYchkpjCeYBJkamfWZx1nCWbGsNWwGbLPsORwyHBOcGVzyXNPcpTy7eNG8/XwH+U2pJOqEQI1gjJCpMJ/whsiEaJvYGfETEsWShVKF0iUyFbIX5Frk7ym8UlxXZlXRVPVVK1Tv1vioJaLtqVOp+0Kfz8DPsNFo08TEtMBs2BxjoWbpY5VjfWH3LZtJ21V7tAObo+QefSdX5xiXIterbiPun/axeeh4BngVe/f4fPAT8ncJKAocDPoZohwaHHY6/FEkHKUY7UUrjLkZuxhPn6CW6JVUkNyesrCfPc38wP705ozlg0JZ+7Ircp7lsue55p8ueHNEpjCxaLCYoySy9MFx+bLKcsrJvEpS1fHTYtV3zwbXks41X3C7iK5vavC8wnD1dlNis9z1xZa6tuAOmc7PXZ09mX1W/ey35waa7qYOWQxzPhgd2fNw7lHyY74nIxMFzxwmRaegl7OvB2ca5ormaQsOS9zL1Sti76991F0d+ez55eNa+jr9xskffJvVP7l+Ff32PzswAFFI5egh2EZ8HwCdhAagL7AgbI/UcNrgFaRW44Ks9yE0CqkhJqPb0GsYFUw8phuLwdpgK7HLOC3cUdwi3hh/joAnRBGmiFbEPjo1xNOGpAdkV/IyJY2elb6JwYbhE2MZky7TEvMpFgdWMut9tjx2Kw4mjknO81w0bgMeZp53vIN85/hzqKECjoIGQorCYiL8otxiXOJUCSlJDSlLaW+ZVNkKuW75N4oUJW1lmspV1Y/qKhoZmmPa4jpZum/1rQzajKSMz5kKmNWaS1i0WBlbP7OJsiPZNzm6I+u12zXeXXnvhkef1xEfDz/VAFLg8+CKUPOwpYikyK3oWNp8rG3c9QTGRFrSkxTN1LNpdAcS0xcyXQ4+yDbM6cxVzmst0Dk8VOha9K44rZTxWE2Z3ImOk7oVvVXap1qrMWeszh6veX1O8nzChYGLrPUBlzovU674Xe1qYr0W1Tx8QxzJfN6323W03eTryun+0Ovcd6tf6vbxO9uDIXefDOnfb3jA9lfMyP1R7kdBY5cfL48LTTg/zXx28fn9yfkXWy8ZXvG/lppWmdGc1Z3Tf6M/r/tWc0FtUWFJclnwHeXd0krH+4QPKh9WPp5fdf1E/NT1OeALw5f2r3vXwFrNN8Nvs+sHNng2Or7v+b764/Cm2Gb/lsfWxs/SX3K/hrb9dvwfE6D0pwALkQyR8uOr7e0vokhSUQLAz+Lt7c2a7e2ftUiygXwD6Qv7873i91mD1Nyrru2g/+n6P2VhfpR3F4WoAAAACXBIWXMAAAsTAAALEwEAmpwYAAAgAElEQVR4AexdCUBU1fr/ATMwILtAgoqKCxaWZFphbqWmuZX6TK20zKi0RXv2Hvq3Z2n5ysqyTV6Z2ss0zLLnmpZ7i5VWlJGKijsoIiAMMDAD/L/v3HthQEYWmWHQc3S49557lu/8zved7zvrdSktLYV0EgGJgERAIiARYARcJQwSAYmAREAiIBHQEJBKQUNCXiUCEgGJgERA9hQkD0gEJAISAYlAOQKyp1COhbyTCEgEJAJXPQJSKVz1LCABkAhIBCQC5QhIpVCOhbyTCEgEJAJXPQK6xoCACzmis/KvMZDeGGi0XpPM9+JHS5Wt/RtDOSSNdUCgkmxxCtJQrAOONqJUlqESCseiVdnfRvSG8XZxVvqsmNWNoGFG5atbr1HvBPmFtA7469slp4788WVhw8B2xeUqFAGVipmWf8VW907PxESrdLVAwEq2NLkS12t7TvVpc23XoPz8CwU7PnniXC2SlEFtI6DJFl81ueIrP5c4o4JwOqVgxbCsBLgnox/57I7ewS3aTXFzc+9CfQYPnZuL2WxGk5JS8Z6CSHcZCJS6uqDYxbW0SOdafNRUkP/dqZTf/7v+vRH7KE2L+mPmZWUhXSNGwEq2WAkI2Rrw8OKIVh17P+nu6X1naanrNTqdSxHVtc5scfFsxEV1GtKpvWLZMutcS9KLi4sSM1JTl3239vltp5I2FxCRLF8sW6wknMY5lVJQmVYoA3//1oahz/xvom9AsyfdPdxCOnfy8gwO1rn4NNGRii2lsSQeTVIcP/N/is99MzHQxO8r+HMAcpq/jF+On9lSAoulFJlZxcjIsJQcTjEVWootx86nHX0p4d/d1xJsZvppDKwAyWBK12gQUGVLUwbuo6bv6BfUrO2TbjpD9/ZtPVzDW7q7B/qTniC2kLJRLhsV2pA6tC3FJSRb5lLk5JaQfFlw5KgpP9dYYsnLSX/9u03z/3P426VGYiKWr2Jqu5xCtpxGKRDTal1Z95iR/27ZpdeDCYFNDW2v6+jlHRbqLhp9UUGEntawaxKpMDErA6pMunA4jbHFvZU/x5HxVYWpAlgZvxLqFJw6bUbiH/kF+fl533y1/NnHju1ZdYGCOxXzquTLSzUIqLLF8uUOX1/DI/+3Z463b+BDUVFenhGtPVyp5y1khpORslGOhYaHanHWW9uSk1OCxH15hennzOmHf982ctOiMX9RXkX0Y8XQ4D1yp1AKKtNyd9Z9+N839wlrHb08MtLLs9O1nnp6R5XBDb5SRaJmlAfyYMXKL4QmoFuqUAor4jCbczQZv874FReX4ue9+UWpaab0vds+uvPHL+NOENg8j+M0Vg3RIt0lEFBli3vf+uj+/2jeffCUzwIDPTv06uHrpdeTnpCy1WBty9FjRaW//ZFnyjxz6KkVL3X/jOrIRL8GVwwNrhRUpmWF4DFsyvrbm0fcsqZHjDdCRe+gvNHX7ihcmSooUwjsqTX+fM+u7FlRGjK+yvsETTkWqkKtgBc/kLPC7/c/80uTD5lcThzcdceGhSN/prdSMQiQnPuPlUJwj4ga2nTAo0uOt2/nYe58vZde2FiqQVXOD7XnDY4h49ddtjIzzdi6MxeF+WdfXDKj0+vEUTzX0KCKoUGVAjEt8yYrBMOgyZ/d1iry9q9u7+2LpgFs2KhOa7dEUGI/wYHkyRYOO63xqnxV3iq1pcXhyNq9jK8gVBk37bkSfqfTzPhpT67xr92f99m+YvIBei0Vg4aRE15V2WJB8mgdPSZ40IQ3t4cEe4b3vM2bh5EUJ2WrvD1owLbBVFiKLduyTWdPH41b8eLNH1HlNKhiaDClYM20PUe/Gnn9bQ/uiLnFxyf0Gpo/YGZVXYUxTtGgl78p7/pqfnStEIaTshojrPBOVSxWeYlUKoSR8a3xO3K0sOSPfbnpP345t8cv295JJbx4pYpTrZyw4oSr9laVLW78PeDt3eTxF/evad3Kp0vXLt4eUrbK2cKatyu2G45vG3JyirFtV47p1KFfx/5vwYAtRGUhyRbP4TnclVsNDs9a7D3Qt+10d+D1t437X/QN3p7NSCFwmyyUNt2wMU/rtZROQSk37oof+/PcgfYMfif8RFTxR3uW8esPP56UbN/Wq+ktw+I+9/Fp7kXVoaMGqCF5iLlFuosR4DoRQ7ITZ+55LSTYq3OXG5t4sLxI2eK2Q/k5U9vg4+OGnt19DM0jbvzkzgcXRVJN8Xyq1ZAJV55jXIMItHUvIeZvsyYG+Lk3bd3KQ8eVRSu4aEBNqzRWCsp9Md2I9+pzecVSePWdjG9//Dp29NR7NTF0uGvy8hHEotStg5tan47hWJnLJRFQ64Ll2r3X3+Zfa/AOHNP1Jh9S4C5Stpy8bfGnJcHt2nm6t+3c/yWuP/o1iNHVIEqBCssa0D2q52Nhfk1b/uPGaG8vrfGnNp+0QLkyKLtnbyuFwOH5J7oLdJHxVXwIizLMVHwENuxdD/hx43Jj5yZeQc2vnde8XR8/SlZPv4biI8paukoIcF1wnXhe133k6x07eOncPVyVuueAqtwwL5Td82098IaWhpTNurdNHdoZ9DqDV58hk//Xk6pFGF10dahzuDCTJcN5igmw7kOnzWnZwkPn7a30kkQjTy815mIkrO+17h7zs1AG1gxOXjI+A1MRM3vg1zRIj2uC9Yb+E975J2XHDZDsLTDwDeysZMt92FPr+hs8vaLbRhiEcEnZUCrHWh6s752lbXHTuaBzJ29Dq8ib34KPjwdRzbLl0HbaoZmpMsN56qlrG+nu5T+4U5SXO1cIDxux44riZ3FPfmX3wkuZFeaw/Ki9k/Edj1/nzt6eTXyueeT6Pk+GUlXw+HVD8BKziXTlCLCAiNV8Ldrd9FJ0tI8nTyxL2VIAaixtS/Pm7qQP3IPvnbxxNFEujK7yKrb/nUMFWR3vFENHrW7oO7pFmIeLKx28w0MS7MorTZ04Fr7KPVs6/F7VF+pVeSfjOx4/d3dXNA10K+102wP3UDWJISS1fkWtyT+ORcBKtvR9H3j3ejedrllwEOsHx/OGIqNSNjUcmBP4XjFia9a2RbT19A5q1vohispDSK6O7C0w1zjSsRLiPD18/Zo9EB7u4VFCrT1b/bw8jKCjGwKN7sr+aOvm2Z9ecGgCiEMojjztGb8oPxtFdHaJm3cgPEmdOTp/630YDVH+S+Xfuo2XV0Zmy4lUEYvpJ7bp01VUn1I58q8DEWDZEgZXy+tufzA83KAs3CCmcVbZKi4yoqCAVl3qveDtZZCyRQhobds1tBLTxc1wQ8ywf4XvXvviIapbXvqtjqfYl6sc1lNQLRnOTz/48VW9PQxuHr6+bgwDeSmKgO9Fw6c29GXPmr+KhQjDykSEs0/8wtTvsGicHiOigzGmWwhGXXsjPt3MB4dSq8fKyUb++Qf+iyHtdXjx01+pbEZ8M0mHIZMXIV8oNKUAIn5ROg7s2oTff0+h2na+8nPLXh3+QUFucHXTt+jzwDtRFJyVvcP4SUFS/mUEVNliQdDRQZJNvLyDhtMBdzpnla1SSyp2vPEQ7u4UIGRrTLQ3Zvz7v8ikIxcvJVulpbmqPH2AfJKZoysexJAOemw8YCReVZwS34z0P7fhl29/xgVL45QtV5KksDB9abubRoyjkjm0J+5oIWZLRh8aEf1gmwgvT65AdqJxp4fyKysHflbeVQyjvlMVRcV3WhqXGf/C93ihTx+s+YlSvyUWox66n272YflTN2L+F38qtNnMn48vIUd2sygflzHXuowa/Wfx34lDMPO5jbBUKDuX4TLpd1B8VuatyCJt07HPeCqlQxmXIZauAgIsy/rbJ7w3kNa8F3tyt5ZcuUzVk2xcNm8ZsWV6OF7/z3Kirg/ufnwKbqG7fR9NxIMT3kU2y4JN2eIC0U/IE98rDYjZXKSWU5OtYux95U48P3EmzjVS2eKitW5t8KBToh+gkrJscYVaDZHQk52cI5UC5yWUgruHd9eAADdXrnxl+IgqU5SXK5XvlfpWqlwNQ/4aJgrTKMxjj/i/L3uBVABVyuhlWPlxPB6Y/hGWf7GQfIAdM1biPNGae2QTPpzcBUM73Iinx49EwvqfSQ9o5bCmX0QT5Sqj33ISX736vMgDB5/Boo+/pjMjXGBMXo/3xnfBsEgd/fpTmr+KXoQoowPLXxv8mwbqdJ4+gbdRKbmn4DDGVVCVf1UENNnS+QW2uDUk2KOJs8pWYcp6vMWHseN+vLJ7Cx6e+jr+7/c/MYC9fnoGP6SQ1W86ji3Uk3iqgw5PD+uP9974GKfyuG1QdAIH1doG5b5i25C+6zUsZIMOO5Aw512cLKT3hSn46t8jVdnSYy71TNLI35llq0kTWkoMN/8b+jweQoVh2XJIe+3IOQWuOV3kLeOD4KLz8/JS1k4ru5GVKqb3iqNHsQVdtQTKtqOLYJyMFUuwElHDadH5dd3jZ+H0TztEUgPvGwJaGkXJucDruglY9v091Eh7wrtgH14dNAR8Mtwt98ai9PdFWDFtLTxbZ6Evddo1x6s+tEFAnmTiTXlCMZjzkH3gqBYMp08ZYTqzDuOGDhd+nYbeB+O6FZTmzcgo2YfJQ64lGiiyFl+5IarI1Xv5Oc2a4+frS0aMi3sbf/82ntnZR/MptiCLSZPOoQiwLOu8vANj/PzJ4GJeaWDeqCr/M799JUDp9OwkRPoTVzON7pF4+KdU3EtDPZ5+Bnw/py3e/gxo3TcWHfAjNr8/EQfcI7BgcrTK+byiiuRJfWL55w2sCuuVoiA7S+TBf346dhRjaah2zRORWCx6/sNwS/Za/PTfifjpQCE++ehRNOF0OLpgXXHjFLLFOsDH26UwovOQW/7Y8Z+TRKBDlIJDMrGaT3Dr0O1v3Xy8+TA1RUtbz8grlaJaBIKrra2Di/2ZMeo/vh46b2aQ+9C+lY+VdaJHk4Bg+AZ4k8r2wm3TnseY59fj8X88hz69+3AEcvwdGqVNFOTTk8Ji/M6Kfo9rMerDj9GbvfsuxL+mj0TGtlX8hKFv/Yk58/6L13esRyd6/nrRemSLN1bx1bTsU/6L89HEhMukKGAlDOfvSvaLu3tp4c0jZ91AZDrMmhGQyD/afALLsavB7xoD3AxtfH11otGsf9moHW9Ulb+Fj1Ek5+VOR9owP4knF+h9ghEQEESLOYrh1+1NjHz0ZTz+r7kYPnqkCHH850SaoVPDi0gKLeKltWzRffPBc/FkX34zDAvefwPNTm1UFELfN7F06ReY/uVxjOcxq58m46dkGouqFJ/pcgbZYvyCggyePk1b3ExEstLnptTuRpdDlAIVhh03GG5+Qc27NW1qoE/9aWXTunDc4CiVwe9Y8XPFiHu6ljVG5MPh7BdfadqBFTh6ssAq/wKcSzmIUydSYXH3ha7oMBJmD8GEbq3w6gc7mCDBsTwBrTltfbgwRATRxMgcjP+YaNWF6kwlBTh7lAesgOCw5vSX+jm+IaR6yCVvRlquI8vPxNUO/4AAd11ASGRXish17BDGpXykK0eA5dgtZujznUhBF+l0mlg7m2wpvCXI5lvmM1W2jakpOJVyANkmAwJon/zBHTMwvU8IJj36gggOPstP63aTj9Y28MuL2waLMM/4XUFRKc3Z8cI44OYefeAneDsM0QPvE355ReYq4jtP2+Tr5+bm7du0OxGrGVwacYJ+e/zRuMceaVunyQXhn5uXd0A0F5S1IHcdFWuCg7LmJz+60yqZfUUDSldua0VY9Wq/+AYENb+es8a6tVvoqEJxi5zf38VjQzrh6YGrcT4pAa+9sxytxi9G/K+5eHnGMBFIo1+Jof5V419EP1WxeFXqTguRDWjavI2IYLZoTKqlcit8DY4sf+3xDwjQGbz9mt5EFGuMqxEvr/ZHQJMt16ahHTv5+bm52E82as8bSvHLZbtZNE8/AT+/vAhH2PQnV2L6Ex/2i8TTQ65HUurP+OjRZ/Bnciye+yodn3z1JVpxIBIWRV74QXFa28DXim0DmdUiMK19J9nRNMTZo8fEog4+9f3ELyu0ZBzYttQeP6pPuLh6RBCxmmxxfdvVOVIpcF5utITRX0dffOKK1Bp/bjC5DvmqKAelkoU/BdT8OZB2b7/4elw/bg4TguOLhmP6U3/Hl/GT8dDYGcJv8DvDaAxSdURE7sGN2PiymDmDzo0XCSh1xvQJ+rWw7G9NP3UUxDqlbWvx7Y8H0PSG20XIZWPvxYb1Cfjk2YlizqLVk3cgRNRSpfiUlrPgx1vz9Xr3plQAhzFuGazyhhmOfzo3N3d/Dw+93n6yoQzZcANcV9nUt78HE3gwBIvwj5tH4LPFL+HVMTdiF3vd8SE6h/I32Ml18ISb8RB2rXgLx/lZdeId3YsyKiHp6WLZoC0Q5Ei2Pt+Mota90J+ejn88HIsW/xdbFz+DBev5/dO4oUMAXS+O7yyy5UqfSi0pdaGRFSFbLF9c13Z1ormxaw5K4lwQzot25rn5ulHRtEZT6T5SA0pcxn48YaQwnBZGZUQrfy0shyu7p4f6iu/SbAiWrl6JbkTw8W1v45N3F4lSDH7xO4ztEw6P8D4Y3IHeLXsE/xw7Gh7jlK7o5i93oIAsf+FIPyiMS080R8HDSkyvKDfT6nUNou7gkGuxcOJ6uHR6HPNefJqed2BJ3Dh8uW0fWo1aiLhH7iiLUyE+l91O5dfyEbSKyUoFZ82/DHM1fx0pBVed3p+I5zrmurY741Ie0pUjIBoLN717gE7vIpSCs/BGGb8TryiyHYy7Fh7ABOoVMO+vfGM2fk4G8fqbePvlB+Ghvxb9n6Ced/LbmD3qNmw+Hab0FLYdwDkazaVkFHmiGx5pYKdzozkU8ay1B964dgzLEvDlnBlIK4nEuLVfCnn+5o1HsPANluf78M+1sxFGHMv8XDG+88gWixLpBXPHm0ap2sv+suWQj+zQIDNPkrCB7T9pwdl93Xv4+/AxCVzBolr5j6hturKzei4PQ57EYWXPFKzs3ip8/cY34cK5dJgtOng2bY4m7tb507vMXOiaBKCJgYpXR/rNhdRf0Ovg7soQkeDkn0NOPnUjXH0REOhtVcaGKL81xrbzN+bRuvCfM9Pip4SxDXiBfvlkafEOTOnsjADJFisEnn7yHf/ivreju7YZ0by5hxXf0Js68iaLlbUs8qP1c7n82eYN6/CV4xdkpiKv0EJz44E0yWzF6xSwIOcczLTSz9ePLSoRU/nDRKnP1eVfQrJVTE2Pu7siW9w3z8nIpFWAtGgkOFgs/lfKWDf6q8tfSbucXlGAWtCvxf9uV2b+3k3vD9q9btYflEYeyVaRSMtOfzS07JR8WbKifPREM6iuXjzcoNUzWxLiQQth/ayiLsKyKlcBVQ0Ekbh94xvgGxyuFEJVSEyrkj+9C6QBS37mCbA60q9350FPBQK+unoGw587i5SeKBtf+UWDlF+lo5r8dXR+FbVNrPQZBe3HsaSzPwKMt3A6paeg8Av52Fc2KIPL5E1DYBjNpjGhKo+XyRZ9n9c3GIbLlC1Xki3uugr5EfkY4NM0TOFQ9rxM+h0VnxYOFDcJCuWeuKhrXslBiqGsWFy0+nSOUgpMs0toq1s9qQUtZuvGmmHFngKrRk8UnYusFVutQPGs+XGKqr+MT0q2AfFT5ohcWb7LGiiuHukcigCdLanz0dFYg5Qtwv0KahtouL3Uw+Dr4yhucqRSQNrxH2msxMW1hHZxuYjTUZXKUwZl1IrkkqsNP6/I1fShC/mp3orO0B6Ev/pg5cfJyPiOwa+wiE9vKuaNa9I1IALFxYXZZjq8UZMZFhgpW42/baA6dS3IzuBhWYc4hyoFUSKXkjxTYamfwcAWDVVYWctNGkD5b+VPMbQwKhxsivL6fyVaw8QvzD6HPBr3d/XwoSEkUuBCCp2TflNeLk0C0wqGYgMMXjqhUOsbvyJaC06zIeoCQ7Wi5MXhCBQXFWZzXTA7Stmyf9vgCNniyiy2lLplZx5T9rA6gKt4yM1RjluO0tISi9FsUWf7uYliBhZNFb/koXO2bRT/snccRsRWhtb5lkdLtHC241twbv8O/PH9T3RaIueuxdOul86/+MIB/L7za6TS8Y0if8sJ7Hi9Pyb0CcOTg1phct9APPDMcziapcyp1hf9Jz4fiQdu1GPzfj79UaWxDuU/Ruk80uMtnNz9PB65zRM/HDWquNWs/DXFn63TkmJLjoIwx5KuARAoKSoqyCTZEiOJZXxzubJVmIQlXfTE5//l1QNl/KjxxslVI8p4VZHJmvKWETufc6e4D+JoHqElZcumbJaUuurSj//ESsEhsuUopaAVprSkxJJjseriKhtttCVhbOVQI0iOGUx5p1w1P21+RTTSIhzHsRXfjN/fvBOvPjkTmWqatYp/fhdee2YI/sig1UDkDi2biEXLd6Bln1g88H9vYuAgWla3Yx7+FRcP2nQs6KgP+t2Du6NL71g09aLBRBUHzl8InVrwasufuRnPzV2L0R89gTa9/o6R7YGFcR/BWNP4tcDfbC5BcbHZmmkptnQOQqAM6xJzUXZRYYm5Wt6oRd3yQhfNRHWtQjZ1QTEqr9L+glrxFi2aEgOORjrDSMqWLdkuLi5hTeB66sCusp444VxW5/bgMUcOH3FBSCeYs7gR4XJxA0qTzkL9KapAVQhlw0P83rpHQCmocFSIn38E3y2Zg0VLeZfi9bh9whQMGH8/3P+cj4/2Mmw78eXL7+LeZ5+Eb+rXWPPuDGzeAbTs2gbdhv8TgwbeApdT67H4zVVo2rUH9EnxSI14HH5//ocj45f4adCNeQq6PygSpT/6uYW4ng7zwogR8MsfgpWn9+McMXgTrwz89t9X8PnbbwPt+6DdXVMw8sEh8ClOwYZX/on0kIFo6/4rNh+OxqBrErEnxQt3zpiHa4N1yP5tEVZ+sgnNBs3FrZ4e8GziCV7/z+7C4Q1YHf8WDp8+D++w29Fn3BTcGt2S8MtA4sdV5Fdiwb4lQyhmHG69PoAgC0C3++/DFy88g29+Ho57bm5er/ibqRdWVFhwljLkdVj8k86xCAjZKirMJaVgKSLZcK832aKehlghdHobncP1E37Y+iO824/AqGemo10gKQK9QeVV4oGT67H8g8/h3a4r9KfWYs++82jZbQpGPfkgmnrQrFPWb1g3/5/Yc/g82vWlvT2nFZBcS404IWWryraNR1VQWszn7WiyxXVtV+copSCYlkpSkpuZuicrK7hbQKC7XumMqnMLVsVkRcEbSnhVEfcWxLOqHMv86J0Svxh/LO6IRR8BfR57Gd4nVmD90kewvbQlXm5bflriryeOYnjePnz4tyH4lfLqMoJON/1jEVbPXAtDeCZ66lLxww5SKvwjFzkhBxd2KucR7T/9I9pmP4G2/DViOvD69X79cOdj96B95+6ImfUDBorva5uR+M4AvPkRxek6DDfSxpztb+/A4ZzNePHhACSvXovf2I+TaPcGfNsexq87d8B30GRE3hGO5I2TKX9g4mMfoeiP7fh+4zq0GvscOpZ+g6dGj+BY6Ni7N/bvfJt+2+Hz9c+wrLCR35PtcICKce20kfAnHEsJz6DOtCGIznPa/9cpDO0aJrCtH/xdkH2+MD/3/GlWv8y4XNd2Z1zKQ7pyBNjYLj11aHdiiw4308o+TTYuV7YoPvMP53NoBVYeIkOKbvcf2oc5G014fc+LKErVeHUm2unOYPtGlh/6kQy0PLQDPxx6BAWtuuDpEb74ot/NWM9pkWF18pByQgA/lZR4oImUrfL2rqxtc0FOtgXF5vz9BJOoY7raXbYcOXzEDUbxudSDiTnZ5kJu7HlmmRt/McNM9+LKDE1e4kc+lcMoiCjKQnmXgzN/ioDwvuYm3DJ2Ph6c8SGe7h6G4IFzMbE3vxuGFxfMRwtPL3R76nkMn7EeDz49E9179FEiWp1uipvi8MLGLDz76DRMW/WheD9+9vcY2TcK0Y/8jCFd2Wsnvn7/Gbw3+RZMvcMH897bAFPhn9jOCoHymjHnv4idtZkUA3Dyo//iBA2XKbsRaB8l7eb84JNJ6HD7w5wQduxIpNo+gaTV9NDueXRq60OKsHz1WdoPH3EwUj6/Ie71LXhuWqx4zkj7sUJ+jz7/dVl+J3POCyOsDCvC2C04EjEUc//uP5DHuNcb/nTUh7EYaUd+ZF3LjKspBkGn/GN3BLia+WfZ+9W/U2i0waWwkKuhPmSLk1V6q7wDeMZmM+bsOYDB7cgb8/DrgTwrXiW5ZW9yLYYn4IP4LzBjyRuKR5EFpsNfKwqh90K89fMv+HDjenRU3tJfvZQtwlnBr6Js5tJge27mmR8IJK5UTTGUIWePG0f2FLjMxX9ui/+tY9fhBl4Bw5+cE8yragAxlET3ChuyciArhWJp/pwA9xTKLVyOH4jr7n4a2Ps21s+5U7VEelPj2wOupWbaFam4Qp7c9vKBW9EhGkqaTT/1BV04H0U5ATf2H43wIGUflslcKAJZLCYKQ9+Q9YnGiIUFGHDuGM4eP4CUn1dhxUcrcOCj4djVY7va8K/Fy4MCyhOn5rmoWBWsm95Dj65t6RATKmOLfhhFwrXqqx9wYLgROyjGjX+7B75ES64aW9ClnOON9h1biYY8YvRCLB5N8QsTweYDHxVQOb+CtBTqlQB3hgUqPS4eoqOxYcF0VDTa+UJv2Y/jq0xI9xrOtcGfJ5mLi0tdd699gexIRSkQ3SJlTl06uyPAWPOPlbGluCj/oNHo3TnAnTc6X17davFFZfa+A63E9w8i0P2++7BhzgrqRZRvrOUq12o9ODJSHEhnMaimkNW7G2NuhQ/RhaBe6DUQOLBJlT8pW4RK5baNeuFZhYXn0w6wOGsGF9ezXZ1DlAI3EtTgCE2Xfvo3Y0lJ4dk8o6V5Ex8lewaD+VphKoWRtYZJ+DMEape4TCFwePYvpiGi8HvxzMt94ObrguPfrsKqBPpAzWQa9/9htjiEnIPp3V1QsH8lFr6/Ai3GUE9i8r3I/kffRVgAACAASURBVN8D+Pcba0XaHEY4smq48yIoojzZ0bfFiLY87JgcgGW/9Mb0LVvQ/qa2aH3TYISY9mFBAvUQaLs+bcIg9zRe2PQCmiIL546foLk0L9A3uBVavUlyRSG58oNww9j7sOrFt/H6oxzvevSIYduJy8/P5Cj/4jyjuC3IVVZAZez9AFu+TUenIX3K8pu9aTapxvOU30nKrwmaXVMkeg3nzmVS3HAlb+1MJiNPyivMp2VzOfiTJQNqiJIpI17f5RBLRgAi/wgEVNnihoKxt1zIPP1jbk5glF8AnZ1C7nLqVsRXZQCnT4oepq60AMd/XsGvhNN4iNla4W3yLioS92XP5FWqGlgFmedUOU/FUVII7IRsTZKyVblt46G7okIXQ+KO962VggKaHf86aviIiyAsGbqa8y+c/T4720KtHHuzxcoNldJwljWawk+Bia14DiOaajWc6E+wlxstbXuwB96cMQLHCoLRscdtaMHJtguAjj74aRZtKn1pac1mGEuURp5f5x76CttYIZDT6ehALXHHNCj5CJp4kofcto/fRfLJfDRtT6uNaOjolcdH4qsvP6bTFifjc1YI1KCHtIpAW7L8gbfx/dff4K/tb2HOY7fj9cc2wkQ775Q+B+VvRX/oLfcptHK0myagfTM+2EvJk72YloC2PAhFPYrHpuL7bR8i4Ykn8E3CbFh8WpXl993Xm5G0/W01vw0oog+YsMsn4WScGL+i9H30DSual4jpTCfKcNoKLZeLf1am2ZRz/tQOSlJTChqU5CWdgxDQlII54/gfuzMzCgupgsldpmyp8UUZDs/Gmy+/jp3LpuED0Zjfh8g2gWoDr+Qlwok/5bzFj0yKR/NuiKTrgQ8G4ONlH+Cr50fhG35JzlLqIWVLlUfGSpPN3Jxikl3T8fSjP+UwTPyKHV3t6hypFLgwwpo59NuahPQzBRYa/7Q6FVVpvLjI3IgJa1bcMxIcTvNX46hhikta4o533hCN6+fP9sCLTz6BU7xCaMp4+JV6o/1IGloit3HeDFwI7o1+1HCfSngEL04cDfcxtAKC3PZ1O2BWLSIPvZYPnfzpGyoY+dSmGfhk+1Fc9+SXeGjMMODwWnz+yiP49IMPKa9heOjDdYhqGo5+b36HfjcB37wxGvHz3qaUH8Hfv3yW6NBDNNNUECJbKTPT3/Q29B0gSEC/kYNgID9RfgrDzo2O4m7SZSqmxFKeNHm3dMZkMSw07M39uD6khcivr8hvDP5Tlt80+OrboXMv+lDJ2p9JESr4mc4pSz1ahDUtz597IkwH5ceTk4ryLS+/Uhe28Se1jswMs+uvW9//nAjkkTrZUyAQGsgJ2dq6fPJP5iKLKTe3+LLqluWvjDfUAp363wwsEycGX088/xrCWFbKeJUNGg8RspSWkHB8uCnGCfTEW01uxkSSU3Y7330Cn6u9BD7y1KVEJ2VLlUOBubh3wZnUgvxzp/YvJ8g02SJptr9zyCmpXAwaPiIuAXMNDaIg8PE3Tn7d9trAVr7+xDjc+ohxb9KRHIyemdc4Ajtxr/oLDy0sP2j+JXnIybyAEhf6ZI1/EDxoSFWLX0ynJZa46GkIicdZTcjNNtLBc/5o4kE9bC2+lqb6XJ6/hbpwFuj0njQHwr4kCAXZyMmjNahunmgSGAhxVnFZ/GLk5+TAQi2mJ32+k+SmZvSXxa+6/BZjBvJMRfSVohD4NNETRMKeIPqV/IqLi+FB5XZX6S84+C6mTvg7Jq/Nxw1Budj+1DVY+csjmLV9IZqru8kFPmr4uuCflVGEIwfP/PLhP9rdS8Xk5ezcL6N18lyh0jkKAVW2mNV4MixgVNyOZ9t36vxwq3b0ubL6kK0y3ixEfmYOXLyCQaumhauRbJbFJ44zZdIpwLZlQ8qW0rsrpmX7fyZeKFrzzt0xqYd/PEVg59KvkETL7orBYT0FtaFga4a1XuGZE3+soN5CgbbkTWzDpBfaM90Kfta6UtzOMH/zs9Lm8LU8fKlLE/gEhcEvUFEI1vH5tEQdKQQlvie8qfH0oi5BhfiqyXNx/qxMDHRWU3n+LqRQ6LOi8POnISqKx4JRTr8bPH0C4EMKgb/+VGP6bebPSoKGuLyD4EcnPHp7KQqBVZ5Cv5Kft1+QooBUegyRD+HBnrRh7b11uPDnElIIwMA3piOM1otXiV81+VeFf3paQV7qkT1syfCMI9crjX4xVdI5EgEVc24seIih8Pdt//kiK7PIpdgiNj5Z8abCq0ybIgsKb1VVt1XLBu2fIb42kEKoW3zK3+PSsiFli8XHhXvgJYV5578lhZBJHlpPwSGy5bCeAjMiWTRsqvOSBN+20cMi7pzwwZZrb/A3KBa8dXnZhlWemfnYmGWghB97i2eFMSu842DCyfgCq9wjOHCkAMEB+cjI9kNE50jq1RBA9YCfqaAYyX9eMCa83Kd71tkDZyhV7iU4xJIRVSz/VEBAlS0erxE98UdeTUlo3T74hqYhBjL8FFlSIkjZ0PC4rLbFjrLFSvqvxOz85L3rnvr6o0e+onrjXoKJ/Fnp293R+IlDXZk1cyRxbVpm6t+XnvDp9FBEB1+e+1Raf64pZmJu7cW9drFibL4V2kCx3rVKLo8j4wssvNsisjMDS+N14fSHYBEoXiZ+3Cs6dji34PThn14nhcCTYNxTEBNhdJWuYRBg2eKeONdFAfUWXnQ3PLvCN0DvQefxW8mTlI3yduIy2hY7yRYLaPqZomJTXs6fpBB2qfUpeuF07xDnsOEjLo3azdUY17T+/fs/MF4oKsil0+p434KYYOYrAcPHaws/vtf8rO+t3iuTpDK+o/CjFUelBXmmM2vfvXslVSuvxJVDR8zgDeisZIvronDPpleTcjJPfpV2sqBIylbjaRsKi0qQnlpg+fXrd56nemTZYiXPw7Ks9B3iHKoU1BJx4ZhxTXnZp3OO7ds899QxYwEvxeSOAf0vu3L4Cn7qe83i1cKKuJXDcmRyMr4VpvWAH21UQ+qJ/ML9P62cRfDykWbMuNxLcBjTUl7SVY0AiwTXBddJwbYVU+bTESTFBTTUV0EO1LgV/OqBNzhzKZuqvDEUBEht26YzJ/JNF84fW/Xr1rcPURJ85hG3lWxIO8w5XCmoGo8LyUv38zctmfBVXk7Wn6eP5dN4tFJuCqMCysCqyoKZln8UhHsSfL3oHXta+YtwMr6CG2Om4lZX/LgncuJoboEx+8y2bz/7x08EdRnTUl2o6IsqkH8aAAGqAlbMLFvckOSnJn939vSh3fOPH8otsKh7bjSZkbJRRftBoNVVNi5Xtjh+9vmikgtZBbk7P5/+Dtcf/biXUKzWK906xjlcKajF0hiXG5W8NQuGP5WdkZt+7ozJwl1d5UAvJaR2rzU5Anxu3DicOmOqtUZ8lfHth98ZGoq4kHEhJeGV3jMIaq2XwA2Q7CUo7OoMf7kuuE7Y6Mpb+97whPNnjqw5duiCiT7WImWL9k+UtRfqvTO0LcYcM/XAjaYf1r0y8VTStrNUd9w2CqVAV4e6BlEKpPm4XlgxcKHzzp/969zWFX9/5FxqXl52pviMl7BqxWYqCqAt9xRanP5wZPGjP5qfdmV/dpyDjK9ixeCQs8aIfQRGdMP4Wr/jsJXxO3emsJgsGdeN79//WFFe1gUKYm3JKBlwROkaFAFVtlgxsGxxw5L76UsxL+dkZCSePGrkY7Uvqlsm2Lr+a8sbMv7l4WfKL8bJlHw6rDLh6T+2vfMX4cmfHeL6o08mOW4ugeuRnUOXpCpZKn/VDTe8RJW3wfCmG7+oHg917DXqtbXe/vriZi096RPk9E9bhKQuo2SOprh0YdYlT/avdKs981XGVxp4tVMlHmqDH4Obfpp6COdN5i/eGDgg/URiGiHOK44E41I9sHKXzokQUGWLDT6WLV7Z5+vlF9r0gef3rndzc78m4jo6GNLNVcqGE7Qtudlm0DyC5cCelU9v++TJrVRXbHCxbPHybu7xOdw1mFLgkqrMy8tiNcXg2zyyV8u7HvnofR9/nxZhbXwNrtzulykBEYmjKs5aQZS1/lbhVT8ZX1OiBBtjorlq8OOhuFOHcwqMF7IPfL144tSTh3adpqisELiXwMMTPN7JKlk6J0NAlS02unjvAhtdvH/B776ZP/yff7O2Q1u28zW4u7NiqBtvCD6y5h9KvDa8JeO74NzpfHPW+fy8P3Z+OGX3l7N4jk7rgXMPz+FzCVyF7BpUKQgCXFzYotE2tXnRvY/ey89/1LTNM/yD29zlH+yp9wvU69x0buXGLkcs6w5QIayeylsopfugvCu/12LK+AomjEdl/Cy0xT4rw2TOySwszjiVtHzVq3fwxBdvoOGfVAgEQmNw1OCzbGk9BpYtVg6+/R/68K52Nw6dRacUuwaEeBo8PHVSttQKVdoP27KhBCtvT5QBWuUsWn5XXXweqs25UFSaeSa/oMCYc2Tz0sennD64VTvGgmWrQRUCl6HBlYIgolwxaN1dtmq8bx02q0u7LsPv8/YP7ePjr6fPIXgYDF468R0GV7X7y/HLjdXy5q2841BeweWKQK1UDi7jg49D4KWmhTS2acwxFeTnFrteyDi26dDezz/d89Vr+wgi3q2sMaw21qnwPwMondMiYKUYuMfAQ0mi19D2xntaRfeZdE9Q+A1jDZ5urr6Bnk1YttzoE7ButNlN61BK2dLYvG5tSwmd5MmyVWQqgSnfYs7OMJUUFWTvP/rH5sXbVjy9k+qDZYuHi3gZsVjeTZg36MINp1AKBAYxoWBDHkrig734KAy2bJiJvVp2vOOamwfPGOkXFN7N3eDbFq50Eh1c+AvGarNOoZzQlRRbiFRHbxqvHRDE8mTs0MfeUZxvzs9Ozjx77Ofvvvi/LzJOJZ6nlDRFwNYLMyyPccohIwKhMTlVtrg3zrKlGV4sX156T98mfe+PHxAc3qmXl3dQJxc3HX2VxJUVCPcwnNadPLADgaEd0cSvmdPSKAijoylItkyWovzTedlnftv/4yerE7fFJ9M7lilNvli22NhqsCEjyrvMOY1SYIqsmJdbUmZMZmD+sZLgKzM1v2OGdWqFQPSxe51+z4o75/7D5hBPGPPGJ2ZOni/gHzMrX1kZiA1qZMVophN5SddYEFBli+VGky1Nvli2+Mf+LF+sPBqDbD1KdO6k30H6ObNjeWHLX5MtTb5YtvjH/k5lbDEjOI3jBoeYlxsnBpGvDBY3SqxVrRWCphScnXmZAc7Rz5kdM63GuJpiYNy1n6YMGrRL68wANgbaVNniOhQNkHpl/uSGqbJC0OSLXjmtYyubPrvo1PKlyRZfLyVb/M5pnFMpBUaFmZcvpBw0IJmJ2XrRfhrDOrtCIJKFADLjOrtjrLnB0H7MpPzjZ64Sfi9dI0dArUdNtjQFwW0Ay5QmX1xKfnZ2x8qMV8I5u3yJ9ozoZHnS2jQ2tITMOaNsOZ1SILCE0xiYHkrU3gMrAeufEtC5u7pc+TyJ5KzOurHXmFdcnZFZnRXExkaXlWzxkC0rB02uuCjWCsGZDS/u5fAIgrPKV2XZYmwbhZHltEqBEdScNRNrfo3hyr0dcsy80kkEnBKBKmTLqYYybIGmKjPe8SvlyxZIdfS3tgrqmISMJhGQCEgEJAJXCgJSKVwpNSnLIRGQCEgE6gEBqRTqAUSZhERAIiARuFIQkErhSqlJWQ6JgERAIlAPCDSKieZ6KKfDkqAJsBaU2TVqhn70fJN6f4omxc46jBCZkUTgCkOAZImPv4lUi9Wbrry8lldIGUm2nH0Tm0q281+cakez88N1aQqJP3mD3Tb68fEcvCqCGZiZldeA5xPj3k5X6SQCEoE6IEDy9TxFG0e/dPr50Y9PFWXHpx3cTfJ1SjzJP5eFgBw+uiz4KkYmpuSNdmvpx2uU+ewgfuYr4/wR/aSTCEgE6o7AeorK8sS/FPXKxtcRqRAIhXpyUinUE5BWyTDjahtX9tA9d2/5+Wv6SScRkAjUHYHfKCrvYuazmjTHB/ut1B7k9fIRkErh8jGskAJZLPvJI5V+fEQxO+7m/k7+aeJJ/pEISATqhADJEO8I/ox+/moC3H6xwcVDttLVEwJSKdQTkJWS+ZSeeVKMHY93MiNLJxGQCFw+Apuskgig++9IWTj7+UdWJDv/rVQK9qmjLWqyvLqL5xW+t082MlWJwNWFACmAk1Tiv+jHPXBewLGaftLVIwJSKdQjmFpSxLg8EfYT/Xhp6iZ65mN+pZMISATqBwGeQ+C5BD4Q7+f6SVKmoiEglYKGRP1fP6ckeZKZVyNJJxGQCNQfArvUpNaQwcU9cenqEQG5T6EewbROitZU8woJ3pfwDTEuH6EtnURAIlBPCJB89aSkDpFsnamnJGUyKgJSKUhWkAhIBCQCEoEyBBrkmItt27YN1ev1CSUlJbzzl4dYpGtkCJClRkZaqag7s9ncql+/ficaWRGuSHLXr1/vFRgYuN5isfSiArpqdXRFFvYKLpQmX3T9V69evV5yZFEdrhS2b9/e183NbW2HDh3g5cVzRdI1UgREL/PkyZPIysr6npg3nLVEIy3LFUO2r6/vcX9//4AWLVq4UZ1cMeW6CgviUlhYiKSkpBd37tx5tnfv3oschYHDJ5pdXV1fbNOmTZZUCI6qYvvlw41OeHg4qMfX/LPPPnM4L9mvZI06Zb/Q0FCpEBp1FSrEe3h4gI1najOnObI4DSHIXQPIObKQMi/7IzBq1KhG8RlH+yPRcDmQkubem45cwxEhc65XBLy9vdnoaluviVaTWEMoBT5JVLorCAE5bu0clakO38kxI+eojvqkwqFaviGUQn2CJdOSCEgEJAISgXpEQCqFegRTJiURkAhIBBo7AlIpNPYalPRLBCQCEoF6REAqhXoEUyYlEZAISAQaOwJSKTT2GpT0SwQkAhKBekTAobPa9Uh3AyRlQXbGORTQ8VueAcHwNzQwdCYjTDo6XslkgcHb+kNUDQCNzFIicJkImLIzkEXCpff0QZC/9imSy0y0ztEtMJr48278xxsNLOl1LkVdI8qeQg2QM6ZsQaxvIMIjIhEZGYnwkEBMid8JYw3i1jSIJTsFexJTUKOT8yzJiA0Jw7ZzGXgrLARLkol5pZMINEYELCexfPpghIRHCNmKCA+Db+wCJGXXSBJqVmJLNhJ/SERNk9wyPRCxX6QgZcVoBM7jL+peXU4qhWrq25K2Bf2jR2DlhHnYffAEUlNTsCthDpbGDcUzq5KriV2L16fXom+vtTVSCnvefRArJ6/DoNBmeGzrTEzt+hYyapGVDCoRcA4EMrDk7ihMWuiLZVsTSbZScXDvOkxeOQsxdy1Cdr0ReQy9BvbCsRroGVPycoxYOBqzR3dAh/texeC5fbHm5NVldF1VSsGSkYh5sTGg82HgGxOLVXuUzyabUtYgdsoCrFoyW3nnOxZrkpklLfj6rRFIwkwcfGsSokL94e0dhOhBU7E7fgJSf9kPoyUFC2JjsWBJPMZSuvGJFM9E1s/ssUpag8vzYR5P3hiPwZw//WLGzsaeNAtMyWtwd8wsejsLI6evEj0QY/IWTBmshBs7Jb7McrKkbUTfWUlY9sRtnBz8u00k6ubivR+kWhCAyD8NhIARW+KnqPLji+lL1J60kI+xmBe/ALExCj9PX54ojB9j4ipM/RZYlrgMd3eLINnyRmiH3niJnnviOE5TVzx5zWxMWbCcZMwXY+MTqWwWJK6ZhxghQzHl+dAbY8pOzB6ryfdYxG9JoeApmHc3nw0I9Lp9OpK4e29TPrOx4plJ6LlgKjrwmJEhCrPjB2PcnM2CXk7janBXkVI4ibkRvTDXOBq7EhOxejwwsW8kViUbYSk4j5VLZ2HiF8C6rZswZ/AGjHvwU2qcTTizD+g5bwBCK3FD1P1vYcMrd8PblIOfVq7ErKlxCJkTj5gWFiwZSdbPplZYvWs3EvobRT5rTlqIP1eh65g4XL94ExITd2G893z0/ftKWMK64Il5EyiH0Xh05E0wZOxE/64jcLjXYuzevQkdf44jy+ld0RswneXeyTz0bqmNdAZhyLyemL+WBUY6iUDDILAnfjRGxP2MxVv3Yu+mBVg4dShGcyMu5GMD5saR9f/iJqxeMAELJ/XCShryPLx7PRBFvByh8bJCuy7ibmzY/QqiaGrBfP4Als6aRObSTIyLuQYpa6ah17i5GJ+wFbvWxYp8YpckUUQjlkUPxXzvWOwm+V73ZCvEjXgKe0whGPDEPHofhTnTh6G5IdumfMJ4DF+QkrqvT/mpEuHR/YGV65FyFXUWrhqlYEz6BvOJMbYumoroiAj0m/Qa5kUBb2w8rEpRFDYtfx69u3XH488tAJJ24TBZFR70NrPwEh93Uvl5ckIS3pp6Pzpmblasn+UvoF90FAZNfYPYGUj45iAQ2BkJxMzPjeqO8LDW6NyFvhNyLAcW75a4s29H4tsYDCCL6eDa/4jeyYdxoxAV1R1xnyUQPbPwMymW479+Q+E8Kk5+MZE7D9Vjd1uFRF4kAjVBwJSED+K+xcxN6zCqGw27dH8YiYtH49uPd8Ooyse01QfxcL/u6Df+CQymNHPyTdAz33J7fkmXQ1bZAqQuisOgaE+sfWUpPe7CpEHdEN37YexaMBgbFu0i3teh1+oE7Hr5PkTRIY1R0derqXoj+s5e1PMIRJ/B3WFI2WBbPi35yKSQUWHlCzcMzTtSq5GKCzUYerpkMRrRy4oquhERXntSCynKaLQvW9hgQFgn8mLGBL8bj+v8+Z47qOyIGckVZtIfj4uPa8pO3ohP9/hjwkgvEbJVK/WMP1V/jIsOEfG1P4NJseh0njiz6w2EjdmgeRPDjxQNvInjJRWqeTORcxHpO7c8HN0dP29Cqwo+ykPz68maIeG6iiqzChSkV4MhYDFTswm005dzYFjnGOLJ35FuiRHyERLqo5CnC0N/MsaEdHn4kp/G81bU0/DOqqXf4Lqx42Em0Yzq3wVCbE2n6Shp4NupveA71Sp8T+J/cvlZ+/B0xBgrPTMYQnKJPnZmtvYvIZ/GY78rca0VgMELrfEt9h7ORrdotYEQqV25f66anoLCDEnItKrw88zJVq6cpTVPA8IHEm/HJYBGJ62cCTtfG4O4FUfL/cxKwhYzs3sU1h1MRyZNnKWnp2L3ptWIG9KOxkdpUnihNzbRKqP0nBwcTJjM3ZDyNNQ7cyERRt3qlMxMmnxLR/qJJKxbvQmjOnkLIakcIT35J87yqhr3rIyBfG54BHy9yiXo3P7dxJMdEaJ5qfLBVGoc37bbEHqahbVioL+c/rTvlmBi3CJcqGzm6PTgL7BMTkhEZmY6UtPTkbJ3K1bP7AFD2jb0nTgXo1fvxYn0HOSk7yKbP0fTASJx1lmXkk+dFyspchrNyhOl0hNd210dCoGLfNUoBe8W11G7uRIfbEgSjWfaDytENzK2Vzu16i++kG2PPo+uphcLEc3L5NKyYTJm0ITaUxi3Epj5zwG0lrmi827XlbrHSfjkq19pWMgbxiNfIWbgCGw+Y1Eb9BZoGR4EpO3BW2MW0pASDbtyEsKCyUG60YIW19HEWNLH+P5gNk2+Ab9++k8MHfEOzpLeaXHdzfROEyslb3MhKaLWQRfRUpEy+SQRsBMC3q0xkkZC4176DGKhTnYi3mMBuaezYuHbyNbQYQBoOgxTY0ZjVeJJmGjvTcoPtPpnxHxgwnR0qdwO6yIwgKbeFr63FidMBnhbTmBx174YsfIELLlZlEsUOkSGw1+XjY1vzST7nnoPtI9HsZa+xaEjGbiUfBrCo6j5p3Cp5RMIJjLIOJ2ryVXSiVdw0YN6Y3nCTESPiaEmXnETFmzFeJrNoiFRYWlXLL0v2LLQhfZDyq7FeKrXRMTQUjnNzSGLZGpvatxNZxHGnlrX2bsb3tm6ABF9B2Kl2sUdPGcdpnXzh6XpOGK6MYgKJKYnN2Eacfj8ODwYH4MvBnAqcYju74vU3VOwek4iRsREiHD8J35XCqJYA0XdRn9G4JeMSeDseYLtr2++Rc/+r0qlwHBI1wAI+GP8h5uwO3IgokLKmB6JU7oTLUlCPjw0+SAfHrFVzJogTFq5F4XPPIiJvairq7rB05Zh3cy7BT+L4R/tBRlpg+buxrT+MYgOU2Uxaib2zu1HxlMa5g2ehDFRyrBtzwnTMDpqPoYOXYTUbwfgZkp+YsxQtE7dbVM+ybLCEAr3S0oWRkWEilzPHaaVJuiPNmL8qoyQK/pGfFLRkSWkT8uVdunSxZFZVsjLYszGuaxc6H2CaedkZTu/QtBKDyba0ZxFO5r18AkOgnd16pSsnrQsEzx9/OFvHdhiRMY5EwwBlAZlbzHS6ifaNckbpC0mEyz0gRSD+pEUscuTDB0ff+v8TFgTG4IPYnZjw8NRsJxcg8AommBL/RTRDcS4v/76K+hzgS6VAJOPDYBAw8qXCRlpWdTp9UQwLd+uTkSs4THSjuZcsaM5oAZyqZwuYNH5wJ92P5fno/mraVhMtGRcR3LGIWjpN3UADNpJBDbkM2PnbEQMNSAlJw5BtN5vnm8ETJtS8Hx3YYFZk+ywe0fL11WnFBxWk/bMKGMLfCPexNbUL3CMFMTqIXvx6f0d7JnjJdN2NNNekpir/GXDKoUrAfxsxMeE4/grB/Es3iIF0Qwncqai8kiWI0vqaPkqV7KOLKXM6/IQCOqHg7v0yCTTp/3jWxHfu+EUwuUVRMaWCDgbAv6IXbcb358iuvTDsOtglwZVCA2BjlQKDYF6PeQZGt1b2VDXu1s9pCaTkAhIBDQEdEFR6nxdKA0hXX3uqll9dPVVrSyxREAiIBGoPQJSKdQeMxlDIiARkAhcsQhIpXDFVq0smERAIiARqD0CDaIUCgsrbr6qPdkyhjMh4OLiUupM9FyttOzYseNqHAK/oqu7tFSIlno4h2OK2hBKYc7p06dzHVM8mYsjECDGdVm7dq16uI0jcpR52EBALBxRGxIbIKZzHAAAIABJREFUQaR3Y0IgJyenlIyuPxxJs8OVAjHsm9nZ2a4ZGRmlxcXFjiyrzKueEbBYLEhOThamzLBhw6Sir2d8a5tcnz59zri5ua0+cuRIEdeNdI0XAVbspBBAdeliNpsnObIkDt+8xoXbvHlzqMFgSCUNaKHCX7HLYv/66y9cd911jqxPR+ZV6urqaqY63Jubm3sXOTqASbqGRoCGkHSkGLaTXHWnH+8ylzvNG7pS6pA/yVUx/TJJITx4xx13fFWHJOocpUGUQp2pbWQRqVLXkWAObWRkS3IlAk6PAMnWApIt9aAlpye3URHo8OGjRoWOJFYiIBFwVgTKP4/mrBQ2UrqkUmikFSfJlghIBCQC9kBAKgV7oCrTlAhIBCQCjRQBqRQaacVJsiUCEgGJgD0QkErBHqjKNCUCEgGJQCNFQCqFRlpxkmyJgERAImAPBKRSsAeqMk2JgERAItBIEaj5xrHs1a1O/LJvxtmDBx/jskYPv+dNvcFg3rd+wxhTbm64fL4Yj86d2nTct+yx4xIfyR9SPi6Wj8tpPzp3ap2CrLXzZPtz6fb39L591547cuSW6OHDXkKJy9YfP/609NapCfsvpa+q3bz2638eiO0yelQruLjElRQX61xcXelWbpK8FKjau6FjXsS6hH9pj/IqEZAI1BMCUrbqBuSp3xJ/OH/y+HOdxy/ebiuFS/cUZs929b2p+QukBcI4AVc3N1vpSH+JgERAIiARcHIEmne+oXtAeMuPkLG2E4KqPq/s0krh6RunRRRbhEJw8rI6HXmZWfJ8OKerFEmQROAqR4BHepo0bRqO0tL5BMWjVcFhe6L51CpPivC8q+7SeqOqRKUfEBggT5KWfCARkAg4JwIXzpyJ/f2jiW9XRZ3NFv+3zRu3tevVo4lPcHBV8aRfFQgUFBTiw2XfIO1Mlnh7Oi0T/zdnGd2XomdMFO7qf1MVsaSXREAiUBMEMs7nYMuORBGUZSvhi13iPjjID317d65JEjKMioDvNdeg+Q2dM6sCxKZSuLZ//3gPnya3VhVJ+lWNgF6vw4rPd1HPrBSuNBlv8NBjx3f7UGAqQl5+oVQKVcMmfSUCNULg7f+sw6KPv0Zos0AhY6++/aWIx9+O2PK/FxES7F+jdGQgOk+dhpGCIsKr/KCNzeEjg08Ti1xlVDv20encMHZkTxRbStA00Kfsp9e74eH7+9UuMRlaIiARqIDAuDG3o0VYEJqHBtK1qbh6ebojpltHqRAqIFWzh6zjp5tXFdKmUjiVmNi52OzQT4NWRV+j8xt8Z1fxWRPuLbDLpx5CUKAvbujUWjzLPxIBiUDdEGjfNgzhLYORaywoS6CoyIJR99xW9ixvao7A4e+/F3vOKsewqRTOHkoZby4oB79yRPlcNQJt24QiotU1ZYx7ITcf9xLTyl5X1XhJX4lAbRAYPaIH8vJMIorZbAEP2fa49Yr9umFtoKl1WN+QkL1VRbKpFPybh67TGQxVxZF+1SBw7/AeyC8oQklJKX0L0QUD+napJoZ8LRGQCNQEgf59ooWBVVxcgszsPJqn6wKDwb0mUWWYSghE3tFnQyUv8WhTKbTtHrND5y7Brgq06vz69r5BMG72hTzQdnwxMVZdHPleIiARqB6BAH9vdL/lWmRlG2lRXynuvuuW6iPJEFUikHXydLOqXthUCnJOoSq4aubn7+eNXjHXwUjd3NEjetYskgwlEZAI1AiBvw3rjkKaS+ClqJ2ua1WjODLQxQjIOYWLMbGrz/AhMfDz9aL9CXK8065Ay8SvOgRu6doBHrTce/iQW+Vc3WXUvq05BZsH4h3ZMP2DVt26xsohpMtAXUaVCEgE7IKAxVIMNzd5OOdlgVtSMhuB97xQOQ2bm9d4ToHUcGzlCPXxTPWJAye8kJmro2FBeeJqfWDq6DS41rw8S9AqpADB/hZHZy/zuwQC+SZXpKQZpHxdAiNnf6VzK8U1AUVoG2aiZtg+1PKcQkDgxWnbVAo8pxDaqRPc9PqLY12GDy/f//5PP9rY5YfOndvAlXbWSdc4ETAajfgrORntiwsQ1rSocRbiCqM6v9AVew760Hr+MLSMCJHy1Ujrt6iwEAcPHsDZLNqcF5VDJyTUf0F4TqFb5ycer5yyzRbZXvsUDp0ywMNdj1at20qGrVwbjezZ29sb1157LY6meTUyyq9Mctng2nPAB23atEFQcDMpX424mt09PHD9DZ3h7m5ASqp9tgbYmlOwqRTstU/h3AV3dIjs2IirS5JujYCB9rJYiqk1kq7BEeBhBv75+fk1OC2SgPpBoHWbtuA20x7OafYpWIpdaBdi/Q5J2QMwmWbNEJA7tWuGk6NCcW9BDsk6Cm3758NGV5HZDmNHRLrcp2D/+pM5SAQkAhKBRoOA3KfQaKpKEioRkAhIBOyPgNPMKdi/qDIHiYBEQCIgEagOAaeZU6iOUPleIiARkAhIBOyPgJxTsD/GMgeJgERAItBoELhq5hSM2RnIyMiAUTly3U4VZEF2RhrS0tKQbbrSdvNaCDsLLCYjrrSS2YkZZLISgUaJwBU/p2DJSMS8sb4IC49AREQEwkJ8EbtgC+iAXXIWnEzag6STylPNa/DieMaULYj1DUR4RCQiIyMRHhKIKfE71XxqnrJzhDRiSYwvFiRml5GzZXogYr9IQcqK0Qict6fMX95IBK48BK5uA+gKn1Ow4OvXe2FuzkxsTUpBeuoJ7E6Yg5WzRuCZVcnEyxZ8E9MXMV8criVfV4xnSduC/tEjsHLCPOw+eAKpqSnYRfksjRuq5lPL5Bs8eMVTTkzJyzFi4WjMHt0BHe57FYPn9sWak3btcjU4ApIA50PAlLwKvr6+lX6DsXxPmiDWmLiA3i1AuSlTkzJIA6gySo1qTuHkD8sxVmWKwVMWIClbGchIXjMbsfOWYMGUwYJhYqbEI0W0WSac2QdEDRmCbi2DYPD2R9Sgqdg0ZwJa0GbA5FUvYCojMqsXZq8hJWFJw6p5sWVMN2XBRmTwe0sKFsTGYsGSeJH/7NdnWMXbj6/fGoEkzMTBtyYhKtQf3t5BiKZ8dsdPQOov+0VvQfRYYmOUtGNisUplZFPKGsQSvauWTBfvBscuwM49GzF9sML8U5bsEcM1NQ3H5CZvjMdgFaeYsbOxJ606nKiIGXuoR6XQN2XBUvyeBHhwYiRiK56ZhJ4LpqID6wpDFGbHD8a4OZvlMJLAR/5xFAIWcy5lFYVlW/cice9e7N29C4tn+mJS30ewhzr7huZ98HFCH9Tu8AdpAFWuv0Yzp8BWQtTASQhZsA5JiVvR6+dZiAmfD7YRzOcPYOXcqfipzaPYui4egUvj8NTSRHqjQ9N2QFJcDMZOn4c1W/bQKZHZ6D71LTx/dweE3NQPoxmRwXNwd5cwJC0agYlzU7FsFzHc1mU4PGsM3ttJOZhy8NPKlZg1NQ4hc+Jxx+0DreIFCsXTc94AhHJaVi7q/rew4ZW74Y2TmBtBPRbjaOxKTMTq8cDEvpFYlUzj8wXnsZLonfhNM2zatAxhK2dhaN8x8LxvNdYtm4mlU/tiZbKp5uFSVqHrmDhcv3gTEhN3Ybz3fPT9+0qwjrSJkyUZ0yL6Uo9qINZtXYc2SXFYqpXDeAxffAvc16et5oPw6P7AyvWq4i3zljcSgVogYMSW+CllBtj0JepQqzDAxmJe/ALE0hAm9wymL0+0MkBao92NHRDRgXqtUdEYNWoI5fktLuTSfFduKhL3pQoabBuK0gCqrpJszSlUVJ9WqahnH8VaeTnk9sDGN6jxXox5D/cWlkDcV5vwv/CB2Jb8BKILc4DRi7Fs6t2kBoC5c97FpEImy4C756cgofN7eG/RXIxbOFeldTTWJb2D3hE90Ic+gJbavz+iW3ojo9crWL0rCv2i/WGiPmivKOB/v53C87foRbzJCUl4ZVBLujfhRFm8JtRLADILzWraF1+MSd9gPlk4WxdNRbQ3vZ/0GuZ9vBJvbDxM35Ll8Mq7bvTOa15PrNz1EGbe3w86SygGYy5y8qlJFyTUIFzrzkhIIKU5qBsMVIjOXYjQj3OEUoANnEwHvyMlQGmvfB5MQ+8bd5MSjFEKYslHJnoiKqzc/jI070ihv8AFOeOsYCT/1hqBPfGjMSIuE4vJ6u9s/g5dBw7FvsJd2DAOxHsbsIF+C1ZvwugTKzFiUi9c3y0dd4tcjmHX1ztxoQkZOeZ0fPXmJKDnPESH6mBJTMYbcz1AtptqAM0ne28ZGYr34YWhk/BUxxhsiPUSBtDSntPIAHoFv30wFLMo3XmctmYAvVPJAJpEBtA7d6NDuQgISq7UP5E2vtFsUynY83sKtkE24tdvktBz5HXlXUODH1pThHP5FnBzHNWlvVAInIbegw4DF0qBVgNlGzDo4efFz2TMwJE/tmPBtIkY+ngMUjfcqwRTG3Qd8rBuUgRGcCuvusG+ikIgtYNWrQJUX0uFeIWZ5E1ffKrsspM34tM9/hgVzcSMRntWCMIZENaJbsT4TMV3nEpUL7UsFjM4X8XVLJxOp8OZXW8gbIzVt7d7jhTY2MJJKc1otNHo07VCf1KInLfx2O9C6VmZaqRrvQj7b7H3cDa6kQKVTiJQKwRMSfgg7lvM3JSCUd2CKGoHJC7ejeg3dsM4IUYkNW31QTzcL5TM+iAMnrrUyjBKQtyL08koIZeUpPAmjuMUDSW30ysDnqLxkgaQwLEuf2x9T8HmKakN841mZRjo23P55WUkC/YYPQV7qfqL20zVldnsxt9oNVAYVp1UTFoDjfVHdR+FGU8OZtO+QjtHzR8+fWQMlg5chqQTqcjJSUU8Gdk5VunCXJVpbAB1WGiIKgEpGgHiasLO18YgbsVRMlvYIwmZVtHPK71cNYZHmUITQa3zVEMol+rDJa+ZiakLvbEpkSbWc3JwMGGyKGtZMlZpl+F0EX3pZXMKOi9fJWolMyGHeg9d20mFUIarvKk5AmTsCPbXlzNVWOcYEpEDSCcZYWMkJNRHSU8XJgyUcrbtiV3bd2P3bvoRf2ee2IUJWIiZpESsHbP0RYYi+dkygDj96gwg6/Sv5PtGMqdgQJcBE2hc6GlspHF4bsC3zH+amtnJ6NVBM2+rqCbvZphG3hMfn4/ENBq/t5iQkfIDPniXrOjWNPHMaoGs/Mwc2r+gqojR7VqhpT/NAvzwGSbRWDqqHBayjqdDn0dXU8CFiKZJ4iSas+AeyZb4pzBuJTDznwMQ1OI6smxW4oMNSSKXtB9WYCqlHdurXRVEX56XWUhPC7QMJwssbQ/eGrMQCOQBL9vOu0V7erkSS77ksVsLktYsK5tTMIRHUfP/LQ6llqdgOpFEPtJJBC4PAV/NoKNkzu3fTa14R4RoesLKACtXCBfnp/PvhJvJeMvMsTIYtWBWEaUBpIFS/dXWnILNnoK9vqdQHaktB83GYjJ6x3QNo8mnMIyYH4hlu6ejJUWsPHBT/twScUnrMCFzLnpFhiEwMAQR0QOxsPVMWhk0ipSCP7rEjkbS3BHov+AYYp6cjJU0fsmTW1HTfsfMydQcznqaVjboEcYEllk21vESoQvth5RdizGYJoljIsMREkZDUHErMWf1XsT1psY5qDeWJ8zEwnExCKS0IwdOxYQFWzE+SlVooi+sIFBOu8hQyVfrR9QgXNs+46gRpxmMQF+ERPZFwTRSpt/G4cH4RNs4BfXDXqZvYi+iLxAx4zYJYkS/xNAaQyjfX1KyFALp77nD++hv//LhprI38kYiUAMEvFtjJDXkcS99BrGyOTsR77EFdU9nWpRRncvEoX1JSE6moaOkRGyMnyaMt3tubFFdRPFeGkDVwxRpY07BpZQPYK/KZa25j77YsbyqV5fjt/N3P3Tp0qXaJIy0YzirAAgIDYW3ZlVUG4vmFmiXca5FB0+fAAT5V5wxMplM0NH55JyciXY+Gymcf5A/PdMmFtoCbaAviVWVlXU8hQQT7WjOQoFZD5/goIvosxizcS4rF3qf4ItoqLYItQlgMSLjHNEdQDRQUS30eUyLwRuGqgphla6Fejjnchlb7kWVu4ydsxExlL70lBOHIFqkO883AiYaD36+O48H23a//vorene+YDuAfOMwBGoqX44iyJL2AyZFDqT+qepoBWDi0qmIoP5/bEgMYnan4mFhNPE+gjDkxJ/A414bENJ1khZDvUZhTsKHeHJQFExJ8Qh7hBaO7J6E47Rs+pHCudg9NVqES7J6Tt44j1bozS2Lz0O7C3ZRftEWxMeE4/iLB/EKz2eQO7mR5i/GNCPen0q871zOXvKVdfzk+wFVfI7TplI4tX32PPpG8z/r+xvNzsa0zlX9DU1NtiIsrxzEs3iLFEQznCAhqW5GwV5M29BoNMb8nVO+aDg3LYum3DwRTPt7qrFZ6hX2+jaA6pW4GiZmL/nasyIB3SavcKlMhs364W80B7Vti/pWCpUJkM/OhIA/YtftxveniCb9MOw62KVaheBM1EtanBUBA4Kox98QTkeLTkKrGKsK6j0F86LC8frO8cIAmos5OFFNj7gh6LdnnrbmFGwqhYbap2BPEGTa1SOgC4oCT4+Atug5Wze6euplCIlATRGQBpCtOQWbSqFh9inUtEJlOImAREAicHkIXO0GUCPZp3B5lSxjSwQkAhIBiUDNEGgk+xRqVhgZSiIgEZAISAQuDwFbcwpOt0/h8oopY0sEJAISAYlATRCwNadgUynwnILOnc6dtoPLoW3r0kkEJAL1i0Bh0UWrC+s3A5mawxEoKSmh7WI29pJdJjVO8z2FiNACnD1T4UCgyyyajN6QCJjNZQcLNCQZMm9CwIV0ghuZedyQSHdlIHAu/Sz8mhTbpTBOM6fQIrgIucZ87Nv3B4qKiuxSWJmoYxDIy8vDgf1/oU2o1eEzjsla5lIFAu76UjQPKsT+/UkoKKDjAKRrtAgUFxcj/exZnE5Nw7XhVZz3VA8lszWnYHNJqr32KbA10+uGCzh40osalD9hsY8SrAfILj+JNDpyI7SBNu1cPvWXToEHKjwNpWjdzISwplK5Xxotx71tE2qCm1spjhzeT98hAOwz8OC48tjK6ZtvvkF/+j7KlepcqcfXhOSrW6QRrOzt4WzNKdhUCvbcp8CKoaOdtJ89wKtrmkNfno91Cf+qa3QZTyJQJwTCQwrBvyvZvf7yZrz07M1XchHtXja5T8HuEMsMJAISAYlA40HAaeYUGg9kklKJgERAInDlImBrTsHmktSG+p7ClVsFsmQSAYmARMB5ELA1p2BTKdhzn4LzwCIpkQhIBCQCVycCTrNP4eqEX5ZaIiARkAg4FwJyTsG56kNSIxGQCEgEGhQBOafQoPDLzCUCEgGJgHMhIOcUnKs+JDUSAYmARKBBEZBzCg6CP+N8Do6fSBe//ILCsvu8PJODKJDZSASuTAQKC81l8mQtW2fOZl2ZBbZzqWzNKdjc0Sy/0Vz7GrlwIQ9Dx76EkmI+2dAFBw+fxuiHX6OjPIrRqWM4PoqfWvtEZQyJgERAIPDq26uxfNVO+Ps2KZMtflFMBwCu/ng6WrYIlkjVAgE5p1ALsOoa1M+vCa6/rhV0OjcEB/nC3V0nrqwghg26pa7JyngSAYkAIdC31w3w9fYUMhUY4C2uXp7uaBbiLxVCHThEzinUAbS6RBk9vAcdRGYRUW/u0h7Faq+BGVo6iYBEoO4IdCN58vT0AA8jXRfZUiSUazThXpI56WqPgJxTqD1mdYpx2y3Xip6Cphgys43oFXMduBchnURAIlB3BPR6HUYMjUFmllEkonw3ohQD7rix7olexTFtzSnY3NHMcwpmeSZ7rVnGYHDH4Du7ljFuaUkpRg7rXut0ZASJgETgYgRYtng4trS0FNk0h3dTdDuEBPtfHFD6VIuAnFOoFqL6CzDsrpvFOfYm6uZ6eXmAu73SSQQkApePQLuIULQOD6EPdZlgpo+xyKGjumMq5xTqjl2tY3aiyeaQID+cP5+L4UNuFcNJtU5ERpAISASqRGD0yB4w5hVAr9Oh+80dqwwjPatHQM4pVI9RvYXg7q2YcLZYMGRAt3pLVyYkEZAIAP16d6YFHKW4q/9N4OFa6eqGgK05BblPoW54VhtrYL8u1MUtQJtW11QbVgaQCEgEao6Av583pk4aih63XlfzSDLkRQjYmlNw4QmbqtyRDdM/aNWta6zO3Xk0saWkGJl5F2AyF6FFQAhcXWzOk1dVJOknEZAIXAKB7IJc5BWa4OVuQICXzyVCyldXBAIlJbMReM8Llctis6dgz280VybiUs+8G3hf6mH8ePwPZORegA9N3Oppc9g5WuppS6FdKj357mIE3Ogr4YxpiC9tAgoIRXRYJEJ8Ai8OKH2uOATOXDiP747+hiPnTtGqHsDgoUeh2Qxj/pX9jWdHVSQPJevdXOHr5YVrfJuiU7MOaB/ckvxsNr2OIg08pxBQhZjb7Cmc2j57XminTv900+sdRqR1RiZzIb47koi9J/bD388D7dr5IcDfQJO2NnoH3OEhphbLfviqOc1fe7Z11cJpVy1c5WfNv/JVC6ddtfeVnzX/ylctnHbV3ld+1vwrX7Vw2lV7X/lZ87e6Wiwl4F/WBRNNjhfgdGoe/A0+6NOuGzpcE24VUt5eKQj8mXpEGFrn87LRNsIfzUO9aaWcDVnXeEi7aiBUftb8K1+1cNpVe1/5WfOvfNXCaVftfeVnzb/yVQunXbX3lZ81/8pXLZx21d5Xftb8ra5suFrMJcjNK8KFC4UkW0bk5JrRvc0NuLXN9fDQNdxIzJ4VCf/P3ncAVlVkf/9IfemVkB6S0Ak99K6igIuogCCKrAIiYpcVV1c/11V3+a8FRUBUdCmiKCoIUgREmtKCgCG0QEghIZDek5fynTP33vdeQm5IeS954B3Iu/dOn9/MnDMzZ+YM+j6+xpRaipyrMoWYj6endR09yl/n7m5SxOZ5TcvNwJojW9DaT4fwcHe4uzmKhJWZgbRPma24VpgX0L5lfsrFY39sx/95dczUXvgnC2nVTAuvhl9ySj7OnMtCB9+2GNtlKOxsbdmrZm5wBHjm/ePJvUjIThYDraBAN9jYSPv+uWha37I8bSgq0uPUmSzkZpdjavQY+NMMoiXMmR0/H+k4ceE1O2FUmUJLyRRiaGaw7dRv6N7Nl0YvbkzXjYN/QcyZ4JNhSi9Rdpk1CB5g8CuR++p2HEZiGFr4+uDHKjqOHkuHvsgWDw8YL9aaGXrN3JgI5BYX4IvDm2HvXIHevdrAlpkBFUXpT1rfaF7acik1DydiMzC68yD0Du3c/I1KRaagshYDtMQdzWevJGJr3H4MGRSEYGIIbBTizg2WTwcLO/mdv9iejcI8OADbiIZOT8lV8qeFl9BQsOSvuvCzpbXQvn0C4OhWiQU/rcCVfE1FMUF2Q5rislK8u/ML+ATaUp36S7MDuSRKe+BP5f16bUP41cILBBTMBCYNoE1Bge4YPDAIG07swY4zB2Q0m+9h9ecUTqScwxeHtuKWYWFwdbFHJYPLBJ//C8IvkXnlnVyFG5N/USkGf5J/Lbz58Ovdow369PDHioM/IK+ksPlarZaSWRAoKivBR/u+oZPAHmgf4aX1LSuiLW6uDhh7WySOp57BgYQ/zFLf9Y1E7ZyC6kyhOXUfJWVdxo9xezFyaBgcHWntmgi8GOsrdF88ZSLHTEB4UJiB8GxgHAoj0cITEzUjfsFBbggNc8XKgxtRWq6vb7vT/LUwAryNm5eMWvvr0KOrn0X7VmkBCVNzSlBUrvVNaaBaP9pk72CD/tH++OXcYZy5nNhsLUbtnIIqU/AMCthop9NZPIN5xYUkVN6K6N5t4ObiQMRdardVdHGGeJefgsCxG39X8lNiEsIP2zP3F3ZaeG6KlsCvXbgXPHxssZ+2MArma/HWoSXQVAQ2/bEHXn426NzB22J9qzQ5Fe/c/T4GhS3FyMiPMLTNanzyQ4aUXlUZfpj2Pvo8eAKF1DDP/W8j+vgsxJrjekMbbXDfLivEHzsTcehwNspFY+f+L7f5G5Q2ODnZY0C/AHx3YieuNtMyrdXqPvol/gj8/Z3g7ekk2r800ueaNs4I2KFSkScIX8qP5EeSFZgsL3EL0cJTX5NwYLTMhV+H9p6ISYpDQmaqUgna00oRSM/Lwqn0BAQFSWrbLdK3clLxVM9vsGYfgTAkCg/PZl1EGfjokS/wypfEGIhIC5PPhLsKjm0CMGx0FGjTExmpzza8bRbhw8nrMee5i+CbSxoe3jppiystJYWHuWPb6d8EZJb+sUqZQnpeJk6mnUfH9jyKkUb+DITg+uJHakiiMQt7Hg4Y7aRGTk1L3lVk9Cf5MfUrxauFN8WkMfjxQbdOHb2wMXY3rU0rPZ7R1Yy1IbDp5B60b+cJe3sb0b84f+buW4c+/Q1HKN52D92B3d/dgsf/dTt27rhFQLHlqTPIkFYxRb8Vlva2cHG1o8OSUh9N3vMH5o1Yg+jWX2DenEP4PY1mEJTJ5K1HxPe2Tcfx/PAvMGX4t/j0uyu05z8f374mpYm43Xjn44soJdbwx7dHMGf4BxTP+3hszm7sOF4k0qxOG8px6ocYPEbx3T98DZ4nf7vjyB+Z5K0HRXo7fvgDz1Nevo0rQ2naZSx//DsR55S7t+G7n3PNjp+RZkm0KbytJ9LyrojDhCJjFvyxSpnCxlhqtJHUaOUDadxgFVPbOwNoas9++dsIrBJasle+lDBaePPgF9DGFXYOVTiYEKtArD2tDIG4tAvILc1DWLB0zkjpA5zN2t4b1zdKkbQvRZR84iPhcJL7r3v3LtgZNwvbTvaFl0mfZo8lySnYsu4YErPKkRdzDPdM+JkIsw5jJuqwe90BzOq+BxdLyN/lNPH9j0d2A2E6xMelYNljX2HzmRJkxeaJNPknMUmP/BOxePix/cjpEo0n50fhCMX/4m2/IZlEX6a0Ie/AUUybsR9HKL3u0b64RP6eH74X8ZS3kbC5AAAgAElEQVRe8eUrIr0XZ1B+aKZTVpiBd7p/jY/WpSB6Is1+9p/Gv6eswFcnSs2In7EuFPx5m3DnTl7YRLSR7562pLE6mQIfq88vy0dYiIeoONPKM75Xnz0o000FQDV/avZaeOMSW3VmWh3n+uDXtYs3dsfHQF8hXT1qycarxd0wBHjn3Xba4tilk6TDwFifpkSyep03rm+0goNYBuqELuHSyVxOq6rKBm4+pD/J1x42oqFJ+ZfanHRqugoV+HX5HuEw+8tb8er7Y/DqRP6MxYEzRHgh+fvryr/iv/+7B0teCBZ+C8vdMOPrOzCGv0aPxMLX2yH79yvCzYNUSfQaE4X//PcW/Gtle/CRVyk/EmcqsfPGk09H49UfbsXc57uhr9CnV4ZisW9Cyv/wF/6Cbecfx1j7dHzPsU68A2++fyveWt5TpLFhYxrlvHq8XK7G4Sflq2b4Nq1d4UCr6ccvnRVpWupHTaagqoDD0rqPfk85jYBAZ8EqjYMJ4xs5mGAhvTNJM9oqdtQIDT6Nb6Y+lXctvIIEA9Y0/JxJMOZCW4fjrySjc0C4oQa0l5ZHgDUClFaUwcdLZzKqtUzfKBPFPY34pJG0DKyQEz0un8tHqb0DgtvS5hHhR2JChlzQ0qNEDIFl96/AMhPYSslBcfMPkcrg4aswHWq5xRWGPs9+247qgOE4jd0r9+CRlVJEo18Yg0G3G+Ph9u4V6oL8Mxex6H1e8DIaW05MTnDgmBB4utgi/ndpBoR123AH/SkmfnsmCv8eBqO6QKlE5qYtgUQbjyafQu8QltFYxqjpPlLdfZRy7FiPClKMZQlTWl6G05cvigNqynkCqV64cuQURT1J38pIh2XNyrviz9zhS3OKcTWlENkZ0tomp6Ok2RzpK+UypGvF6QdRwz2cfNISTUSLswkIxCSdRHCgi+E8guX6li38QyUVDWu+SUaJTFjzY05g/NDVuG/AOdpxpAzapL6sFKuKmEKRfOTlxc2P4Of4R7Hup0lYvG4ChgZKswT2W6YnBkBBIc8c+A0GjSu2sCfHUrjj/jV/wX+/uRuvvxGN4XQ4eOv/bcGPJ8pE3+XwVVUVOPTBN/jf1gw8+slU7E5+GM8NFrGJH5EEvXF63Pd8IloL+z5/uwvbEx7Dpt/ux7Jv7sGyxR3hJuLjH8vRhjatXeiwaBayi4xLZcbcmufNqmQKf1w6j9bezkIApky7pGLyrgAJaH6aGqlhkI2oCNmPsGQerZgmhC/Px6b/tx7DOn2Kv0R/htFRH2HAw7/hdKa0rmeu9M+v+BH9/RfR2qTUYK2m/ALChuHn7+cCPmOSXyIJ65Ra0J4thwAv5/1Byu5YwZ3l2xadeJ81QBQ2/oNNmPHwPqx6Zxduu3O/sJuyItJkRC21LdHBhas9eo3uKN7WLT+DmP0X8MHt32DuxG9xJo8XaNQMMRlyFi1u6wVs35eNhHVb8djUTfhqTxFpYghDty4So/J0Mx3zVkFfLMfpQLqHNp7AuyKbxIAMTEZy50GgW6Sv+IjZdAY7dqRg69vbMXvS9/j4cLGxCHJ05qINprSNtfgE+rviaNJpORXzP6xKpnA0JU5sk1PA5CdXhPIngcOWtN1MeKIGJbszNPwuPcWDvpsePnbZdrzxcQraje6K5xYMxZQJ1LC2xmD6oyeQz9tbzZS+o38Aht7elbbkcZzmy7+SP4GNjIel8bOhnUhB/m44nmLZtU8JJe23PgicTr8IH09nOgQqLeWYo2/U1bZsgyPw084xGEaZi996DB/+V9p8MOW9SZhzu5uhjfPwWmmbXA4HUrAYet8wvPW3CMR/ux9/m74DLGGY9b8HcHtbO0M4Z1K1IqXPoWi+QPKKKmcnRI/mrwt4Y9JFBEweiSmDgJhFP+GBW77Fh99mYtiTYzBQjkcKb4uuk0dwIHw8/Rs89ng27hjNzOMMziXzAE04wdlWGmTatAnHujXD0O7UGSyYtYnizECfWbfin1N8DOWwNG0KCXbDUVpmF7hJ2TPrb8dbRvxYW4SqCvGQvWEq7fX8orZATbFjifqbW5fjliEhsKPtaUy45O3K4iHXTTV7UWPMOmWvwg/XItuZJbwePz6yDG9s9cF7f9yPAdxWqgqxesYPWJzoj/9tGIGOriXYuyQGH79xDOgchKh7e+DRuRHw0udi9cv7cSkgFFGOV/HVqdZ4IPAqdp21x6T/DEJ0GxtkHIjFhx8nIXTCQNzhnERb6/Jwx/yBGBBsh+xTCfj4v8cQm1gCj7AQ3DW7B27vTyuWVcXYu9QkvQk98ejj4WDRofnLz8hK1SDi5g8TXOvCPzWtAMWZjnig71gOpZkWRmDzyX3IbpWKSDpoaFqH3HsaWrcNC1+OnPRiugDLBi4+znBzqn/fLC0qQ1FJJexdnOCq44xSTuvRt0tLaJMDEXFHpiNkCkjtu1jwdnSAl6sKbSkpRXZBJZx9nYQg2pAWhTdgZJp+hR7ZmWVoRdd+enrQrIJNPfuGqT9D3A0Mv3NPEp4aMQVuOumsiUjfTD/ZicnLvHrMfaxmdIpkqKY9WKZA9ynA3Pcp8NkEVydHsLI1Bk001NoOpnGjkO1FbSl+TNA1vCpupqVoUHi6BENsbsjEs92+x+R5EejeLxB3vDMRD3gQRK0q8dtb6/HCh5kgReg0KkrA+jcvITbvbqx80hF/rL5Ao5wLWM/pdx4K70452LPtErzvjUKfO91w4rtfsG0r8PK821B8hKai3yag08y+6ItkjL1VYta97whCDI20YrYmw/v4fdB/SuktMknvDUovZzxW/p0yKkAzacRNLr8UoRythGI98fOguy7OnZd2f5jCr723DAJJ2Wkk3KV9N1SZoj6brW3YwsPPFR5KI2pA+g5ODmK3DVrRbELehVmfvu3gQISfPCqKLl28iaNcL326SdLThwIRLsIrJ6RgZEjUpG/Z2MGztTzrkv0JhmV4v054JW7T5lDPvsX58/ZwQnJ2OroERJjGYJZ3lin0rYUpmC66VUvIUrqPknPS4eEu7UgQQuJaQBOVJc/npHcpa2wlW4sKNV94Gwx+9j48RFNQ4BLWvr0XL9+3Fnd1XYYn/pNAo5hMrGeGgHAsWTQKr743HkPpK35RHOL1VZDOYgPPrH0Qu7ZE0bY4sdcN67dl0LGafBxeTZ4790O/jvaUf3m0QVYXfo6jX+COd6dg0fK78ck/u4rvy5fSsZ4Zgkl6Ynr+4Smxp5o9MS7mK7+xLylxK0BfD38nWqbg2R+rZdZMyyLAeo6u5OVQ/3K0irahEGvRhmRopPYk2VyvbWnhq+Dqboek7MsWaVhqMgXVmYKs+2iWuXOTlJUGN3eTaRglIBF65twyqyZOalxHo3dBAslNdhaNyYSrmyW8uy9mr52Dqel5SDqfjbi98Vj44Vkc/XAzNt12j0z4E/B4n49NICkEz2CFGTQcdw7ygGB3bUPwOO2AWPJdGo49oBcziKEPRcCX8pxrEpok7eKrezc6YESF6PLICOx/hEpXliFOiYJmJNekR/PjKt6dZ+7yC5TlSBuIv5eHDik0mvFwYuGmZloKgcu0FZWvq1Vm4ZwPs/SNJrQNLX1RC4Rg4/qWJ10wlpScZpEm1VFFpqDKFCx1TuEyLR+1D3ARRF/cmEathmgQGQk0Jvg0izR88xsbhUkIX8KdQ0jMo+nhiXBP/gT//TUIi2PHo+cgT3SlZaJQmiE89ymN2EurpN0O6IGVx/qhdVUJUi8UoJC2yYXQyV5hSHBMuaR/nH8nDJnZAUueP46nJrCrD+4c4WkoA9uwz/ICactvodhtYY/L+2OxdkcxBkwKNkmvP/xAV2TGF6CglR1CHSmk2cvPOTLNv/Gb39jUhb8rrd9yvXYNjJQ8a78tgsBl0nXEtxRyXZmvb3BRGt82mt43/9zpu7vZ40R+hkXak9WcUyihMwr2soBZEBoxKpWIjkTsJELPbvytPEXDFN/0xi1NdmOOUtOfFKYh4Wm/dWeWLl/C3Elb8MXqU/h64S9YzAyBCHpIhBu60cifzhhi0/okWvc/gRkTvieCT3pX7FtJBFzOL+eT0w8d1gEGEjmwM3oESYIvzqsw9PTrIO2FXjJhL378MRYLp+zG158eQpm7i0l6iTiyhdKb+D2enpCIEl5GNXv5q+PcUPz43uwiPekK0EyLIlBSXgpbO+4YUn2ap280tG2UY/uLazE4ZDvOFJmjbzY0fZk2lFzB66FL8OLqq9VoCLft8pwsHPgpCRczlDMQCj2xvr7Fsz59eblYDjR341I7p6A6U2CZgm9kpNkFzSX6MpreSo1Fbr1UVmkkIp5C0sTfbJiCKm7Gb65YyYjWb+KHK5clVQ0Nb4N+L43B37Ef/16egCV/T5DjD8ff1w9DPz9n9FkxARlPf4uvX9uGr4VrVyz8tSd8KnMMMgXOFh/KEen7BeC+e4B/01n5+x4KhSs5in9y1u2psj0Gdcfbz13FvHfP4q3HpG2dM1ZOxWBSITlALT0KL22F40yIBKX0FKyU9NlZsRNP47e58bOjshQVKpvARcLaTwsgwLerWUPfKrzKgyl3oh18alnpv43tm40MTzqEuEUWlnKf5E5nTL/qaiqen7EbT2+bjVBvuUPKfcXcfcNIv4zpS01DzlM9+qa9nR3t6io1+3W4ViFTYEFYJQklxd2wMmHnKhf1RRgRq5CqhvEjdzEgVvyxR/Ij+ZBglYOaJ7ytG8a+Mhq3P1eKnEIaQdA+ag9fR9oXzXmhnW9t2uDJL2djeq4eFeW0pc3HieQHbHzwSuLj+Afnl/7Iq5xvO4xdOAdj3hOepB9yjHjgVuyhPzYcb/+nRmPnX0tIUFsBe1cneLhIsn8bPz88+RWllyOl5+LrDAeOnwOZGGvAj7VwZmszBZNaaZnXwrJi2DkaNaK2TNtQtBaV4eBXx7Bm01mcz3bHPa8OxF0kc+M+nUfbsJf98xB++I2ZRxBmfDAI0+7yhU1pDr6c/xvOB3bAcy9EwKU8F+te/Q2nPDvgefrO2nEMS36swMjbHbDr/VNIhQ4j5gzEtLv9YEvd4vLhU3j/lRNII4Z0+7QgWt4FeCMndxmFtuhTk/DRf6SzFHve2Qv7v/bG+MEuiFt/FB89fRi/k//IgV0w840BGBJJu7gov6bhFZqkPMm7KJMlaZMDrawUW4ApqMkUVHcfWeKO5mK6FtBRFq4ymGyYxFXbZUAWCuEzpX9sx35rGnOHtyVBnQ/NDHx9JIagpCelT4q+aAump4EhmCf/9m46+LZxkRhCtfIb0+Pj/M1RftG4ZeDriz/PFHiUqpmWRaCYGLOicZhzYu6+0bC2cQlLXyYCT/k4fzoBb09dgy3xepRfTsCdo7cIhtDrbl5ivYTlT32DdzdkA7S0/Mf6BPz0e4mkdK60DDFrpG/ez1Gafhl7vz+E1+fsQ1WojuKlsE+vw7b4cpSeP4dJk3Zh32lmNAmU9j4cZQyUtkzvIv+k/S7+J/YD/J6Ujsu55bi4fi9mC4bgg9vvDsL53+Lw91s34EA6X+gl9TrxSz+G+CRrEY+laZO9HTEFC/Qvq7hPoYzWxriASuNSAJa4MSPO/+UnE0GlQvlJ/4WT/C4qQnbXwhM0Ci4tgB/LFMo0bamCQLTkTxldk8oMuuX7hoTCg59Oxedf3oel/6+9sNi6NweJO5hNAJOWTMH7C2/FJwfuRC/6/mFpIrKJNDizo2uVpF2VFreVb54JVEFa7X7wkwfx5rJxWPhcEPtGYVE5Ug4Y4/1sy2NYtVDaFs7upn3DISIC7+wYydaYt3ACZo22w7aneWu4D/57YAL+8d5d+Py/HDYTGzYT8xAzBZkmtUDf4vSZ0ZeRgkNzGzWZgupMwRLnFJwcHFFSRormqHSCntML35okuDG/K4SNnsKdEGE3YS27y1608AJE68CvtLQcTqQRUzMti4Czg86oQK4l+5aAoT1uGeYu+m+7IeJkKFxIaVHqeWmUHhDiKtxs6HCWOKt7OhGX6KgLN2thRP6N3wphZze/YFrWIdrg4S1t6UYV6TI6nCCC+QQ4C9oQOry9YDYSsalOW0pZ6R2ZMqZFBSW4yB+d2qM9XVvK6Qf1bMM2InFroE2lZRXUv+hgnpmNmkxBlSlY4o5mnb2jJEmvkCpFVDRjrzABqhGuFIO9YAhsY7QT7ySXMLXTwstMtIXw05OMxYkIkmZaFgEmHELLJ2XD0IdaqG/Rbcw4c55391ShkNRPsCkkzXO+pM+HDRM6JY/CAm3gQTMF4TOf6AOP/mgRSQpJr3LbZr96vbSso0gveAYRFB7ITiDZtjClyVlCPsABRVQ1+gZ7suNVCxqFk0IQkNpmXGGhNNGWonTpICbLJKyBtujLiSnQgNrcxipkCjYknXGwsyfGwLsSqLK4lOKH5kiyqW4vO4sKVWpVsqvu7wYJX5KFNyM+wogH4pB3E5WfO6mLBUYySpvQnvVDgGcK1tC3pNM3wIIxv+CHb2NJidwBUYB+PZzh30Na8lk2YRvW/RCPT54iOQC5RjwTjCB3J4iFpgP7seTjOKx88XvhppRekArlg57KN1OSwO7S6H4R3eS2bt1J/PeuvbLPWmiDnMH1y/7AiTQXElbzdvSL+M+LMdjxA+X3wcMi7MhoZmC1hJcTFg/6EZSMP8Q7Pczct0v15XC2QP+yCpkCI62jZQZuuFKN8tZU5uTGv5r2Amhy58phf4btmGwl290w4W1s0XFKe4wb4ALeTn7D5V8Ffx7JOPNVUZppUQSYKQjRTgu3LboATZheA7Lw7gv7xYh98Py/4N4eTnDr2RXLFnQj91R8+OxOfEGX1kTcT9pSHwukvu2MO1b3F2E3LtiLzwrbYzB/yfRBog0kZxBb2qmQopykcZVmID5De+GNZ9qS54v48IW9OD+K38kLbR9U6INCW2xIiyzLMS5sOIiF23LQ+5kxeG68D30fxhvPSvl94L2JGNeF9BPIafNTCa/Y8bewtyBtqqiQBtA8mDa3UZMpqGpJjfl4elrX0aP8de7SHa/mytBHe9fBP5i2e9LJS2bCzIe5bo382Pit2CtPzgPXjbQdTApkjvCXdsZg6WZg1CgnbH8iDv2+H4mi/x2hrXHt8dzzEdCV5+E7uiz8jFd7PPNcBHJ+pq1xmyswYpQjfvnwNG2Bc8TwRwfiAdpWV5GUSDc7nYdHJz84JCZg97FSRAzshpnzOqKNbQF++M9RJLcJw8Mzw5BN8SytJZ6pFA+L1C7TLogP34xDmqc3xt4ThOxfL8Lhtv54aAyfjjZf+U3xpVgN9aHYK0/hRh818T+fmIcO7h0xtB13tZY3Bak/4PTVRHiHzUAEEYC6TSUK85KgtwuAJ+08y774Ec5X3oHoiPC6g1mh64lL8fg1+RA6tvMUHcocfcO07rnIynfNp3CrpW0U5ZbSIpAd7dqjpRqT8OV0riW3kAi2rT3t9JMIntK3ywtKUUSn993pBjQlHRHYJLxirzxF3PRRkkeaWqtIiZ2n/XVoSyX0pKnAhrae0zEAYYoyi0A7w2HvrIObq811wks0q2b6NfuGqbvII/2Y1oupu1J+075dTPK6P05m4YVRfxV5NOfPmR0/H+k4cWHfmnHKcNS0Biyl+yjU25+UdiULpiCEOISi4LwmWeATu2JGQOhJQMnf7IftaKLBfswVviQ9A/s3XKQ/KRO9SL1uLH8PCMETJNfQlZTh96/ou38I5lIzLU5PN/gffFsgLuxIxYXnvkXrLjMwTF+ITRvOAfw3oC0iTqdix+lfUBzui9fHVeLQ/05RPL6YNpMasGo8MzGStK7eP02aAkd0BD6cT/GRGdyttxDOm7P8TcU/P1+P4FBp+i4h2JK/+bicmSgykEWMIdyzs+iE6jmqwNWEjcjwuBvRpLPKyXMYAoWCcvUQ1uoS7OmHnJPSyXJz9Y2mtg2dm7QBgTeUsFH6tg0RXi+aXIpv2U3p27YujtJhTwrS0PQdaXu3rl60oRWp7idlIERPlLzpvJ2gozStqW/lElMN9JQ0H5i73VmFTIELFeoVgELSZ86VzUZ5ig+5+xrsJC/GJSMRgGqRjOJHeQrLRoeXRiqDnx6Nb3+fgbui7KVTyqTfjblmJe2HE4sjtMRoJ05oSv6nfjQVry/5C95+WhJyFfIwQzYRU0Zhy8rb8cE3gySbMuJkFJkSj7gXVr5i8Np49Lh06IIId9vr9+LjjROw6iPp4nBqssJeKbfylBKp7iaGWeRgWHJjTyL/5sOPp7d5hSUI8rJMw5XKVf/fivw45FS6wtszjK7nikGOorCQi156EefiluHI8UU4ErsWl3LykZe6BUKzTO56nElLR3npZRTQ/vi81M04di5G0s/PyZcl4xSFSSvSk/wzi5QmrjbEk5ydW/8MWtCntwvt9qE+U0KjSzYt3Ta09GUCJmqjcX0zv1CPtl5BIgZz/1iNTCHYyw+5ND2UeYIoJ79zAzL+ScVX7BlO6Z3t2Z/0LflS3JoWnuPqe1sQPJxtaI+0HLOcL6k6yU7YS+mzjzZBtARGxsNb3o7JZZApcUAXD+k0tE7a4FUtzzXy70fxcNmN8VQg7YJ0N2tUL0/BBnyCpF0bliq/EXtj+aQ8s3I1BWMureTObmwKiEh6ObvSTVoSo5RsW+43++ohmv/3QlhoNK01Z+OKgWBn4ezpjcitbI/IdhPgZ38FaYm7UOnRnhb/yNh3hZ+HJ/QlZ5FHasB1TjqUFx1BtnwmrzD7EAoraBnESY+Lp77AlSJ3BIdNQJCrHulJK3GpiJi+FZggGlXm5hsPEip1aKxfKZOKfV11yz4Vf1p4bvcN6xvmwK+goAIhXpaZhavJFFS3pFrinAKD5OnkBt6FVFJKe4QJZGXqxm6SEc1UNEbFhhumMKJSDB9mD68nKb8YiZfLWlGpQtiIS8alN5GmeKUf3v4n5d+UIEospKq0FiJhKAjHIDUyfuPdO5JR4rGBb5Aky0lPoTthqcil8iyEMZOMFL6l8WMCFEKzP6swVelIywfc/EhnVyt/+NAu2fyrp8VoX593mm62oJlq+1vg5RKIUGIMbo7kQddObIW0c+tEzI3ZgwNsaErn4NmNZnVlyCTlaVRDyCR9OTYefeBU8AdIjxoCIsbA3zMQAW3HwYN8ZGZept+WN229g1BA2netrW9JyLRc374R0y+nDTn5RSUWWz5SO6fQ7DIFrpxI32BkZmchsI2dPAqVCB1JCcQ4m9f5FOInNyNRp2Ktj4gi++PFQPYj3GVC2ejwIlVKguIRcbo4i61xvx78Fcs+sYHP2X34VcoBe2GP4ovfTfOnhBeO5EeUQfIqhaE8F0kh6VeUQvoS6fKrwTN8u/jR90V8OWcb8qa3wY8rTgm/4kckbMbyS4USOeIcNAT/PFITEB0ZasxbC76VZJ8Ej5FLL/0PRy4pGYmj0X5/2ovODJ8ukpcmd6TMKhAdO/GyH+m6Yq+kl6uaadUabWg9/GJmEip8PAUjaONH5SxPF97S4j+iDQZG41AzvNGpWd8iW4fgYNIJtFXaZhPq1ix9q7nSL8vGv7uvw87+Q/D9yi5CJnFD5d9Az7jipL6dk1uCAA8f2Nuqkukmta2OKvcpqM4ULKH7SClBdGhXXMkggRiVn9e75XZD70yX6VseOLO98Y9nFSyLkMLwu7nDO9FBFil9Z9z+v34iu5ve3ocVhe0gSQakvCpyMWfyb5p/OxpjVtHF4sLQihLnlXc3CENb4zjLXtKXKIvCAzgeNkq8dhSHZ58eWL6kH3p2zCKGkI5B0k49Q5ktUf6G4l9CNwzlF5ahk3+YXKqWfOhx9cpJGvn3ofuJJyCSlnbahY2gcX8B0jOJkIs2lcVXY0im6iqSLh6EPBmsNeNerUmOo49F8qUYVNr0QGtaWqysZLbjgNCOj6FP10fRK+pRtAu5DSGtmYm3vOHlIwcbB+TmlVZrmw2tW3P3LYunb2ODjve1w539nGFjAdpg8fzXQtuuZJSCaaWljJpMQZUFWeqOZi5gWx9abqhsRQSlFK6004Cppxj/01OZDTBBFZxeGopLw1cOLBzIksOI23jkdx7nNjJ8+H0j8NPkkSI8p8rx+Pbrji2HO6KYtsa5OhNhbzWSUxfphpPfnyiMyCD9mIZv1aojforrINF7isc+oj19tzfk/+m4mXhaGoqj7WQpXVEWKm9bOR/8ffVwPH47Dwx//G68McoX6duP4NeDx0gVMI9ozVt+kT7F2VD80jOK0D24PWm9lRkf49NSpjQBV4lee4f1gRddRymZQJRl/oKkzJM02g8mln0caWmp8AhsjcykTbiS607+ac88YV9ZUWAUKsuhbWlJycPmEDJysuHkN4xYARnXUHoeR/rVJPiEREKfF4P45F/hETqDlp/kgC38YEJy4mqsuHCnsXVrrr5lSL8gF9s/OYq3P44ndLxx56NRuHdGO4S4kV6fq1fxzduHsWJjKsL7t8NdM3rjzqHuKEtKwnv/dwGt+/vD4Y84pHToCs9jSciJjMATz0TCtVUFflvyG7bF2eHul7vCXmcHR656qs+qVuU4vekEln+SgLxWOoo3DBNmdEb71jakWO8K1r3D6aUhvB+lN7OPSI/zKk+TzUZbDOWnuBtC2/jAGsteuwZGWKw1sUyhtjuaVZmCpe5T4BIyONGhXXAm4wxcnB2YxBF2NZeCRN2KW9ioqtgD/wq/yrtkZQynxKP44xDMNxob3oa3xlEcjQ3flPTdvSrw6TskNCXzvvjlH2/cNYrmGjIWli5/Xfnn+rqaWYK/DOhiyF1LvhRk/kGTgTASFisMQcqNl08fJBXEILNiKDoGdsWp1G8Rc1Vy8w4aT4TFGXraypmRtQN/XHRFBDcig/FAa94YkalHGx95d5VdW3QI7YPYpM34ncUNZBw87kA7a+EIlJ+ewR2w6+xhhAW70tKDNPs1d9+oq20wJtXbZgViPvmaGAIw9sl+cL8Yj68+3oMfqXdtm6PDkuEbsJnC9BjXDgn2fzEAACAASURBVHkb4/H+wXiUrZuGO+yKsHMnMRH+Y/eXnOC3MxE/78zHHQ9FopdLNrYtOk1Lu1GY9VYp1q+k936+ePAROpj23V489bLEgHp0SMXPK+nvtD3WL/PFJyN+oLRN0jskpXdPF2mAymlVz7+RxrCbwJKfBALjoPRH0XSkgE0Of4VUg3T2D7foBg6rkikwjj2DO2L/heMICXCl/cK0fEJgStCTI6HLRIdfaMGIfslCrgnpm2Ogka3sJt3jcXOFtw9vj/W7fHHs13Sk0xZeONBFP6PDEOwujehbuvyZOSVw07mijTurCGh54xo4AdEsIqhh7D0HIZr+hHG+BdHeg+lebbq7gvCkg7HCeIVMRq9APS318YGnR9Bbsha/nsGTER1sYkGvOi+K070P6binC6PsXEh1i7T8V91Xy325ODrRbDyQlmjzSG7nYgV9qwzJxyQ83P19MWKYD/x6F8I70gkF8amCIeAvI/HSm22Rf4sOM5+NxdZtV3DbWBnDfj2weEFPhNMhtwRi/F+9lYjfz5ags9dlIesb9FI7BNpTvbB3oWG1BIdXSIzkH1vvxtCQfHzx5E6sLMiinWN6wRCuTe8q/tI5SGxBb+m+xatfvLx+W7RlB1xqMgXVmYKl7miWq5lOj7qhT2hnJFxKQHiom6D5/CNmDIIfiA/hnck9/xee5FfjO7mSnejfN1l4XWsvDBivSCGsp/zltMB6MaUAD0QrvVap1RvgaesIXS2rXbYN3VJL8TjRn7WasV2HYOneb+i8hiPdYcLLny3ZtxzRe2IUcCgWX728GV8J0AIwZ3kbtCGmIMymXZi8yYhmwu4sFI0RC3YYODoCkX72gja0HdkOIKZw6mg64lzTRIBbRnoReaD7GGRTVZiHuLP80QPtg3kQ5Y6pi+7F/UQoLn69Q/J1TXqZKH46SKwMtDRtSUkvRJh3IO3q85dLZJkHyxS8vK+NW5UpWFKmoGRjZIe+OPbzGRSQsNKVlpEE5RcUniqSJTs8E6ClJjFroKeYrsnuklRWcmeGwNZaeOaYzCEti18qNdoIWqPn0+masU4E+CAbL9GeTz2PiFDe3tw8bYPb3jV9k+6OrmobgX+96w97j1Y490sClq+Kx9IZdFPaxzzTTESPJ+7AP/7qh9KrBUi7RJtQvD2IQCdL4JbxwE/Kv22APx6jPSAffbidJDtk+g1AVADN1Fj+L5sqG3t5Q0cOsgtJ1bZzBY6sPoHYfBcM7Sal133u7Xj1EX/SKpBPcqYStPLyJNXelE5t+aekmwu/Utqenn61CJOGj1OKY7GnmkxBdd5rqXMKpiV0JCVPd3QehKRLhYZK5yGNgcAb3qU6MZzMFZXEMUkMQ/LPfthBC29J/Pi0bHpGMcZ0GcwVoBkrRmBEh2jkF0g7xFq0b9jqseW+H/DKcztwrsgJPYf7IZxx6+AAz3bSUPX4T/HYsycNuxbvxt9mbsEq0hkmVggUfA19W4feEzoqthg7gQ6cUrdn2lCs2Dq6o+8k/kjEZx+exC9fHMArpHNs7fYS+HaQljtPbL+A3bspvSWU3owtWHmMGBGbFqYtyUQLB0V0h4cTSzMta9RkCqpMwRL3KdRWxB60e8XD0QPJqcwYJB88KuBX8eR3+pBGCuwuMQJ+E3byU/LLtnI45amFNxt+fDf1+cQCjCRi4+5Ea9U3iKmgG8kMff0GybM5ssmDrr9EDcWFpHxxfwHHKfqJ8my2vuGC8Z8OEIxg+ZM/4MmZv5JswBuzX2iH1r6hWL6U3M6exyJiGss3ZaH7tGH42z3GZVOd0HQqIcL5Dx4Qge7iMwBD+3vItEG+F4GJBe0z6//0eEzuAJxYdQAL/nOa7Drivx9Fwd03BMs/4vTiKb3tUnoPDpXTa1nacvkqHVQtt8PgCEWljVRmS/2qyRRUtaQie8NUmgp+YakMmcZbQpdSLyXtqV5eNvDzcRYzUFN3fueq5mWi6xluEzwDrGm08E3Dj0di8RfzSMFcKO7qPqImvM3+nZOyGvE5EegRNUjWICVnoSIZv8d+D4+wmaQhFUg6swpXSKGhJ20ZVd0hVFWE7OxMuHiFwKHSNLxzs5fLEgnuJh1OR5Jj0SHCg67rvLZzNFvfIOacl033NBPRdvbWkUxGKq1Iv0KP3CzSK+VoDw93khrXYhretyuRe7VEpOfWWifUzhhog0l67pTetahcm4GGp189jrrCZ9HGjUtpxXhs6MRmmSVwzrITk5d59Zj7WPVcMktVMSxTqNBTJTWD4RvZ/jpgHC5fKSG1ApJaBx4RsAoH5clcgeUMkp084iE7/q7mjzwy+Eo45amFbxp+8RdzSY+9G+6MGtYMLaIeSdAVjGKkUNOrrQ+C6EyBN+kuQlUOsogheAQ9oM4QRPhMnE9ej0I+4GYavmbcN+j38PZ9EOoZREw9t1pfafa+QSdz3X2d4e1Lwm8SEFZLn84Dufk40dkKSaDMfbjpfbuViJPTs5NllAbawKq5fel+B1cSq7YwbckvKMO5xBw82O/OZmMI3JTVdB+pCpoteU6htr7l5eyOWUPuxQe7vhIXcfNWVWGowthwAzIYepe+jHbszNxe8ma0VwiHFt4Uk/rjx/pXEminkW2lDjOG3i30VhnqwRpfqkpQVJCISvd2uJS0TSi3yE3bjDSnyQjQ5dMp5s24UkA7VWz9SKHhaIR4Uoc8uV6U5HzcD2jXaYgcvitdWHMCcSl5tFMuB+lZibBz7EpbPOng26VfSDkeabz1HocuIW1Fu9Pnn8LZxB1CH7+DrgdCw4fA00F1zNXsyE3odQs+2f89Dv2Rjp6dfOHAO5LkJqH1jcb1DXPgl5FdjKTUAjxKtI9PozensVqZgikIPi4emHfbNFSWOYh10MoKmgXIzIAfovGKpxRKacyKPfuVvRv8auGlBt8Y/Erp9PSp87mI8GqLOcMmWj9D4GZRUYjsokSQTji4eUaShQONTOnAlGNp7dpNi13h27qH8Ofp2xXOdJOwFF5Pp5yLUFpCp5fzXdE2ZChsS08iKekX2HjehlA/Ou2etRHJdJcESs/ijws7oHcehHbhY+FYdhzxZ36BLLrkXLW4sWllg9lDJmBEhz44TXVaSNpttb7R+L7BDKEp+PGqRyLJUTMzKzB7KGnbbWaGwA1STaagOpSxpO6junqIm86ZuOYEhHqE4GR8Dlj4oqdLvnlYIw6xiTf6EtNBRTBET7KX3E0Yg0iI3OSpoxZeWjllrOrCr6i4nEYvRTh9IZd2GQ3FuG7DrEOVhajP6/zIi8OkAJ2WB9qxvlN4+XeArvikinbTbHj5Sf58/CNJb5AUv7FjOCC8wy3w9e6JYE+avdoPQofgzvDzjxJqL8ppbTrnyiE6ZNkRHSP6wNM9Eu0iRxDFOEnMhdejrMvwJoH7et+O80kFdNakkHYnlVEGtb7VXLShnAa66XRaOS4+F262Xnh82H3wc6vlsEAzNBur0n10vfLakS6d8STM7BvWFQcu0P7i+IukbsAJTk6t4OJkD1s6um9nI/d+btLK9EA0b2YORPZYosQzB7ITPulFOQ1tsJMz8mcPrycV4Hq6LKeQLvQoLKpCQbEeA8O7o2evDs26xilXh/kesuZS8eBKJ1OrdlOZdgt/xmZFvsvprz3c5EVWdrJx8ZPaE3k2knwWjJ7ByeNn6Gk0xWU0ixDquI121vAW2ToYT42cgj/o+s5954/B3o50kLnaws3Fnq6mtKl2QvvP3jeaWn6+hKqc/opIeWRxcSWu0nJRuE8Q7o/uafHDaddra2rnFKxGplBbAQI9WuPeXrfi9tIixCSdQmJWGi5cySL1AnTvK58Ft3JzePtF9B3V1qpzyYTOnrYuOjs40q14/ujZNhjdgmjkbA1K7uqBnHFEX7dno3bTR9DarpL1MSI/9wKqdKzd9IoIbDLOMIlMUu/OFoKvyMzFxAPNuoqIW/RAVNQQ2FZUkJbOfGTmZsO9hh4m0zAt/e7i4IQB4d3Qr20UTl9OwNkrSUi6nEa3zhWj7AbYwltMAxgnYmLWbmxJe6vO3gGtXb0QSf1rUje+t4MPE7a8UZMpqDIFS93R3BgoXB2dwTsobjQzbvW/8M+/zL7Rsn2D5JcIQiWdWM1LJSE4Ly+SqbIlQiG91vy1r0u7qdCmUEAn6/PpAp6aIa//7eQSBOScQmZ+LwS565CRuBlJOUA778haVWpcP8bm88EXXnUJiBB/zZdq01MaN+Vf2PjVK02P6E8cg5pMQZUpWFr30Z+4LrSimwOBVjxKPI+LCeerxeYdNk4oNbOpOdOxq0O7aVUhnGjKkZ6wBs6da4Q3mYpUW1mCLf1jYwud70gEF1xBSsL/DBfv+IX9FZ6Sh2r50z40BKwFATXdR6qH11J2/XNBQFTUC7b23Pk00xgEtNFMY1CzcJiKUhXtppWglR8hr2psDirK8kFqemDn4Ab76hyksVFq4VQQ0PqWCjANsD685iv0fXzNNS3VZBxUPbbm0H1UPUXtS0OgGRBg7aY6t2rCVClVmyYxBI7DlpiBk6PGEJqhFrUkzICAmkxBlSk0l+4jM5RNi0JDQENAQ0BDoIEIqMkUVJlCS51TaGC5NO8aAhoCGgIaAo1AQO2cgipTaE7dR40ojxZEQ0BD4E+MwMTxg//EpTdP0dV0H6kyBU2m0HTgX3peKHVvekRaDBoCGgLVEJh+/y3VvrWPhiOgyRQajlmTQwzs26nJcWgRaAhoCGgIWAIBTaZgCVS1ODUENAQ0BG5QBDSZwg1acVq2NQQ0BDQELIGAJlOwBKpanBoCGgIaAjcoAppM4QatOC3bGgIaAhoClkBAkylYAlUtTg0BDQENgRsUAU2mcINWnJZtDQHkXMQbM9/BGxuTqoGRvGMt5m9NB/QZWELuOy7xhTn1MCb+SxIPY+rMw3TfXCNNRQkSzqWL60kbGUO9gpWkHMXU147WeptdwtYVmLoprV7xKJ70abFU7g1IqHE9Xl3pKGHN/aytHptcL/XIpJpMQVVLqvnvaC7DzrcXYfnp2nP70N+nIO7fX6HLa09idLDQZVy7xxay5Yb3cvntWPOXgKblQJ+ON+asRvQrczE6jC6Xb7SpREZKOoqdfBDi05J4Ub2+tghFD8/FuCaVp9FA3PQBk4/HIY5LuSEWyaNDESLrqOQrgIQh1eFZ9ML3adfLmPi39w7F00/wpaWNNbl4ecFqvLn0eYRbUius0I6uaKatnlefzsPwPNyqW17nSzqgRfey1PRXRzo1vZrru7Z6bHq9XD93ajIFVaZg/vsU7NBjylS8XkGKx4ov4+W3d2DMw5MwItgRdBUwPFtX4QiVw56uUbRG05iGV2s57D1wz5xxcPdufDeU4q3E8dfWYPnEB7FmdJtak2oeS+usr+Ype3OkkodfV53CrRNHInfdLhw+PwIhnZyrJ1xHFVTkp2HDyp+w7vcMoFNnPDNpBPoFGoNXlvC1nEDvntyGKpEQcxDLlv6KJPhizLSRmDQ8FLqKHGz8fDf04YG4vHcP9pH/MQ8/iKkDHLHhvdUispff3IUFL46Ew8Xj+IL6NvflLsNH4pFJvRFYY+yTenAXdqIbpvX3FWGl7x6YFm1TezqDKW+2xHFSzuC7tZewYfspKktvvPzwYHSlAVFxdgYS4YU+wSr5pPDMrzJOH8dHlLc4uk51TORVsvGU1Z+LbEg/Kul0QCoWLTqHsc/fik5uDHgZDq3dgjNth1I5ql+nmXGO0llA6ZCvaMJgygTCgKos9fhRfLZol7AP7dUfMx+gO709TSrP5NW0XlJj9mF9qhtCcs7gy93JCKU4n53SG21ocFCRn44Na3dj3YFkjLn/DrTOvYrWQ4aij58qaTcU1gpkCjbwDQ5Au7A2CG8fhGjKWuuwQITQd7uINvDVtaJL04Hf9h/AktfeoandO1h7kKbGsilJu4jlb0v27646iuTa7r+li9Zjtm4XYTn8qv2XQBciCqMWngFfvjUWGz99B//95gDefW0X4ukiLclwxW/AqoN02xs3vGyJp3NH+24xTVkpjalvb8ahRDmAPg+7v9tgsN9/oUCJyPisKKMrIS8hq4RGdXXk1xiA9PxTY36X06K/N6jsqTTlTT24F8vZ07rVWBvD48QyHN9pUvbdSdJUW5+F71btw/6Yo2IJYurMr7E1lm6AIaO/chbLVx3GThmzFxfvw+kcZdzCBOI3vCjSXYFVSnwUzrT8y7eeEERFHryKeLUf8yFQkpKADQjBLbd2x/DhVN37Eg1t+vqp5GHds2uwrrgL3nxrOma3OYWF/zoIYg8GU1GUhQ3rc6n1UDuL2YmXiSGMeHIq3pzXE1tWfYMlu8k33XR47kA81n25Bx0nTsH8ad2x5fPV2HfFAb1GjaSQvrh/XAd4Ix2fENENmjMVH7w1Be1378K81WevGY2XFiRhS7bSMwHpu1Q9nTSlTSZjQ74/Xn9tCiY6HcWb8/cjnQaURRlxWHe5uM7whYlH8RTlzXviOLw+JRQnuVyq5tp0stw94ZFyAj/HSX0H+ZexcHs8AoNcq8VSkhKLp4gheE+bhLdfuRs6xmDnJVRcOYV5xBDCZk3Be289iBGOB/HqF3GqdWlaLxUFmdi3YQfOte6J1+fdAVeK85M9TBu5fldjXU4IXn1lElxOb8PKzUdxle5Yr4+xLpkCTV8FGa2onnkeUMRtP4+uNKOY/3BvbPhkNfZfIT/5SXjtlW+R1nEsFlCDCDq/C/P/L4YgqW7yzh3FO+uKMP+1GVgwbyQ13K/w3TmioHWEZ8B3rtuGLzEIt/QOgI7WLnefkiu+6Cq+kyve0PBERdTW0Uqw8/1PsOyEO+a/Mh3PR+mx+K1lOJRZY0pfXowD248iqagcqvk1LRYtN9XW0VzDwzGE/fUaRlcquiJ+53os+DIVc196GG/Pv0106Ld3csPR4+Lug1i8lEYSrz2Ml6e5YuXC5diZUoaKsmLs3L0Hy1P88DY11H7FB6nR7RUX3KsSiIos/E8Qmki8/NIk+KXwqE8zlkGgEmf27wAG9ESovR3aDxgEHDiE84ZBS92pSgwFeHl2X4T7+WL4lOkYP0BH90mYhLOT1nxsaQhxaOMJdJn2IEb3CEB4px54c1o7HNmVhEJ5WWj8M7Nxa1QQegzpIwZ1xWU2CI8KRRc4IapnEFwMt1bbwInuIb73vYfx+ig/k8SUVyeEmqwI2FF48a2aDtMJov7ojQ9m9ka7YIp7xlQKcxS/UzsGdMQ2aZhdR/gr8fHUV8Zi9ugOaNcpiugJMzNiRNcYlXRS6fbHib7YtzdZDLYyLvB93L3Ro8ZSd1psDM1i7sAjNMMKDIvEg/NH4lYKoXdtg+eJ2U7qHwRfLw+0DQ8BrpYJZnxNFtjCUC/0Xk75HDAWT8t5f4DyUUB1KNWvL159fCA6hYXi3kcfpLqov7ECmcL1M8syn4nzJmE4T48r7BH9+VHkE9dLPvU7TWcHYfG4zjRJBO598m5smL8e5zL7oI+Pcc5VkJlJrjRmtbVDIE0vF78WgAInIPmoeng/bhidbsNnM3tQ06LmNRZ480AKHurjidxzcZRuf/Smis85LTW8ah2NljHDqaNdLj2HvOR4IS955q2h6MFTt7BbMXEdXYwem4V+w6VpMkVPd/mKX84l1PIr+ZB/6dJvyXBHCxAdrU+WDVz8XNG1E5AVFY5w9zws+TIZE+fPweAInm95471Zl/DslksoGRYkgk+cN4qm1+QWfAse2nUK22OzMTiKO0B3vP1wDwRSh7p39iQcevYbHEmJht5AIHhZIYAIxEW8TAQiJ9KWmIAvXn9iCNoRYF3DptMocoVIQ/sxMwL6q9i/nePciGkHjHHvp0FLJ2qf1zdcv/0RqCy32/ti8kxqizTQuMboC5BMy0Jxq1Zj6ioT105txQfzIQ9PecnT1pWIIY3Q2YUGeGwqmNHofDBuYncsWLqaZjdkOnXH3PH90Y7f6zB5uckQywTkRzUdDh/sAcO43NYGErtR+oeUQO3hy3E1gZZdOg1X+Ia0HCUFufZXJZ2wHnQl8LoYpJR0Rta+EwidOJV6gqkpw4XYDHTp6y9oCbu4t++NGe3ppSSHaMghPLKImJNiOnU05kexq+XJLDE03Nvg186eiBrjzbdCBXdDW+7ybGhpOpoe7FQfYwUyhetnkyvU2UleC1NmEyIYk9BfMXfmr9UiuVpAcJkIWQP7DMbEYyuw4BVacyQTTVPbe8a2oesZ1cN7UxShUcZK7NDvNuC1OKToaRWRKr7LtOmCEclzB4q19o6mp2kjm4UvvS+eyk90udRplG/Tp1p+Tf2od7RKcGMBx0//eQHJnzqKYrxDg2gN9gpyK4Koo4Wgu6Hl6NB1aAh+UVpOsB+85REWdI5SRyvPUyUQFaL8XeDHHJSNrbuRQEg22q+ZEMg+cw77iKQ+89JgBNhSJVM9Xdi/Gss2XsCUPr2vn4poepkooKcX1zHJBnZvT0GnYa2vDUsXzDuS7ZgnZ2BqlCv0RGvLMq4iocCRCJzcWAwDlGsJDy/FV5SUoHXvwVg1ajgy0q4idv9+LF4Qg47LRsJXaWNKyvaKRRkunwBchyoO9FRLJ0UUSPZoKzElZZRlEry28FwCnp0rhvOralTSsQ9oi4nYht37Y5H7OzBuUk0cbeBGY6i4TKZkkilMOY+fE3U09DqC5dvt8epbcxDp54yC47sw93vT8ighVJ5KfyVnYynoI+Uy9XHix1yeigIhr+iiEkVN6463jPixph1/yxT4WqeWu6O5OufnnJWXFxBHHImPXukJB2qttpVFOHshHyE1pm4lJXYY/NCTGDejDCkXk/Ezrfcv8wjCbHv18Jnx1ctuHxyO8diBfb/GIpEqfswD1YVIgibi2o4W3p6nsb4kQH8AnXSVqKRKunwxFeXePLep3ajl9z8mgmP1jjb4mkidHYxMITf1EmHmDw/R+JORVUi46ti9HBd+TwaiZJzF9FuJSu5odL+xKoGouEierwpC4y7iLhIyhSAlCu1pJgTKcHTrQWDsJPSL8DXE2XrASCzbvgunM3vSfLBuo/P2pSWWXfjlSAam9vfEuV9+wrJ1XnhvRE1iRvHYeqInySze2X4Ot3fsizY0zNj8Ci2TDp+AVW1pZKpmBF1LRmp6EYIRj3kkk3v+rSdpVhoE266BwHaiZqKdVI8gaW8C0od5C8H08hQawFV3ruWLI9mFb2IiMa2PK07u3E8EsDtmEQ0oOleL92pWdujYtzuwaAcORU9GP79y7PlxB/loV82X9KGeDu/R6jutM+av2kV9axhmXiPMpSW+7sSsSXYQM2QyeroXYdNr67Fh7BT09OHY3eHrQ8P6nDRsWnSUZlIj1ZePaslZTSudN7eAXfjpSB9MifZA3OafJQF/TY8q3yxT8KqlERmpSI2A1nSfgk9QCHHEP3A6rQQ6GqGe/20X3lx4BLk1+EfK3uV49p1YFNi70ppoJDoNkApV3/CSb3f0o7XULVTxcb1uQ1fT3QHkQepo8aKjVRCBPS06Whoc/QOoYWdg9/F0VOpoR0T6ecxf8C1+r5lJE5zV8mviBZUZ1NFeWopjtDLWhjpaD+5obGyp8MTrCoqKUaLzwMBOwMoNp5BBfRBF6diylGZLfdqIaSzPLhdujhMymLzEc9hyGiSH4DUF7gB7sOG4JKiWOlpndKfZAxOILUQgMvR2tPskDzuIQCw4kEfl51Z0CjuPpBN/rERyTKwmUyBEzG5IkLmd6mlGP/9qUeuC22IM2eymZUnjiM5WYhB2NbqzWyjmPTMMWz5ZgWkz38frXybjoXn90YaGyYIWKP6DOQkb9JlEMoeCPXj2CdrU8MTnWBc8CG9PakutRPJvbzIT5bm3MPaOaE/hF7/2DRJ9O2E2LZW+89IisSniqYUHMX5OjxpLLLQY2a0PuqRQOnPew9wFCRgi0ufY6khHSo3a9ecU9yK8uS4Hs18ZSmUxHdmqh/ftMRhzqU0vfGUxps5ehu2CIVApuAvUYmpLh70F9uhCjBYYMiqcSPy1xqvHQDwz1okwWIxphOGG4N54c3QA/DtH0Xr/QTw1+x1Mn7cGZWOJSZ3ehQ9I7qdajzIuRncpPcO3W1ssJvnhSZK9Tp+9GAtYzNEAoyZTaFVVVVVrNDEfT0/rOnqUv869tqLXGqT+lnR45t05K9DFdK8+H6ghu450TuFWngHI3xGv0LmFMBsc3/ojFtAavWJmvzIHw8OUxTTJVp+ZhEXzaU1c8YTOtIf6dtq2BtXwyTu/xmL9cFQbnWeex8sks+j1zCxMjpLKzwdMPiwfgQU0is+IPYynFu4xpPLQvFkY3ckdeReO47G3dhjsoydOIuFQaPV2J5erwz+fxHDdZZX8Gqqd4irCbtoFssxkt8T4OQ9jch9vJOzejJdpu2IobUt9c0A5ls37ipYbZEMC6Pce5RFfOmG9GkXENOKIyLDpMvZuzL83EhUpx/HIa8b8sttD82ZTWWjltiQDa/+zAhtS2JYME4gXB4rthanHf6OdFMpSHo9iMzCD6unWMHnNWQTQfqwGAX0Z8mi3m5OzDoZVG9XMVaIwvwgVtg5wcXao3nbrCKOnwYi9vcSUCvMLUEwTZycXZ7iI2WktAWkXXh7tIKxfnkzCi3DlcNA5Q2fgTCbu13nlvHHZ3KlsdRq1dDLPYur83/DyB9PRtTr5qRZdSVERzQLsqqfDceZT3gkXzntFSRkq7R3qUSfVojZ+0G7HmKNXEdY7Er6MRdElvPjUV5j09rPoU2MwawxkfDuz4+cjHScu7Gu0kd5UmcL5H1/8OKxv9Cw7h+uAVzNGC37rCWheH3VyJlBVODwvj2TTml4FCZs9PJ2FNEHJUv3CK76v81TraGSfXciNVqfeIapFrZ5fU29qHU2vL4cN7UyR4KAdTTklNIKnxuipk+zEYbndeGDpfQjWF6HYpKGW0Da9Rz63xWevdUMZhbPlTlyto6kTiIqSIiI0tBZcA2PTIFkXawAAIABJREFUPGvvGgI3DwLliNn4E96h2Tgv6a25l+cLLWxoJ+CS2Z9jH22qmT3Um2YMtOxNqxufzO1BO8HqYSor/wnvu1+r6dN0SFrNreVkCtWyUe3DnpiB+gq94tUOXj61z27qF16J5zpP4vDu1Qio7J/svZRdGteJQnJWz69pcBc311or2p4YgtEwMzDsz5CsSWgXh2RxQJDLXz3LxGFJqFZBSwfuRNyvNbTLidKtzdjSSM1LETbX5kGz0xC4qRCwgXdoKGY83AW9B1gBQ2Bsbb0xi7b9Rh89j4RLWQihw8CfDA6tlU7UVhVqMgXVmULKrn8uCIiKesHWvjoZqS1yzc6KEaADciePXUFgz7bSDhSTrPJpyJhE2r4d1aYGszDxpL1qCGgI3JQIHF7zFfo+vqZVzcLVkEwZnbU7mo1Y3NBvts7o2udahsBlsqX9c/00hnBDV++fKfO8Tp9H8o4S3kxhhUZfUk6CgnKU0AT8RjBq5xRUmYKs++hGKFuL5LGCZAf6G6TyWwQgLdE/EQJl2L2YVLCYbIYwFJ5lWqQqZWsiCaAaYHgDyIusAZYMz2i/o/gfeWopHnt2KR6Z8w6WbL0oThY3IEpVr+bQSFp44TCmP3GCZHrn8MjsXdVUiagm3MIOHVXOKagyBZYptLSQualqbE0ru6IoB/GJObR+3jhjUG9LwbNjf8O0OYswfXPD1PU2LuXrhyq5dJy26W1GMo2gGqNG2DSFpuJkGpf2/udBgLS31G5kBZBdG6gAkvaJyKYSxzaTfp/iQXh9wRys+HAuFjw5DPvWfYvPSCeZOYykkTS0CZpi8/DdW3tw/ytd4O5D5xiGH8VHuyWGZo78WSoO69J9VN9SCgpeu7rc+kRRrbKzzuHVf50zaGepT3hTPzQxlA0JbnfTdsyxE7BiXIBiaQXPfJRW0gFvViPcTdFr0IhsNRGnRqSoBbEmBPQ5NCrfgENXaE8pG/G9GTGkg4wVKC4hBYr7d+8T5xD4PoJDdHaIjR2db4vbdQjLZUWRS747hWzuv7QNU1EAWVd42gNtUGb5xqf7sDc2Ga5CnFmOnGTSOtCrPdrRwS972tUX0qMvXiV1Gj4K41BRRCnSW3sch/bvwtQZa7Hio6+xMTZP5Jd/sk8fJgWTscgXmmLp0I8wxnxMnbkCaw1KNdUVRKaTUs0tdLj2Fll1fNTYcaQu5AASrHSZSy4o1M4pqM4UrEKmwGfRhbrczVIjfHsXTmbSsk3mRdJmuh2n84kKCmPUZqoUmJ+S+tkC6NPO4t+v7SGbPViw9hSt+TVcm6oSb2rMbiymk87Y/C2+E9pJFRfpmXEu1kSj6WGDNldTbazvCkV11cOxWl2eZrMmVNZWGp+jlK26P1bLq/hjbbGpxhP1YguqqTZX1NVZaunc1+BUPWnt68+AQEUp4n6PR3qx3P7E9ymkkg4yVqC4jxQoLj5MSvZemoL7e8Vj4bI44zJOyik49BxJGlbvQNLmzZi7OYl2iBsVQKqHr8TJ79aSMstUPPTMFIxrX4wN1MecBdGXVEckfbkC7679DYdi05BO26c7jR4lzuowM1FTRCnS274DCz/Pw0OP9kd7j2R8uVXWHkynCE5s2oM4T3foTDTFxm/9QeRj7kvT8fqsSGwgpZp76NS/qoJI2gIff4DOCg1lhYCSsfUJJK0I8YhldcZWbG5gmULj1dgq6mfLvfxJ13h3qp7OuL1vAIoboU1VqVuPwHDpSD4dDusTUn0bpz7tFKnN3QYPUpv7wVtT0eX8Hsx/6iCyKbCpNtbh7ZTmI8VaX7W6amp5lbzx06jN9TqdpZbOXVYDJ23fmSmyf5J3+fyPoe5rftP55FcfH4KuEUEYPf42GrQlgycLYvlo/BRMoy2R4aSFdN4c6m8b0pEnDzsN8dUavgCxmzMwft4EjGYtrMNHYf4ogBUk83nlflPn4Plp/VF06lcsXLgGz86jU8m0XHoyk2YvabIiysdJEWWYL/qMJkWUFIoVUUqGVM+8Nx6j+7dF70GkGfV0DC7yQIo0IPPJ/rn9SUOAopGUDpb+tC4Z45+ZQIolfdGu/wA8P7477CoK1TXI0tpDyVWayUjTGjlNB/jTYdHj8bnyt3U+OqrIFJQJ2DW5to5zCjz/lNTl8rnZdqQu99ATa/B76mChxvbVvcl4hC64KFBRY6tUtoPOHT270LHmYFv0ivDE1f2kM4I3YTZAm6pQC0ChXAKC0YcqvIi0k7YzaIUjBzIpxw8J9bwPkdpc7gT3vjAFh+iE4Ym0PoiooY1VBFB+ZLW6XUllsb2+RFKru1dSq8vxKMZULS8fEWC1vI6nSS2v4kE8JW2uhs7y1rVaW7tHskepc7NC2g7Uub987SKuENamOMn0oFrs2sefBQHjIoJx6MP9sRuUsZBY3VXUT9Pqy5hw47KlRyAvrcbhSkmoCWAq4UuLcY58RTsZD8p6+4eATlqSoQOURXboM3yI+NPTocnLyYnY+MVmvPl5EJZNkVqpuiJKJzjLnUgXFkEqQnbh+KUiBJaeFZqXu7H+oktyFknrKLOSCDclH5TuuFGSdoUUKo2KBlnufxE17lUwLjfLcVvhQ+2cgipTYN1HdE4BLX5OodFqbKvXgtgpJA5qkf6SxmhTNURnop3UYMcvitrc1sY9/6QXxo9c8sooDLUSU22spkFtSUPl9dXqKvEbNboqanlZ0HyNkXqsitZWlc5JkZjiZMqQrolfs7g5EZDbTZGJplKTFUpR5loHC3TG8WQ6UXFZLUxZAesVDkdALQccaw3PMZs4lBbLkuuSdMyi+zvmLngWg0lNvj0dmgxp3xkTRp3Fvu0VKGP10TTAqVURJd3wWN14YuBEupBm90k4lx5F9MMPC/1F1yzyGPJRidP7j6GwbYC6gkhKgPvJRdaMWkNBZ/W0re+LZQp9e8x9rGbOjMOBGi5WIVPgPNWpxpYU0JEa2320/jiudy2aH2uUSflUtJOu+HA2rX+OhQdpnVy2/6pRG+uyZ/HZh09jxQez8DKtcQ6qV2XLanPzTMbtpGT+CiXqbqK9VMmD6ZPlFIpa3RWfPo/FT/YmTXdy7zR4rF0t70aDIMzgUbxUkIBP6ixPY9WHT2LF0iexYP4E3NPTeCbc0ParB9W+/swI0ECGx/gXk7NpBlpGqh22CnXMdUEiWioJmpO+PCCWdCqKMrBpwUHajNHGsM5eZ3hHugegEyt0jBUKHVlm+NW6DEnQrHOh9XlSuPf5QSTk0MVQdA4g78ol/ESXX6G1E9zbXF8RpWlPCu/dky4q2oMvf/fFHd2V+b+cO50XhvZS8lGJvMQ4vP75Llyt8lJVEMmKBHVEes5llJoUsRJ0PQV6hHuY2Fnfq5pMQXWmYP47mhsDCpOt2tXlXl+NbY30RMsoRS4pBsvfuxyvxozE4ld6G7Sp8vTVqE21E/oRIzi9k7Sxfgm6NCSoRmS1fdohojutoy76CTHR96MP9azjm3+iKWpvdA1wQH5cbWEkO+kCutrV6hoHWupqeUe1leOhh0LodaKz7BJaWzsMD0IxCQHnL9iMiS/NBWWnViMgMsFJp6bMrNbQmuVNgQCp0B4zpz/mLV2D6auoRJ1CRLEMGlKDa5bSUVyfzIQklAjqm/Pflzx0IgWK43jpKENoZLVjjayse7PW8DqMmjkJF+Z9g6fm7JLC02+0oE7uuHfBJBQs+gYvz6Ndf4rpNQgLHu5MMwdg5ku3kSJKUgbJ+SXDiijHR9AtECn85QhHpVPQl61fMO4nBvSlZz9EGle75Hw5YMhDUxFPMxMlH9Hj76Z75HXQsQZZUhD57BN7OFLyr2iQpWXt6M5IOpIF/a2yZoD8K1hJac91FQWQ/Fvhb0cVmYKqmgtkb5iKVq2+aMmylFyjxdOX1OVOJu2oEqmsyKHbwOZ9i9CHp+PxwSx1qG5KLpHCt09ACt96w5a2001/aSNVJumjf9IXnzRUm6pBS6oXHdRZhL1R0/EP0xvVRNIl2L92LRZvz5AzEoJnXruLGIwOtWljVXKrv3IeC15abxiR3UpqdXdupgt+7n8Q/6CGZjR0ZeJ3P5Aa7GTJitXyvjAcAdl/4JH/l0DM627SqWzU5qqmtVVPV44+8qmECyMp4XwRby4dj+BsI06Mm4S0MQfa258DAX1RCS3pk06s62kTrQEH3//Bk2V3N1khYw33Oj+FFtEyUsxIer6uWbsk2UIOaV+tsIGDk47yVYPgNlgRZV05KSdNsTTTJo5TXcurioJIWuJ644nVuJ2WuPrREhf39fkJfbBqZqRhkFZXai3llp2YvMyrluUjVaZgVbqPuLHQrUnXqMutpxpbBfQK0ihaSev30qhHXTtpU7WplpB63gJqU66knE5dm6uSK/kpOkT91OrWqpa3RnSGz0Z0luo4GWLSXjQENARUEEg/uAHPHumMFTPc8Apthqmv+mqV6JrFWk33UQ12a8wLyxR8I4nTWYNCPNZ/btgRwHmsrsa2Lr3mxhLR1NGgYppt1bWTNlWbqo40izZ4hM1lNNGuaksX9ZjMek2LAR2rDq9mU8dHg7W21sSpjrg1Jw0BDQGBQJv+d+B1j1yU6W0x7aVZ11zOZY0w3aAyBTUorVCNrVpWNXsNAQ2BPwECOrTrJA3VuprKKqy45GoyBdWZgnWcU1BD1AbhPaJow5tmNAQ0BDQENAQag4DaOQXVLanWdEdzYwqshdEQ0BDQENAQUEfgxtR9pF4ezUVDQENAQ0BDoAkIqMkUVGcK2n0KTUBbC6ohoCFgUQS+/n6fReP/M0SuJlNQZQrWcJ/CjVwxfEPUwqU/3MhF0PKuIWC1CKxaazzkZrWZtPKM3Zj3KVg5qHVlT09nIo4eP1+XF81NQ0BDQEOgxRDQZAotBr2WsIaAhoCGgPUhoMkUrK9OtBxpCGgIaAi0GAKaTKGZoW/VqhWqqlgDmGY0BDQENASsDwFNpmB9daLlSENAQ0BDoMUQUJMpqJ5otirdRy0Gm5awhoCGgLUgkJh8BT9uO0LKm1vhUmomli7fIrLm4+2Ge8cNhJ18raa15Nfa86EmU1BlCtZxn4K1w6rlT0NAQ6C5EPh+0wF8tnoHHBzsYGNrg+Wrt4s7Gspop9+tw7vDx9u9ubJyU6SjyRSauRp5NKMZDQENAfMhMH5sf8EQ/P08EdDGS/wxgxg2qKvGEBoBsyZTaARoWhANAQ0B60EgPKwN2kcEIi9fvr+ZslZeXoGJ4wdZTyZvoJyoyRRUTzRbzR3NNxDIWlY1BDQELIvA5HuHoLhYug+5rKwcjg72GNSvk2UTvUljV5MpqDIFTffRTdoStGJpCNzACIwc0g2t6PbEiooKZNH1nOPG9KMlJfsbuEQtl3VNptAC2GvHFFoAdC3JmxoBDw8XjBwShazsAlHOcaP73tTltWThNJmCJdHV4tYQ0BBoNgR4+ykvHQX6e6Nzx5BmS/dmS0iTKdxsNaqVR0PgT4pAdK92cHZ2xKiRPf+kCJin2GoyBe2cgnnw1WLRENAQaCYEbG1tsW/rgmZK7eZNRk2moMoUrPuOZuuvKD6moOk+sv56uhlzWFBsgwtpTsgpsKU2qJ2XuRHr2M62CmFtShDkW0YnuC1TApYpeHlfG7cqU+A7mgOiomBrr0n2r4VNs9EQsE4EmCHEnHVDWGgIwiJ9YEM7dTRz4yGg1+tx9uxpnE/VY2i3XKpH85eBZQp9e8x9rGbMqklp5xRqQqV9awhYNwK8240ZQmRkJHx8W2sMwbqrq87c2dNgvGvXbnB3c8G5S051+m2so5pMQZUpaOcUGgu1Fk5DoGUQ4GUG/nNzc2uZDGipmh2B0LBwZORaZrVGTaagyhS0O5qbVr+tYKGFwKZlSwt9kyPAswVtyejmqWQHBweUV1iGlmjnFG6edqKVRENAQ0BDoMkIaOcUmgyhFoGGgIaAhsDNg4AmU7h56lIriYaAhoCGQJMR0GQKTYaw4RFo5xQajpkWQkNAQ6B5ENBkCs2Ds5aKhoCGgIbADYGAJlO4IapJy6SGgIaAdSBQjoKScpSXFKDcOjJk9lxoMgWzQ6pFqCGgIdBoBEqO4X53d3x2UlKBrcRz9ov74X7nZ6huq7jKTwp7p/udOFyLp4JjC+HuvhA5NYLU/VmAzwa6Y+ExY6gdL3pj1rcXcGHNZHgvOFx38BvUVU2moKrmQtN91LSa5juatfsUmoahFvrmRiCPileqrz4O15eSbVb9ym2vu9afLmgEVn4F1OJ0rWeDTXUyWHL2C9y7ZDKOZHVAh/L/w51+A7Fh6hWMD2lYrIborfRFTfeR6uE11n1UQfo3NKMhoCGgIVA3AgXYsfRpGqG7i78XP9stjfTLL2DhrPuxYOlCzKKROLu/+MWxei/HnN3wT8xa8BkWPn2nCDvw6aW4UCLlxB17se2TBTRj4HjvxMLNZ4VDeX4qjv2RKt7rCl+ecRgL7h8o4n164ec4fhJwFKFysObZORi68Bl0YF6h64p/Lr0T017fVu98i2hugB9NpnADVJKWRQ2BGxGBw0sn4975h7B85xEc2boQS54Zh8lLjwEleTi49ke8Of9VDPzXVvz/9q4Eruoq+x/gPfZdwEARxQ3FfUstQUstNbVNW6wmMxutabSs1JqsnJyymcpq0tLM/tmiWRaa5uSumZlLuJCKiriigIKA8IAH/L/nvt99/MCHgjweKPd83n133773nHvuvb9t6azRNHt8DC1O1Gb2K3S28NwBWjxjIm1r9gStXT6HAhdMpqcXoFyQN8yMyfH0xNpNtHRmC5p2fzdxFGXOSqR3ZhwjrqHC/OZEmhR5K83Iup2Wr11OzRIm0wIulCknmb7bTPRg3+YWP/6bdBpAtPhHq0KyRlzjjoquKZTdN+k6qb37aKwuSDkVAgoBhUBZBEwJNHfyZnppVRKN6B6EuFYUP38rdXpnK+WM7iXSTlp6kB7rH0pkDqIhExdQVm7llALxUdJ982nhxOHEE9WM6f+l8fmW6nkvMGfHAhreCkc63WfQrM8X0LzVh2nkAMt6X0xsFeQ3HfwFSiCa1i5+hbpDu8R23grlZWkrmXNxetWHosNKj4rcG0Uh9Xd0oexJl6Uh1/B/RdcUKjw+Uu8+qt5o84vJ1HMK1cNQ5b4GEDAXkjisMZauL8M6YoJNOECpmET5ukFIqPaCPkMYDYjGdQTulnWCLc1Xvrd8eB3dpaVQCBxndAvUJcHE3URO3N7U5T4UXI4qym8WLbiPmvF2g8kQYW1XTvJuwkmSrn1wu3tSUxxX7ThceiGak1zrpJ5TuNZHULVfIVCHEfD1LJ3c0/ZvxWweRSEySHcxWVvoYyI2Uhj6k5qeXaZXuVm4yqyf+60ZcBxUJuVmSrfefWSihG1iKi+TQnhs5RcFJdB5q2JKtV5TMHj6WsqQbddKzMLuoVsL/0vLv4ZD1DWFa3jwVNMVAnUWAe+mdE8fosmvf0Mn+FQoM54+fHgx0Z0dxbl/he12b053jCZ6++7HKS4hncxmTOwrZ9Kt0xLovkdvvnxeFMpT991Tv6R0TOzp8ctp/AqiR/o2rbA6fYR345bwLqZPv+eL3mZKiFtovabg3iQa0/9mOnS69IjLdDwBIdcfqWsK19+Yqh4pBOoAAv70yCeraGvr2yk6ZKKlPUOmU/yE3nAniN2Am+5oiU/8LYt3dxr+dgLNzI2mh3tFWvsxZPpS+mBEK+E3WkMtjvL+6H3jKTJwvIi8b+YqGtvJn3CJA7sU2+mt+YP6045FL1G3+2No9hhOa8ngxgdV7k3pDnh3JmXQiMhQUVDa4b2wB5QeN4nQa/+v9S19oUovJacKz70z4h7EFzu+vDSLCqkMAjk5efT43/9Liz59vjLJVRqFgF0Q2Ljbj7p06WKXsqpWiInSUzJwxONBwaH+1usAVy7DTOknUiiPE3oEUHiQPOi/ck5OkZmOXYbBm4L85fWFyuXjVOacdErD6VVAaFCZ5xrSN75GkUPdKSlrMgVROs30jSQTLqS/0psvpDuedu3aRbEdL9i94oxjJz4OqMrnONVzCnYfA1WgQuA6RsCdgkJDKbRKCoHhMFBQeDiFs6miQuDc/kFBV6UQRM3eQWhvWYXA4UGxE2hm9Az6z8YUSt/4H5pB02lCLSkEbk9NkbqmUFPIqnIVAgqB6wwBfxq7fCsN8kO3gobRpoPj6Pq6xGwZLnVN4TpjW9UdhYBCoOYQMARFU6w4LQrFEdL1SRVdU1DPKdTgeFd4vaYG61RFKwQUAgqByiCgnlOoDEoqjUJAIaAQqCcIqGsK9WSgVTcVAgoBhUBlEKjomkKFx0fau48qU7ZKoxBQCCgEFALXGALqmoKDB0x9T8HBgKvqyFSAF24puq4QKC4uJmenkhrpk7qmUCOwqkIVAnUHARfs+9mYzdaX+tSdxqmWXBUCKSmnyM+76KryXimTuqZwJYRUvELgGkfAaCih8BAT7f8zgXJzc6/x3tTv5hcVFVFKymk6ezaN2jSpmbGs6JpCuXcBlg6E+p5CKRbKpRC4VhCIaJhPrsZiSj56gPLxkqGaOXiofTSWLVtGw4YNq/2G1FALnLHj8/EoohvbXCRW9jVBFV1TqFApNO/ZcyX2omNrojH1oUy+pqBIIVAbCIQGFlJooP3flVMbfamozv+8sYliX46tKFqFVwYBJ7K5Banw7iNyKjpUmXJVGoWAQkAhoBC4thDIy8qiPctW3Gmr1RUqhe2LlnQ6vOmXDFuZVJhCQCGgEFAIXLsIGF3dzvkF+o+y1YMKj4+6P7kIX7D44QAy/QZTYTpbhaowhYBCQCGgEKibCBQVFpLB1XVcxNB/H7XVwgp3CiJx0J07qbh4XO7586WfIbJVigqziYB695FNWFSgQkAhUEsIFBUWFB3fvnMNBQ7/tqImXF4pcK7AO+cfXL9xZX7Oxf/hXoaCigpS4QoBhYBCQCFQ9xCwLE5LiqmkZNOp3bvHn0lKfPpyrXR59dVXLxcv4uK3zI3L2Je0PNy34at7Nq/LOr7rj4EZyckvhjSNGLv3p/+dOb5zV3/lL4vHif2HX/nnJ+vz7mjh8anCR/GHko+y8lFdPOZ8u/3AhMcH9VDzz+XnXyoqem/Hkm/HNwr19aZGj3yyeeGsA7e+8H3K5Sb9ij/HeblcKu6KCOCWVE8k+j9o6RFXTKwSKAQUAlVCAPK1HLI1tEqZVOJKIXDl46NKFaMS2UCAnzhRDyvYAEYFKQQUAnUXAaUU6u7YqJYpBBQCCgGHI6CUgsMhVxUqBBQCCoG6i4BSCnV3bFTLFAIKAYWAwxFQSqHmIHdB0W41V7wqWSGgEFAI2B8B9aSy/TGVJaoH/iQSylYI2AEB3HHUCMUM0ooKhf9xzZ0Om+9GqpkPD2iV1BdLKQU7jzQYtQ2KjNSKDYF/iObeD6ZNsnN1qjiFQH1CYCQ6+yhModbpcZpthP0LDCsHRdVEQD2nUE0A9dmhAPjIaBOMD0weDPt59cLKNwdKQb3rF0AoUghcDQKQL15sLYI5q8sfCHc8ZOspXZhyVgMBdU2hGuCVz6ptX79AOD5vQqkw/OQg26wY/gujSCGgELhKBLSdNu+2edEliRdcS6RH2dVHQCmF6mNYvoSV5QIkxmvKhSuvQkAhUHUEeKfgpWXjYyN+H9tWza8sOyAgJyw7FKWKYASwmjkG6yCML/tBATBbEK6+TSHgUH8KgWohsB65i2F47uKjI77AzDtzRXZCQCkFOwFZrpjF8HtoYXxdYWm5eOVVCCgErgIBKAD+zuhGGFYI/CqZ5TCK7IiAUgp2BFNX1Aa4mWH5OQW+NZU/VKRIIaAQsA8C36MYV5gUKIn99ilSlSIRUEpBImFHG4yajeLWwgTDxMEvb6GzYy2qKIVAvUXgd/Sc7+5bXW8RqMGO85V7RTWDwA8otj/MjzVTvCpVIVA/EcAii+/mu7l+9r7me62eU6ghjHFPNSvchjBnNCauoZpUsQqBsghs2LChHfhvJkJvgXEvG6t81wgCmWjn9NTU1PdHjBjBStBhVGtKYePGjcy0/Fk4eUHWYZ1WFdkFATOU3W6Y6f369VtmlxJVIdVGYM2aNe2NRuPuJk2aFAQGBro5O6sT4mqDWgsFFBYW0sGDB00FBQXuubm57oMGDXLYHVa1ohQ2b94808XFZXTbtm2dYAfVAuaqSjsgkJmZeS4pKalBcXHxECiG8s9n2KEGVURVEHjttdec+/btW9S8eXPy8/OrSlaVto4ikJiYeDE7O3shxnW8o5ro8GUEtrZjMIm8EB0dHawUgqOGuWbq8ff3b9CiRQsyGAyLlixZwneDKKpFBF555ZViHBsV+fjoH/itxQapqquNQNOmTb2w2+N3PjmMHK4UwLTPtmzZMkttax02xjVaka+vLz+w5z1y5Eh1h1WNIl25wjEWLkq2KofVtZDK1dWV5YufyXAY1cbdR23VSsZh4+uQisC0fAzJz2UoUggoBK5xBBy+U7jG8VLNVwgoBBQC1zUCSilc18OrOqcQUAgoBKqGgFIKVcNLpVYIKAQUAtc1AkopXNfDqzqnEFAIKASqhoBSClXDS6VWCCgE6hMCphwymc1kyqk/n1xXSqE+Mbjqq0Kg1hHIoS/H+hLfyqw3E2atJH6vw9WSOTOJtscnkflqC7CVz5xIY0PCaF1aOr0XFkKfJtYPxaCUgi1muMbCxCrGbKIcu0rENQaCau41g0D+aTT1yfm0dcdW2rp1Ky1fOJ1+n3Y/NRn7JeVcbS9OLaNbY5bZVSls/+9faPGTy2lw6A3017Uv0cRu71H61bbvGsqnlIKtwTLF09hyKxlf3wfo0438edirJTOdSNhOCSeumu1tVpy5fRaFhC2g9JTlFBY4hU7YTKUCFQI1g8CJX7+kBzRZGTJhFiVkWlYmiXGv0diZn9KsCUPEjqDXhDmUpFto94loS9GtoglvNqDY4RNp/dY5RIvHU5y2Gs9JXEMThlh2Ew8gryzXlLJwQnCyAAAgAElEQVSdZo7tpe0yxlJcQjqZEuNoeK9p6OA0umfKEkpPiqOxUz6luC+nIN0DFA+Rs9VO04k19ECvCfRrulxN5VDclAdoypJEMqespFunJdDCp24SwPl3H0Mv0Qz68NfrXy0opVCBrPDUPXrOctohVjNraf5LRBOHdqIpK69WMZhpda9bqdd3hyuo8WqCT9Cbt06j6ZseoKDwEbR09Gwa92n81RSk8igEqoyAKXEJRd8+nkJmLaeE+LUU8/s06tXkbUpBSYXnDtDiGRNpW7MnaO3yORS4YDI9vUDPm2UfgHePjqFJyLdh+3Gi9I00oNvddDgGu4mtqyjq98nUa9B/sUo30fJnb6UZOWNpR0I8LXrpND3cayglBHahp2aORu776Il7upIh7xwtnj2RHh5/jGbOH0fBx223MyM0kkISFtCC9ZpMp++kh2evoFZtw8h0NhHlzaTYcPl8bxDdMbMPvb1M3wckuQ6pHiiFHFozZ4L1/HLKpxstW1RzEs0a+wDNnDOLxvayrEimfBlv3X5mYbCjOnWlVmI1051GTP6a1k7vQ7Pvn0tJYmFhpvi4mdRLrJJ6kbVc5Eva+Klu9TSHEqFhEpe8ShOZgabF0GtxicQrqQmzvkQbfOmBOcxottvJ6YZMWFJ63pq5HSuosbTmhImS4qbT7OiZ9Ggnfy6Z+j63kDZPnEnxuhWZiFB/CoEaQODAyneIhsynmY/FUnhkd5r80yqKxmp6HTN8PiTovvm0cOJw6h47imZMj6bzl33PZwCF9yHal5VLCcs+ogSsyz+ZPAI7id40+ZtFRAnT6HfwfHYyOhLiRgaPMBo86UvauvYTau4fTgNvjSKK7kW3dY8kyzQeTcuTvqbxI2Ip7ecK2pkUQg+hXYs/+0XMCSd+56/mPkkDor3p2K7VKA/16HHj7yhuPFQqi/q468h93SuF7XPuo7sn/07z1+6gHatm0eyJQ+k+noRNWbRt8QqaMRmrm3+uoqWzRtPs8TG0WH8xqVBuKy0j3n7APXDspXOYdJPiJlHMwzPokUVradPysaLcsZ8moNx4enroRIpauBarp1XUAyukbs/EUWDX/ljHgIZMp+FdwsRKasG08djwvoTVTkOqqJ1hLcJp84IxtEPbtZ7Y+AUt2OxJkaFEOxctpuhHepFFJRAZwntgtbWCNhzItDRY/SsEagyBHNq1OoH6DGhb+sEGdz9qivrScs3E+4DoLi2tk6rR7Qqv7zGfpq2boUe6cQneMDOotXYsFRJ9P/xEx84ZaNj7c6jPgvHUKTKEfAMH0bd70/FCRogdV5iQb13U8Sec/cSXJC7fzvaD/0a0eR7tz0G6hQsoevo9FC5qu/SvUfsBqANydmnUdRVyfffPlEBzJ2+ml1Yl0YjuQRi4VhQ/fyt1emcr5YzuJQZy0tKD9Fh/zLDmIBoycQFl5Va8zJYqwoi1wrI3F1CfWZto/OBOKKc7bZq1mmLmbaLMkd00BjGSTxOsnpJ20OCTBvKPDKO+WAmdHjCAOoV7g7ewkuozi07Pe4y80c6xMbbbSePvwNoFx61bkqj/8DDaNJcZdy1FGsy0IZmo3d2eWn1s+VAL1PHV1mSa2InbpUghUFMIGKhBC8ynabmlFZhzKRm+Ozy1aUW3Myh7WMRZjPxnpfQtK2kxfHMwkxfylWjsgJM2jyV3k5kM5jTatuMERbcjykrqRYvPn8eZfxLt2PQ13T1+KIXfeJoqfo3o5dvp3uoWLMvG0xcLF1LqCqJnZ7QXbSrUtV02MjVxG9oVo1M8Mub6sq/vnYK5kPhGBzKW6r6wjlAGCQcoFTM8HxGFhGqvGTaEYduIXe/lxlfjlELTKUrAimHzxBjrsVTMRHBUIPaX3m3omemj6e2HY6hJoC+F/OVDSs41YnVhtpSdbxEPLip6QBexJqLLtjOc7sdZ5uK5Oykn5wD9F6upvw22MC63tQvOP/V02fbrEyq3QqBaCLhTl9twjj/j77SSj4v4+PPtv2Ox8yTFtOKV/uVp87E/KTEpEbvpeNoYN4sih+JC8ZOL6L5W7tS4bQxk9HPacjCTvFHUrq9foKF3f0Bnzan0RrdONHbxPvIPb0X9b+uL4yqNhFhlUaruFjyLpF2pnaF0x6z7aMHkybQiejr1i7R8qK5x2x5i5yGLZ7uQj8SaBpXujPSR15G7dLa8jjpVviu+cuWCiLT9WzEbd6EQ2XPdEdElE6pOmWArQZsWTUYJL1FjfyPx+vzJRfH0+kBclIKCMR3fS/HpfuSek0FNhr1M5/82g44f3EMbFs6gMbd/SD3P/6N8sy7xV9TOsNseJZr8GS1c2AJCN4lugeCwEEIF0e5jqejPlYXwkspUgEKgmgiED36N5j85iO7vJhcmfWjh1ini+IUXXHrS7wvcOPnsMdRtdmmK0dMX0st/GyyOZoJiJ9DS6fF0d69Ia4I5m5Io2j2Inl84ibphweWrfXImevQcGgb+NyRxoZOp0wBfOvQJS4YvSbG/XDu5gtaD7qPoiYup3d8GEJ8nMAVF34T/u2ln+niKFYE59OfqzTgue0spBYHQtfrn3ZTuwXHKxNe/oTsWPEbhOO//8GFsUl8abVmhX6Zfvog7EL+HkoxBlFd4geK/fYfGg4lfWv4IhRqCiRdJ93+4jJ6ImUiRlEgfdsNdEaOX0mm/Q9St12RaFH+aBuMimbE/Vhyz83AQCc1xHr+sdHFRq0zVV2pnZD+aHj2GJuMobAiOrEJFZgP5NCX6/Zhe/LAbQR0DuiFCkUKgxhHwpxFvbqVBz6VQBlg8IDSUvLXFVvT4FYTll5X0/lHzsmjUPGuUDYc79Z/4NaU+mk4ZEBsf/yBrua2Gv0LnTz9FKajQ4BFAoUHagihyOJ1PTSUzLjC4w2RlPaYrt+J2ciKD+SIWW9H05hDrvgNa4WZaiIuAby1LoNjHosl8Yi2NWTGENs3TpdHVcD055Xr5euqTri/+9Mgnq2hr69spOmSiJRwXeuMn9IY7gXht4abbDfD6Qu4WmNUWjL+dFsAWFD2EZi3dQY/FWqbkwTO20qQBvahTGLa9TNEv0Y4Z/bHd7URzRn9O93fi0i00aeEOrJ78qcvY+yhh4t00wG0TicWMTIC4itvJiYJo8LOjadqYBfTwgHZaLnfqejfKW3qITOM7WVYv6btpMo615jewbIGtxSuHQqAGEfAOgjKogfLdoQws0la2cIN3EOGy3CVkcHe/7EXgS9tpopUzn6b7Z2ChOGk5xfrri3Sn4W8spYcjX6DtI7+j5BcepiFzdlAnG/Xqc10Pbod/o3njxo0lXbp0cTB2JjzclYE7IjwoONT/soxTtYaZKTM9DasTH/L3xxZWlzkzPYWysXryCQgmf7l8QrzJZKKKmbfidiZ8OgTPODxIp1eMKhXAnHgaEhZDTyScp+G4nzphDtLseorOz7Nsw3XNqVHnrl27KDY21qlGK1GFVwqB2pGvSjWtDibCbeUrF9OujIY06L7+OAG4tIkp8RvpfOOOVJhwiJrGdrfe6XdpypoLcbR82YCh5jpXeyW7UxC2tvYn3FWEVZIt4vAyCw8tkTtWMxWTjXaaEmnm6L/QjBUJNHPTl6UKgQvBruSD+UOo0wsrKHVeGD2O46VFB+PKKKeK61IxCoH6joCBOg0eRZe7Ty+0U6xltwKFUF+oniiFa3g4sQtpP+ARmj/uVrpLe0hN35vIEXNobUgydiBGenMtzj9tLXf0GZRbIaAQUAhcBgGlFC4DTp2IMoTS4Me0Wy1sNsgfT4xa1jqWuyRsJlKBCgGFgEKgUghc388pVAoClUghoBBQCCgEJAJKKUgklK0QUAgoBBQCpJSCYgKFwHWCwJo1a5pcJ11R3dAQKC4uJicnp4rfvVMDSNWKUsjNzS2ugb6oImsJATBtSS1VrarVIVBYWJjHE4gZn49UdH0gcObMmQL0ZIsje+NwpVBSUvL06dOnsx3ZSVVXzSGA8SQYpw0bNti6A7fmKlYlX4LAoEGD0hD45p9//pmPhdcl8Srg2kGgqKiIoBDMMK5Q9ni22nHk8IfXMHm4Ozs7HwsODg5s2LChwWjUvxXFcR1XNVUfgYKCAkpMTCwG06bHxMQ0rH6JqgR7ILBu3bqxkKtXcfTAY+JijzLrWhnbtm2jZs2aUUhISF1rml3aox0ZxeNh1wcHDhx41C6FVrIQhysFbhcUgzcUQwI6HgTG1b/7uZLNVsnqAAIlGEN+PebPOTk5o7BKza8DbVJNqCcIYO74J7r6PXapu+pJlx3WzVp5TqFv3748mUQ4rJe1VBEYdxGY1vKFkFpqg6pWIaAQUAhUBQGHX1OoSuOug7Re10EfVBcUAgqBeoSAUgr1aLBVVxUCCgGFwJUQUErhSgipeIWAQkAhUI8QUEqhHg226qpCQCGgELgSAkopXAkhFa8QUAgoBOoRAkop1KPBVl1VCCgEFAJXQkAphSshpOIVAgoBhUA9QqBWnlO4nvHFswkN0L8ArY+e8LfQ3OfwzELG9dx31TeFQE0iAFnyQ/nyW763wh2FsNmwL6iH2OyHfK080Wy/5tetksCgrmjRGhgPmEKYKJgDMLwjuwjGZUZWpBBQCFwFApCvV5HtUZgUGH4GiN8eWgTD37gdAvk6DVtRNRFQx0fVBFCfHUzJbzT8GYbfAnsOhv1sM86LYRQpBBQCV4/Ad8iaCpMOcwzmLAzLWIJSCEDBTqSUgp2A1BWzDG4nnZ+d7F9VLkx5FQIKgaohsA/J+U2w+vel8a58UdWKUakvh4BSCpdD5+ri9iKbZNztcPvC7MdK5vjVFadyKQQUAowAZIi/28EKgGWKiecv3pVvZI8i+yCglIJ9cLSWojEuHxVJxuWVDPsVKQQUAtVHYDWKYOXAu2++qWMdZE59nwVA2IuUUrAXkmXL4esKzLguMGolUxYb5VMIXDUCUABnkPkPGL4TiRXDDzCK7IiAUgp2BFMWpTFuPPz8BZA18POrwhUpBBQC9kHgWxTDO3DeIey0T5GqFImAek5BImF/ewmK7AajVjL2x1aVWAMI4JZPXnlfC/QLGsm3orJsFdfldmNByCcG1xTV+ecUtAHnHQ0zrGRatus62LySGQXzGcy18iV1xlQY8DIfeym6jhHQZEvKFR91XkvUEo09C5N1jTSa5Yllq7iuK4o6qRR0ioCVAe9m2Hb54J7Wrfxd3YKOX8w//dKygycQpsg+CEgFy4zLhldh0i6q60xsHwjqTymQL7nIkrJlmNK3ecMuTX16eLi4BJ/Jzf9z7Nf71LFM9VlCyhXbLFNs8wJRyledVBB1TiloDMurFmOfFt5eE29qOaxhA5/RLlTc1cXVvdDg6llcXGhyL8zLcUMaRfZBoMTJ2aXY2WDMdzK4HcvJL1i369Cx+ZOWHT6M4pmJ+elspRzsg3WtlVJOGbjc2MzL54V+rUaGBfg+60TFYV5BjfLcPH2MpuwMt4vpp6+1nUOt4Xq5ip3IqcTJxbnExdUjjwxuJzOyLn6xcufhr9795TjvcqRcsZKoM1RnlIK2OxDKAOi4/vh4t6ca+Hk+5xXQ0Bga1dXbLzSCjO5eiGJlix2vPEiyHtnpTpT4aFToaC2tgFu6VX5b+BUVFlJRoYly0lMo6+xxSktKKCwm5wOJJ1JfeuTrPesBITOwGbuGOsXAYmjV3xUR0BQC7xCMUT7k+f5DN77m4+n6iHeDMOfwDjd5sXxZhErJhy35KMWGYar8/FJSXEwlxUVkyr5AeZmpdC75QHFmSpK50MltxYrth158Y0PyMZTICy/eNdQJ2aoTSkFTCLyVNT7eo2HDv/Rq/ZVfUHC7Zt37e3sHhyEYJCd/MSDMuBpJXSCvkXE6DuM/4RYelb+K+HHy1EPxdDL+l/wLeYVfPbJg4/OnsikXwMrVjW4QtLFQVp1EAPLFiy02rs/1DW96V+fIRYFhTZpGdI718vDnW/1BcjSlPMlAKVfCr6XTREquz2RSYav8pVgyQDbwMxeY6HTCNjpz6I/co2kXx9z/2Y4fgR2/roN347WuGGpdKWgKwQhAXN+/p03P7hFBixu27ODdtEs/VydnXtgwt9riQgQL0nGzVQkgTGSTHKryl2IlsdDgE0CxG+E28CsqzKeDG38oyEw/e/TtdQdvW/pHCr93hhmYdw0SfC5AUR1EQKcQ3Ofe2y6mfZOAr8Kjb/Ro1L6XwTJhCUHRWq53y87IIbbNH0o+9Zjp3VfGLyv1JB3Y+L05p6Bk0a3vbfwbcvAL/mp9N16rSkGvEP41pFXnfi2DNrW8+Q5q0KQ1sJEAS6aUINuyeaLTp5N+advKow8rn076pa1Pa8tdPp30S9tWHn1Y+XTSL219Wlvu8umkX9q28ujDyqeTfovNc3/ipriSjFNJTv9LONP91dVJ+5FbKQY9hHXQrVcI/xrUonO/1iEbovreRf5hkWitki/LYlM/b1Q0iFIeZLz0S1uGV2SXTyf9TlRoyqV9P39dlJt7ccvN72wcjhLyYGpVMdSaUtAUAh8ZuUmFIBg2tCmCJMPCyW5xZMRukMBTi9e7y6RT+S1AMWD2w+/s4b2UvGvjuQW/HI35eNvxYyg8H0ZdgGaY6xhBvnibzUdG7q8ObN7+9naNfm7ea6BXUJkFFzfafvzBpSn5ZEirNj8V47rDn2u+yT+bmrq4/we/TEAJrBgKsRjjOwAdTrWpFATDPt4ztMmY3i03teh+S2BQszZgZMz0crIXykBO8DrmlfEMl0wjbZW/RvE7sfvXopMHdyX9Y3FCv3Unz/FrwZl5a/0c1OGSU4cr1BZcQr4e6BrW+OnY5ptadOvXILhZW2chW9x2IVYQJHFkKP26TnE8k5C1cjaHq/y6uUfiwcBoVEX8zPn5tOd/X5lOnct8Y9jH22ahFLljkCXJkmvc5tWEw0lbxRibhXh5/6VXi+8aR3f3C2oW5WzRsFCO0JyC69gWWhe4sC38Wjz7hdHSsFIVabV45lqV3+74hbfv6RIc3qrJi/e0ex2DxA/oGbTxdDgfqQorRIDl2tUHu4RxN0cuaNymq18wL7ikzFjlC7pchkl5KdbJFYeVkTHNr/IDXp5f7IefwdWV2vcf6X6Dr8eUuSOi+/L4wfBJisPJ4UpBW8WIY6M3bm8x0tvbN6JRVGejmMAZZAE0T+wMOBt2444tMelrfuFmJQB/kZaOGVXldwh+kV1j3PzcXO6bMzL6FnAsM6+LNq4OZ2BVYVkENAUt7jR6697o/p5ubh0bRXVxLZ3cISdMLEM8sYmJn2VJc0tFINNIBWBVDio/Q1MT+Bnd3SmiUx+P6PAG/0YN/DU5liuHz9EOrxAd5TqNMRF+gRENfF9v3v0WT96hWkG2Mp+2KhEKgN0a41oVgo6RZR7J0Na05fNJP+dV+a0TQRXxc8ZdYc26xnp0bNRgVoiX+OAJK3kxjDyUimoVAR4HY2MP8urYJPDtyO59PXi8lHxB3q+B+SE4ohV5evmGL3q4y8M8jjAOX3A5VCnodgmuUwZFTQ0Ii3D1CcSLROWkJGxt4tYPoHBrE7k1XE7wbNtwW9NJZlD5y04MNjCrAv4NGkWSV0CDBnPu6zIOjCu2umq3ACRqkYA/7xDELvzd+7uO8w4I9g/kGzeUfAADln/dXFFH5we+NNqiez+PpsFer90ZJR4iYcXg0AWXQ5UCOid2CX/t0ahJgKfrw827xrhbBksbMOvkj8HjbascSOFGGMdbt7OIt6ZX+QXDW/FwDH6tevTzaOTv9fzA1n6BGAy1WwAIdYAMDTzIo1GA59+ad77ZUxy9imNVlhEctcqjWD521buFrCFNER/V6uI4jcpvmXf0uNQgft4BDcj/hnDjX3pH/gX85PDdgsOUgm6XYBwYfcO9gaERJQYjLzC1yV5M+GBG1uYyTLqZYcWEhzgOk0pCxsv04jqEyu8o/Ny9fMkTi5lRXZsOwQCp3QJAqC3S5EtcS3htUJtb3D28jJ6+AWiOTh7Kyw3LjzDaokrKk3XhpcvL5VQ3P+7JP52WDpOFp7Rk3Ww7qP7qtt+B+W+IbOMR4u/9GAZQyBVsh+0WeHXnKOJOCaYNDfAafUOzKA/LxWSEcgzzn+w2u6Wf9YGMl2EIEqRPp4/Th1cxvyk7m87nFpHR1Z2CA3Ctp4r5L2nXdZ4/NDLa60LGucfR729g+LkFfo8Lj4AixyIgduGo0i26UYPRYS2iPS2TLUKcMBxl5EPn57uNhHzpwrjdnJ7/2LZD/r0bllOHV/SfFomijz54jP7aHq/ZsFP9OUc2kM9jC6nv09No/b0Rdm2/o/HzDQolI95Y++aQqC5TVhz4FZ1hueLZpMbJYTsF9IQVgvHNIS27GQwugb5BDcFwzHHMeDpbrhq4/2XCOY0WJre6+nhZztXmL0qnzz74N3ncMZEajZxEIXc+RU4vfUe7Mnk7LdtY/fr3xn1ATrFj6L2DeI2QPdtf3f5fZf7A0Cbk6uQU9XSfxk15fGEcyVOoTpG2S2DcXYa0CQjyMNJNDRpHOtUV/jKf/E1TCFE09emHaOaonmjqARr39Au07Kz95Mvg5ktP3NSJ+gVhrWudB6TsarY13MHzSxXlC4NHoZFtjV0jAkcDLHFdQRvnGmd4h+wUdFtbY+eIoEfDmkdbbpGTK4Qy3eRADJggVgQikeZni8M0smP+bd98SqO/PUgdboqhMTeG0tG9W2jW6pXU9aIvnX/nFuKNuIWqV79HYHMadpMvNfNkGdYYVRYt7Nrpf2kTqla/s7MTBUe0oP7ZuQ9/sPnkNJTDd0uop5xLAXWUiwfO+ECX8KF+IY0LDeJstm7w16nkkwKD4X+7j/51d2O4Y6h/Q1fq+k4SpWTibSkhbnRk1yaa9OEGiksiGj6gC036623UJ8iVjmxZTpM2ED0Emfni1Q3U7cmOtGP3Keo64G56OfYGPOJ1gl58dzmdCLmR3hnqTp6ebuTuAtniBZcpjT6eH0ezd53CF52DaEi/W+j5oW0gy8W262vAc2/15Nue+UOatTKcTNw91JPoGSwhTWgc7xZ0DYSvBsghSgHtZoblWdDg42682T8k1MW6+uYY7qa09X0WYawg4GA3k4BEy8ADL/NJ+6rym2j/voMovBHNnDSKbveH844uFJr7Pk1OOUVHc0sowDObli36iV7+eC1RZGvq2f9Wev3+jhRcnEZvzfqWjgRHUy/jcXo3KZyeDzlB3x5zpb8/cy/dEuhEp/dupsnfJFCrAXfRA+4u5OthIFcXtB1nlGlHd9M/Pl1Lv6XkUIPQKHp8ZH96sD1ft0V9i3X1DdDqq5H+o7pq4BcQ0titgfehfiiFzz+Zea2lwa2o5hEQsoVqjMF+3jf6BzX0EitlcTTEQ6GRkBf4pc3B7Gbi214kyXg75Q9syPxMFPff1+jO5NtpUNcWFNt9KJWsw+N1qCsjYQ21mMSnj63pof5EX6xeRnGrM2j/Tw9SYfoxuHfDiCKoT8ObKW5LPMVRNE2MCSHTn/H0xup46je6P3lcOI2F3Dbq2+oWeqHkAr311Is0GUqGOrWmDn8gHcw533/Sm0F7dfWVlNa3ahRFMQfbuf+WluvKleVzBLuZbODvimuuzi4Gp6f7RjafuSFpN1LxOPOEWKPkKKUgmLZPi8BAp5KiIE8fnnU1MJjxmDRLuOUrKzhMuIGD1a0llDxsl/wGCsSig+gUDbr7bZo4uhPdFN2cHnp+Mr3gCy4pMdOqee/S8K+w4ujUkYbTbpo79yD9lvMM7X7QnX79kZk0nuZyEZEjqWFkKhj3IDXsH0u3xAbRr6u/pC+2EC0Y/Sjl7TtAX6zZQ91GDKH+9CeFjJnNuajfTa1o/Za1MAfohqUvUcG35er7GPVlo74xrUR6q5K0S/9RZDXw9/YPxK1HxS3xeLMRz+bzMaEcHUtb1b8jEGDcsegydOO7V4RS4Folf/CI8BiLCUmzhUyVD4dfpNUYwg75fZp2prhHD9Hwz36nuB9XwaAOpshbaOc7Q+nAD6wQiKa/+SBN7exOt9JkGr1mM/18bDj1K7F8S2v4o+No3j1Y5XvkUm7kIpq2ZR8dMvWii7t2ibyP9wvHFS3IJ8gXxpS0S1MIIyj1P/3IJ3krDX58IeWmpdFPv2j1vYH6uurqSx5OUS2wLrdz/0WjrhJ/3FZc3CbsXHeUsQ/GmU9d8FoZvbSK4u35x5O1I4ghcbm3Q8Ou7t7+Jj4vE7e+idvfeMLXGf1TyeIWML4jCfEcbk2vua3+6uYnGvbQFJraiaFIpFkLvqERz71Bje78O90yL56y80/QR6wQqANtmvoXWvj836EYiPZ89QvtNZcQ1juC3vv3q5Q3+2bqd3Mv4Z+75RiZi1NpNQtB5BAaGME6WPtgHG5p2//bLyLdQ8+/ROtem0C/PXWz8B8/c7ji+vK5r/buf/XwMxiNxF/Fm3Rb83boAHfSUXwl8KrPf7qjWZcbm3j7YtHVUCy6+E4ZNhZNAIvnERh5pi78PO66cJleyJs983tAvv5ChcvfpP2zn6EvJ95BwyPRnKR19NzqE9bhmzblFTLexgrBEmQS7bG4B90URcHYYRtKfOjOYT0QuJt+SThCG36DXEbeSQNw+GBddfNi2llTJn1bUTD67d60J61b8yEtvDOitL6pqG9g+fo0jOoIfgHBIZ43+Hv1RKMdJldcUY2SnmnD/dy7BQQ1xLMJXKX40w2krhnMqBzNqkSms6hvLb1UuxytlcNJJV1Nfu9G9K9/v0fPnztPiSdSaNvOP2jCou20/uuPaEHPidrEv4di7ntW1gI7k3LNLHigTvfT6E4NxLPpFNqaZjYjmrwmiTYNNokdxPChHSkMfTlnbS4cRgvj3twSVywgiDfeeR+V3ImyCk7QWlFoBfUZa6D/oj7t7yrw8w0Mdm4bcq4rSvgdxiErGn2T67mbGcJlRKdGnd28fEzOTs7eVrmxl3zoAa4if+z6fh51nb2HJk5/jd7tFUlRLSPp7pZu5Bd7nmYAACAASURBVPHUd+QLvs/GgTnTR++/Tg82NVLqyTQ6dtFMYcFuVHjQIjD5+K4HlfBmiKhNz05Ynv1OE55/V/gfeq4NJn6iHDlXIEuhKVvEHT2bhXw4Bsg8Qv/8ejf5depObpfUl4r6ikV9QmnKuYZLqGX8vP0aOOHI/Ua0RCoFnfCLLtr9r8aVAlrMneCVoyHAx/NG30DcGsArEUE84Igu3032M1n4QXPoA8u5q50/nz5+7nkat7slbVr6NPXB5H5jx3bUqgDHSUtPY5I244SfqS/t+WYwNcYHyI6ezIBKMFIro9ZIT9iSgZy8aNg93Wjyf9bTrUKHhNFj3UMs8TIN7MJcPn4nupCD60clrnQsHhe3f8um225rpatvCOq7qNXnivqAXYm9+49GWLGGW188N1BE6gPLueHFObZHsM8x3iLNg1E7BYbNMcSDwXg7BXu7R/r4BeBz5nw9koO1QZXHsQgRZPUjjeRHGWe17Zc/vEVTlLqHZk17hXIfH0m9vHLoh2UrRU0NA70ptlc3ol930OwffqfQWG/69JWvcBxL9OWCf1N72T55aoBwQ2AzGtORaAKfsmOpNaoLVIJ4yE6bV5DWJyxC7Objvv6AXgx5hPz3rqFp607T8GY96M3eWn1xqC+mbH1RvkYuFGS//lvf5GwpGEVL3KUtI/S2pX5Pbx9yLmGtZj2W5YgaJUcqBWcXZ+cGBlesjqVSkNcLeAB48CVY1gnKAow1nJncmge4WN3VzW+giMgw7EgPUcykeTRzaHtyz0ym+awQwHStGgeRqRkulB3dQJ9uaEY3GZJoxPsbETeYTi1vq03g3GgY7gd+UV26YjWzA6IA6tiT+gRzG6Uy5MBiCm8aDnsvTX72Wwr5RyT98Po3Qhj63dWDesv61qM+16M04r0NSDuITv3cmAJkOXbrP7cNjRblWdqPykAIt2KOcKtb64eufr7ZxWg0QPNZJqjSzHApqkkEeJDYGNyMToGuru6WO/vEWCGUh43/rOPLXhGohcPi3EwcrA258Ojd1cgfHB1Le/5RQA+9vormfvKN5dobqnpi/JP03s3YXTvdRUvSTDTi82U0fB03BNcXXp1CD4YZaO8flrb64i430Sb2lrjT8LtioRQ2EvWKxf23Mk6bzgxI5B5Os9++i+ImfU9vvPc5F0n97nqYFgy4AXcfob6zqG8h6rNsyWn6a6gvlPMjr6gSf3bqv6VMLg8FctlVwN/FBW0qLnb1dydDpsmqGLg7NUaOUArceIbXGbcc+eBWOTiBjASHY/hilrThtQ6GfGhGgijTsG3X/ES3j32cFtBSGv09Jun393IrQO1owax76fYAP+r/+kRKeWsWzZq9gGaJuF609vO+UBnp2tESGiTPQLl9WM08cwvRaDD5RL4Njidy2W5Eu+ElZcEdYuinR47ToM930OjXd4hSp7/+Eg0L8aPBsr45uvoW9qMwrkOWIwQV2WodvxLi6wo4M8I5mGBcsXIVHVJ/jkBA4O3q7BII5cyH6/ixQdU8EQn+YJt5h5kHJGQKbr0tJy0Zb7f8RO1vHki7f+xLaRdM4iPfHlgBB7hx/WgT3sB+7wOjKe8uE2UXFJHBw5sCeAeO9rYfPIpKBj2o9aO0/RE3DqOSVbiyJ/rJfS0h72bdEcbXZEEoN6ztzVSyrBudzsJtr0Z3CuObRgQoqO9B1Hc36ss3k8ETbRE7fi5H5Bbl1Rn8XFwKBrQMDVqyNyUTreOxrlGq8Y/s4JoCKx5c0if/XyfetL9bvyGeRt4tMOkZVDAkRqS8XT6dyKj91UB+s8lEqReZiVwp0Nfdco3AWk8RZeTkkxkXiX38vLHC0QlY+XZLfyXaL56iLigho4cXBXtqF8xEfq0+CIeoTwiwDgA71S8ES7a3vF2J9nP+3IvZtHvLurO9392EvTldgMlVH9/RjVUNOSFffNDO8uW74okec7p16zE0JLypZXLT2NMyuSEFT3gcprfhtcghAjmcSZ+G/fr0+jhrei3Q6tflUfmrjd+O9SsvLtmePPyt9bilinCWbPmwlUSbEbYrOXSn4FRS7GEwoEp5/MHd4olOTEQ6N3dR32UxGTLjlaMayG9wc6UwGEHWdnJFlvoDvDSFxnF2qt/dy5PCvFAF95PvsmLiskGW+nThlmDLv53qtwf+BhcXIFTMvZC7BBsDpm+8ctsJAYmzk6uLkz/v2AQfceG2+EPjY8lfog2Cz2UxWj6Vv87g52wwFjfwMvIuXDdIYuRq5M8RSoE74nRHK5yJOLvk4XZUvJNFm/FkH+Xky120xrGHs8q00uZwSRpGKr8EpNbwM0LZY2fAX2IT413aIOVyEAJOQN4oNo9iYcHygqHg0RDPGrADYeVvUhDyxXFMWh69W+Wvdfzw1oASvCZAXgEXo1OTf45QCqL9CecvmPAdar7KbOE9K+NV0D3Bw8ykkjSG1XjbEqqPl+k0W+UHznp8aha/IjPueHFy4tteFNUSAuaikkxzAd+6yef0TBhzMewQButuQIuTx4ScQC8rerfKXyfwKyoscE7PLcywjGnN/9f4RQutCyVH0/MLwIdF6KDGrHz8wkzLtmYEE2puvigmw4XN3A3D4dZ0Kn8ZjKy4ACMH42cuFLfX5mrjrSzHI1BiKizKEEpB8oGwNZkRCwQpUzIMR5UcLngFNqfXy1c182cn7ySnoS/SwytxF18V6zdnn6VVvyfSgUy00dq+CtpvOkkPo547V52ya/st84wenwrqt7bPvvjJ+s1ms+HY+Wy+TucQcpRS4M4UF5c45ZoLoBSsIDLIGjNKhtT7pdtqa+ntmH/vmu8F436WjEnNWq7WJmu90q+vv4iOHTlEq3Yep7QiLf4y+UU9d0yljw/r66n9/tsLfzOUfTE55WCc5YA6hIFVJVYEWCmcxzgUW/lY8q8ckgr5E3woFQAvwGS6aue3bBwtz/iALWS5sj2yfK6zfP0ZR2nQPz+jnzP4GtsV5Au3q3IdWbhZQyySZD2y/Cvlt1U/560j+UuKioxbj2fyToGBQLNEw9hZI+SI4yPREW49lEIOVpT+bvJCLvMCk9iyajb7OQcbDuc00oZTuNlmskd+VlIgfnuEeH0EeypVP96HNP9TGre3Ge1cOlo8UWltm438xmKtnpJClK/Bbo/2c3trEz+tfnO+CdtAvIVMkaMRYG4TZCoqvpBfYGIGs9wNIa4lIOoS/kAWziXkCg5pcynsllTJ/GnHD9C/vlxLs7adpQ7to+jegTfR8zERqMPC4HE7d9CLR87QG3hd/PAOvWn2o50pzHye3pq9ivYGdaTZD0eTT+E5en/uKtru05Heud2V/vX5NtGKH778kdzuiMF3F/xL24Y58VgC3jgw91c6iqcORg2KJDy3LJ6OFh0rOE8fL1xF45YdEGUMH3YXvf1QZ2qUlkBjP99NQR1uoneHRNC2//1Eb+zKpYdGD6d7b8iit95Fe4JRf38X+seiBGoQ0Yg8zuynb9HuDu170+uPdKYIcVerffG7HP5F/IU3dCr5XAFvxeWMIfpVU3+OUArcdmbBkqLikgtFhYWNxYpBMJ/GgRzLJGz+43DY8qKYjJdhrCirlN9M2zZto6lLf6b1yXiIJbYnPTmsD93bHG8DsFRKs5eupl/OJ9GebE+6d+Qgerk33sCYkkhjP9xFrYbeRi/3CCTTmQM04cM/qPGg/vSIewIUArKDLad/vJXeHNPT8oZFUR43LpdWLV+LV12cAHNFUsvzuzkxqkPbsZLJOH6QpnyyjubuPYvAZjT92dtoakwoHf51A0356RyNfHwYPRiRDUb9H/3q3ozeG9+TGp4EUy/cQ+G9+9MYj4M0aUsRjbzRjb75ZhdagXbfzWXcgOfh7Y0fN5xJGxMb+PM1BXNxMa9mhHq1JOY8ihyAAGNelJlbcCbvYk4h7mDTbpHTapbyI23ZICFfPKYyALbeLYNlmLSt4eCzojR69u9f0RfUkKaP6U875+PJ4b0HyC98Ko2WhW3bSm+0i6IOyUcpLvl78okIo4W9CunXDQcorl0Lep8vjOfn0rr/WfxvxRbTbigYpvVnTlDPbL5OgjRa/aaTe6npi9+L+A4RZ2nyHG3yZyVUnEXvvzaLJuxDNOocno0yl32PV3IX0vkXG1L2NryQcltjmjY4iLZt3kpxSOfTO4buNZ6hyRtRztBO9IEpi+ZuYHmF0dr9Bdqd3egG+uE2fj5TI3vgx53S46p3o5oC00UqdnLi5xNkjLRlK+xuO+L4iDvBpjg7v/DQRXE0Bi9PLMJgIHkwrYbD2S9tG3ECyMrnzz6ynXq+8zOdi7iZZj7QldZv/I1GTFpHR/AyOwn1no1b6ZSHB+0B4057azYtSy3C+1Oy6Asw+PqzePcn2lSIe/Hnsv9cAeVlI0yjuFMZVMjvQNK1e9vyOBr0CZ5oTj5L51D2XPk8HCo0nz9AgRO+FgqhX2wHPPmMOt/5iJ7amEq+7oUUt3cPfbMf82smGB6MGve/XXQku5iS9+0BQx/AKyXcKff8CYrbuI5GvfUT3kevtRtlfHGCF4r2xc9Snq5MG/jnZF8oyrho2s/jDANgFTkQAYH5qsRz8bk5WZYnmpkHxDjxuOmNlCu2eaKVfk7DbmkqmT+/QHui34PCmzSjqVOH0Ud/G0E383pLssHAuyhv+gj65c3bBCTZuZjknbUXSeL1MAZunzOexeFY+L0btaGfPxgm0n408TH6V89AFCX7UEKHEhJE3MTnx9Pud6fR/me6CD/XZ0pOtCiEHrdR6j9H0g/vTqSZ7RC970eKO+tLd/bgpCdoX0o6JbDiAO1JOUcHTqYK9/RuoeTCGIA6DBxRpt1UyLIl8WLbDvhZy7ONf3bmecrNL2INhcocI1uOUAqML3NY0emM3B2ZGedzy05aGhMKBtbcggFsuK1pJIDSRlprHOfThcOdfAgXoEAN3PCelR5daMm4wfTl1Lbkwek4H2j69Gdo3ZRHaNMjTYU/OYtXJ5Y4X1k2fwMB5IvuRPW5hRYIBmuNR/gHUnsPxIkBhm1OpU/n8+qlIS2ZPZV2L51EH8WKrCLN/u2SqZ+kdRPupJ2fjKJ+iJ679CAZW7QQ7rikFDpwhhcITGfp0KnztC+Jy2xN/ZvynZ+WO9SmTp1AP6Ddax9oijCcq+brlQK3SYeF7Ic1zFZcuTzWtAi/TP7M8+l5yedydyKRw5iX+6tIMDAPTtH//kw7U1TslJuHxYvgRT5bl2PGQFknIG2MRZzGAxxv9Wthlcnv7kmDYnj1nEyjX5lHPd9YRrN/P00XuS7t+Gl4s2DLQ6D8sDWTYCX+Y+K2SLf0F1NeoeV6RH6RNhGLKE5rop1/HmQfhTbAYzHgz6hO7YXMcFmFeM090/DOEfjWCfffmwbd1F6EZZldqGdvViAH6acdB/C6jQiaegfkd98R+nnPMYQ3pb5NuUxLe5o1C0C74S7Tbg0blgvRds0vauD2sV8Lqwx+Mm0F+S9kZphSLuRuRTR3jCtlU6PkCKXACIuJIv505q7sC5l4VIGDNCNBZAClm7ss3ZxWuq1pqpa/Tdd24uVY639eRT2fmUcjPlpJPx3NIw+e5LkoUAi+Ycj1+HtoL8IWdWqRsg3yjFUEF4kPEnNe8aZUa9vQj4JCTOOgdl3ptob8hLIHxba3MCaVFODldpatcbOGqAv1GLw8xDvg6dghSnIOojt5ZXMwmZb9fpSox400Ef6ffj9Iq1kWYtpQW3etXfBG4E2SXEawL2wmbre0ZR+EjXBrGzm/Zi6Jq3r+Emz/TbkX3ZbvO/0HCuYCeLxLGwmPohpDgHGWmBflFhTtzcm6gCBtfOWYS1vKHtscxumku3wajpNh0i6X35xXQt0HDaAlz91Pa6cMoid6hNCe37fQK5vOaG2AxRO8rAteUSd26XxxGMKj1S9fOqm1R2Mffh2M4Glr/UZqjpfdMVnEALuDs6m0ngO4bbz7Bx09lYlZFG5cy9u7X9umg9dbtGgm4t/4dAtkqy09ENsKu4htNOG7ZPjbUDsvDRNOVQg2LtNuxJXrPwIsYZzO2kZug2ZkmLSrmP9CZmbRwZQcfpLZYYstRykFRqhozpaTh4uLi5wKTTh64W8hiO8hMPAw1smJ/cwoDHL5cM3P4VXIn1fiS5NeupfiXnmQvnysNw2PwNedFn1LCw/lWupB4/J5hSHbAH8ZN8sc6jRzu0WcpX437hUG39Ngo50cte8YJYvvHxTThUzsPJhKnKlxMC6agUx8kZu3oNwfQY0oCO+Gurl3NNExfCQEO4eHekXR3T1aURyuh8zFYuaJzqHkzumZyUD5Zqyk2F9i2TkIt53xs46FqEcbFx3+OLKgohKnzI1JWefQJAAJ0anhOyS474osQAMHIV+wzacyL27LYmZj/hA8gig5ETFgVh7XwmWcNVxLU8n85nOHqOvUL2nEkiNUENCI7urUiGvB1wWdtHq5PG4eG0loG17p0pW9+36m5+J20T/nfCZeBilScFsKLeln/7CdNqew3Gn5Ede8RZhINmHqMnp/3S4a+8JPws9982nchJ6Ab8+P39BT38fTZ/hk26hNHN0D3zPBW+UaBtNES2rq0CiA2jQKFgtGDnqoWyPLZ3dFexHA7eB6pZ8TcZg+XPbNGq6lqSR+Vmxs5C/C/GA25xs/3n7yT5TKjZETBZw1RzWuFLTJgTuE2YsK880lh3IwiQiwGXBefTOwDIqYHLUwq5snPM6OcDFAOncl8x/a9D3FzPiWZu3JofbRzah3E97uEgV5MuMKp6UOUaf0M/6WyLhPN9Nb67fTPS+ul5EiDtfGQIn09dojlMbXFGSb3RrQyD4cl0APzfmVPluxmnp+kcgBop5mLZsI5+QXv6P3NyXQi7NWCIHoMLIJNcfupWWrpiKe/7qHBVJUeAPNH0JDWvNORjaanXBLxhSp4GdMZVvYriZ+V8p/MTsLLzIz70H1rBB4gNgochwCjDdjX7gh8fz6c+lpGDJe5GDsxfizDb9YhCEph1kXZAiXiwiRnvMhjTgvv3J+99CWFDeyJRYx22nQ5E9o0FxsFqO70dQe4Fl5o4iB6zSTEcUJcoG/yJ0emdZXeOcu/ImmmaItk7Oot5iMPp7iSGjPpvX0t21pZdof1uFGS52QvQkf/kR7uqN+Jq7H4Ef/efceUdbcL1bQ6IW8eW1Lce/2piiGqMSPhkLOmG5p5ksGgzfxGoxpUBS+2Saw0KZF0e4iMjpjnmByQQfkPGUn/ER9FeB/Lv0sjtFoV3o2bu1z4GLLkXcfYcSoMDE1+9ugUyebBwQEWl53IfAuv6rgQJ7sYPEfT3LauIgwfR69WyTnTGXzd4gdSBP/+IJmfb+MOnzPiXDmeNedNCjEmU5aKiFfcdyJvGKC5e+jOZFPeFtactd+GvH9IZo8+xAuCGvEr+bFyjz2tm6Y93fQG/PW0/A+TSnYHfEivws9+NhfaPvx/6NZmzfQ6M0yI8oFUwW06EQ7n8zEh0d20IT3j4vIDv0H0rK7wKyI92kUKlY7c6kldQ4xUnCuRYlRRFvqxvpBCK2lzEvbzeGMAbdRc1cTvyvhf+rUqYv7TlxYitpY8bPoi5q5dkUOQ4AxN3+24+SR0b0jjmWcP9cqMCAQoiAFR2uHxt/CJ0eJw2S6ityyG5fkd6Nhdw+nwiH5lJqHSRfvQg7z42teIO9oKlnMZ6Eg5HNv0q7UDxaJiO5Ohf/XnrLx8ZwAPr7Fq+iF/DB/N2hO6xY9SybsGAz8+mhZr7CN+F7JnZR1ey6ZcK9dsCfyyvZjhe4ThtfQL36G0s7nUSHeFxgY4Gm5piFkooRuuQcfs7pHtEpw6gsvP0cv6POHc7uhKbgubneYrt3cNkl2wQ+FcT2yfp2b5Wr3iYwvkAJHCpYduKy6Ju0af0sqNx5vcmTVy4fevu1DPRvPvb/zlq5du7kZ8SZSMSo8ievAKOMW80s5xi4TxiNTufwZWbkCWcJbWoPdtYtesqzL1J99EUc/aKuPq9xYaXWiZjOuH5jxtmh3/hraJQNrpjRcsDa4elCAu8yLTFqdZlMuBAlzqIsbhfnoGFvfFtk+zmal0vplWWUwc2D+vLyLFB+/O2fg7C09cgrwHnESR8UF2CHqpMfacOWoAQS0rxvyrMqzsf+H97Z9NKZNkxfaRbfD21Mlr+ht2QiWKxnOYXAzDzP/CNLHy3QyjhPo49mv8tsLv7y8PIrfvTvnttlbumcXEB/L5sDkO0KuHL1TKNibkpuRkVu4Me3s2f5hjRphpmTG4vmDmVHOI9ItmU4yovSzrUtbyfwBPiwzGnPr67pCfh9PVl6clfNq+bX6DUZ8N1aEcZSuTcLtQsGiThlXtv0GN7zjnd8pX2F+GWef/pcVYl1br9B/a/vKTAKW/GfOnC08fSHvBygEPvjlnQJHyAbDqaimEeAjWigG3qGxKXxvffLKLo0DphbgeSdX68KLW1FuWJzgF0G6cLGgkElleHmbywKp/DWG39mzZwvPZuf/AIXAcsU7hSJHKAQeVocoBR3TYn9J+VuOnvsq2Nfj5rDQGzzLalbEWlcqckLUh8FdnqzptQirX+W3TgJWTMqDB3/5OKv/yvhhXCkt9Wzxj3+mfo2S+Eo6jy8zr5xF4FXkQAQY/4LEc7kZaTkFP586eXJgs6YRbmV0gRxWtvlYkRW9DBMJ2cNUPs4Sak2r8tcYfnjXEZ1NPVv0459nvgTqLFdysaUNQs1a+jONmq3JsoLkzuXP+PnI1tz8wtRz59JLrBdEmQl5dW29YwJuuTK3hjGj6gzHywuqKr/D8Ttz5kxRjsm877NtJ/kqOq9meHx5gBQ5HgHeobHhcch/c+2h/5xJTS3OvcjfZNFkhuVL7GDhlzbH2ZQvzob0Mk7Kl8wnbZW/FCM5Xwm8rx6/o8eO4dkEU9z8rVa5YmXPY+sQcshOQesJc6bY3sI2/bg35RV3o8vH/n5+7vh2c+lqxboCQSpetcqLpHwng1yAcklMHM/EjMtODmdbrIDYDY/Kr2EDLOyIXyGe7jx28pR54fbjrwFpvjtCrGawSXAY86JORRoCvDvTjpBYKeT9ejQz5c/T2R95ex37a/uo1tiRI1TKjZy85K5QxCFSxEsb6TmcySpDFq91sabyW2TKjvhdzL1I6eczzK/9nPg20JZHRzy8DpMrh+0UuFfMXjDMtKZ/rz/627kc028nT5/GZMKMyNFscxKdm8PZyB2BTCfTyvQyXPqt8Sp/TeCXfOKE6UyW6YfPtp/mx6xZKfC4stJXVHsIsOBIGcub+uOBhReyc7MyLuDJeCkXwtbmFyEzcAv54jDNLYpguWE/h2tuq81hHKxVp/IDOsaE8ZJDcHX4HU46djEh5cJ78Sey+KYNeXTkULly5E6B2YiR4w5yZ/MWbD8581kP16UNgwKN7m58cxJULoMqdgAMqiVI2HAKW8aXsTmSSeV3BH4XcWdE+vlM8zsbjnwA0PlpDakQeMQU1RICvJrU7RZMabmFF37Yc2qKwYU+6hDV0t0T7/Yqyx86WeM2i9HThpCVgZBDa4QlgZQ7Tqx3W5Op/AyFUKZVxO/w0eP56dkXDz7z/b6vUALLFc+TxY7cJaA+x1xo5oqYeLegMa1QCkt2pRzuGxnwlrNL4uTO0VHu/ElHLaHF5n+NxywBkuHK2zJ5uXCV3+745eMpy30HD5nWJ6b/Y/ORjBRAzFtcHk91gZn5rfaJF158Bs27N8PbG5K3hfp6zHByOvxSlzat3I24W07IlDjyQAopX9KPoDLE8eXj9GEqvwWu8hhJEPVY2QrT8Dt55qw5Je38uWfj/nwSd/JlI2mt7b4d8pyCxIJtKAWGj2d/3hrw47l+3zza+eWWNwTc2aFVpKezC060BFASTaSwAn65MC2uUmltlanyC6Avg18RnuLctf+wae+JjI/GLN47ByjyG/v4/ml+LoEnIkV1AAGIGD+Ew4bvwWYZ8/9iVMdJUaF+D3SMauFmYBkTpA02iySv+pmkW9qW0NL/MuEqv5is9JhIt7RLkbO4yoRb8EvPvFBy+Ngpp7fXJg3+di/ez4/3WsLwHQKFkCuHHh1xIx2uFESllofZ+GEbfgYYz5aT/6pxPT5uHOjbpU2LCLwDixUDmNQKoMZ8lsylDCy1BadjEnyty6fya1hVHz/+2MfuxMMFqRfytg36ePs4oM1vXZMrGmZebVbhgVBUmwhoCy+e+VnG8ACbUAy+Sx7t8mpjf/e7O7SOJE8+rpVsoYlP6Q6ChxKB5eMRWprGksTqLxOn8lcGvxKAdzwlLf9Uanr+6/87OOKnA+ePAEaWK3GBGSLFN284nGpFKXAvtdWMlWn9jRS49Ikbv/UwujSDZnByNXIUJ4QR043GaPowaxwHaiTCbKTVc6/MJ22Zl22VX6dILHiYTDgyOpKce/aC6dc75m1/BqFSITDzskLgIwtFdQgBnWLgHblcfPm8PSzqnl6RgS+0jggzBvr64HtMYHipz6U8yDBp6/slw8qn5TTlw2Ralb8UAQ2TIojMn0dO5KRn5Z6c8XPi39cewhe+LLtuvpbAR0fm2lpo1aZSYBbiLa5VMcDt+38Pdni6dUOfUe1aNPHwsl4YQ4zgOLZBYhfBNgyDbJ3wNWUg4zmP3o2UgmSYyn9F/LJzLhYlJJ0o2H3qwn/HLUn4HPjx1paPjJh5a2V7i3oVVQIBKAbeLbDhR/JZMXjD+DzWs3Gn0d3D33F3M7pFhgZ7B/r7yHe+IBok5IPlqgLSrblsplX5Nbm6FL9CPJh2/Ex6TmpGlsvpTNPKMd/sfeNCbqE8huUjI3l9rtYWWrWmFBgubTXDDMlMy+efgmlfHtj8ltvahLzu6+nhHBEa5OXrZeMVLkgsiBmUlYJclQglYYmy6gotSelKRouX4Sr/JfhlZF+kYylpORfz8gu+253y3Lsbk7cBLj4uYsYVOwTY6uIyQKjLVE4x8K6Bj5O8m/p6BPy1T5MBPSL8H/Vy0C3mTQAADSZJREFUMwYG+XuXNPTz8XN1NTi78sXoMqRpgUsme712KJOhnKf+5i/CraqsCC7k5JlSMy9m5eTm+Z7KzP1pye7Tn38Tn5oIoOQCi3cHta4QeOBqVSmIBoBrYcsdAysGZlqvzuHeDcd0i7ijY7jfo+6uBkOIn5exgZ+3N989AS9nvfKKxpJK+2fGZNKtgC5hcksK2//Xb36+HFBoxkeD8DGU9As52WmZ2SX5hUVZ249lzJ/327GfD6Tm4d3FQhlYt7bwK4Vgm1HqXKimGJjxefEldw0sZ7x78JhyS/PeHRv53hzsY+yMq9AhBme+zid2GYhWVB0E8NxfPr5dnondwKG0nPw987ae+P634xfOokyWJV5csTJgm2/UqLUjI9RtpVpXCtwS3Y6BZ3u5a2CmZSXhMWNI6/4tgzxuDPZ262Q0OAc5k5MnVEnZLS8SKro6BKATioqpJCe/sDgtNTv/j31ns3/Bq0h+QWnMrJJ52c3PI4hH7mvrvBP1K7oKBDQZ46MkuQDjXYNUEGyzn+OkXOlWTwhVdLUI8GqS7yDi4yC+cMy7Ab2Rz/jUmUVWnVAKAEkqhsowLSsOxbAMmn2JmZaZlyd9ZlpmVrmllcqAVzK1dtaJ9iiqBgI6xcDyI5UDX9Njw36WLZZBJraVnAkoruqPlYE8XtArBZYvVg7S5vUVx9cZqjNKQSKibXWlcmAmlUzLbrmSYWZVDCtBq74tGZiZUyoGqyLQwurMSqb63a3fJeiUAwMhF1lSIUjZUvJVfTaRSoEXUtJIGeM4flpZpql+bXYqoc4pBdkvnXKQCkLanEQyrkyu7OohIJWCYFQUxYwrdw7Mt2p3UD1862RuTTnoZUntDmpmpPTyJdx1URnIrtdZpWBtIDgXbltGJlG2fRC4phjXPl1WpZRHQFMU5YOVvxoI1GUFYKtbdV4p2Gq0PkwxsR6NqrmvNWatWu9UaoWAQuBqELjmlcLVdFrlUQgoBBQCCgHbCPAZoiKFgEJAIaAQUAgIBJRSUIygEFAIKAQUAlYElFKwQqEcCgGFgEJAIaCUguIBhYBCQCGgELAioJSCFQrlUAgoBBQCCgGlFBQPKAQUAgoBhYAVAaUUrFAoh0JAIaAQUAgopaB4QCGgEFAIKASsCCilYIVCORQCCgGFgEJAKQXFAwoBhYBCQCFgRUApBSsUyqEQUAgoBBQCSikoHlAIKAQUAgoBKwJKKVihUA6FgEJAIaAQUEpB8YBCQCGgEFAIWBG4bpUCvrMQA/MVzADZW7gDyofJuPI20j2vpa01jFA/U5k+lG+nLb8lW9Xz2SpLhSkEqooA+G+axrfMu9LMgzu4qmVVJz3qY1LyU0UQa23Cq2I7rya5m5ZJ2voybIXp49kdyH+1+SlK3UdwKtNebq6gq80n8ytbIVBNBDy0/Mdgs0mD8YJ5D5O0w+acq5WDq82H/l0XxB/rrrcEBn0enT8PcwHmNph0mDfAFFmwBSEN7zTugPGE4bgkjkB4AKxXYeTq533E/YZw/nToyzCn4J8Pm9OKetgPdzsE3Q3zI8x4GKb5nJcdiA+HNY3doG8sluUfca5wTYGJgmFBm418B2FfNh/HK1IIOBoB8OZUWSd49yvNzXNOAfxKfiQ4dcyut0oBTMkrls668eBJNgLmbZixuvDRcMuVzuvINw5+E8yHWpoDsHmS/jviOOh3zd+APbp6uAymUBhOz4ZXUVwn5/0TNtNMi0UXYXPdghDPhX9m8ZGs8xUET0BYPozNfFp6ZSkEHI4AeJMXU8ybIbJyKApWCLy4UfIjQaljdr1VChgH/lC9pEfArGYwK69mvGDrt7j/Qtw+jcEfRHwMDDM6038Qt0tj8s/gHwOzDYYp12JZ65F+LZhkuaMQMASGj4g6aZGy3J7w/10LC9LsA6hzOursAv9zMMNgjmtxtvJpUcpSCDgcAZYXWxSrBUp+ZSXxGYySHw2Y2rSuZ6Ugz+HlBM442+rvMVYI2iDIlbt1TFghaJ5NsCWTt9bCTmh2oWZ7wdYrFC3YpnVKC03VxfbS3CmavV0XJxVGFBSC3IpzNCuORlo6W/m0KGUpBByOwGOokWWDd7nPwHQG77LsKPkBCHWVbE2SdbWtVW3XbmTgSbyJLuNAnbtSTjBxABRDBhL76TIkw90bxhZ+cgfC1yAuR7byHkEGPlaSJC52ax6OY1oBw0qBy28Iw20bDFNRPkQpUgg4HgHIjUnWCjk6DTcf1zLPJsMo+QEIdZFsTUx1sZ1X0ya+gMx0KxjSAzZPnnxMwySPeCy+y/9/iPwfIck4LdlOzWaF8zbi3oc9XAtbAUEoRhh7g2HfC7utFlcZawcScRu5XH2dnPck/4H6wuyH4fNaVgQLYC6XD9GKFAKORwA8/IZWKy9ggjU3y48vjJIfDZC6ZlX2qKOutfuK7cHkzBdqJ2sJeVUiFQKfY6ZdsQCiPC0Np5UKYSnyprBBGE/aTHzmHwHzB8K/5ADQPyyWuMuIFZItkkdW1jjkPwgP7wSYuE4+zmLKR1wB7NdgvGD4WgIrhF8Rvvpy+ZBGkUKgthBguWDDCoHl6B/g1YswSn4ARl0lJwxQXW2bXdqF1Qov2920wgrQ3+KqFowiXDgP8hbp8yKclSrvtooRV2aS1+Ku6jmHiuqTdSPeFe4iG+2x2U6ZT9kKgbqEgJKfujQapW257pVCaVeVSyGgEFAIKASuhMB1e3x0pY6reIWAQkAhoBC4FAGlFC7FRIUoBBQCCoF6i4BSCvV26FXHFQIKAYXApQgopXApJjUWggtrQTD81kZ+ClmRQkAhYCcEIFNMLFvv2anIelvM9fycQl0cVH66mp+C5gd5FCkEFAJ2QgB34pVAIfyB4pRsVRNTpRR0AIKpAuB9AYbvreb7qr8Gr/0Gm19sFwlrKgw/J3AA5k3E8cu92sEt33rKzw/MhbkNZgni+b1IvBvj5xb4tRZfw/A7kMRrMbS4J+HvqIX/iDyr4a6wPo5TpBC41hDQeH002n2r1va1sD8Dvxchjm+xngLDz96w3Im3/yKcZY1lZwsMv+uLH9LsA3MY+ebDZjkZBYtl8BUYfraIF16CENcTjjGal99wMBf55Av5LqlPS1fvLXV8VJYFPoSXFcJXMPzADb+9lD/MEwr36zBSITDzfoZwfgaC49jPCoHpOAyXMYI9oKYwHG+C8YFpDcPxTB/D8IN1rCi4vtEosgvM5epDMkUKgWsOAakQVqDlB2BYOTwKXmcZ+gyGZYTDWQ747b9ss7JgWXkQhuN5vmI/v6XAoOUdooXxc0IsS6w0WFnwiyv5wVKWWSaO+7eW5zO4bdWHYEVKKWg8AGbRY/Engv8F8xHMRZixMEyvYaUxHTYzL1OQxRL/zOwPIT4JNueJ0Biwn4gl+gF2keZmpuVdCTNsGvJMgP2UFhcGuzL1acmVpRC4JhDooLWSj0/nwCyA+RlGypB4+y/8/4Fh0l93S4P/UcjJj7B5wcbE7zTzFy5LWInm5gUW08MWi8YiH8vTMc3PyobpcvVZUtTTf3V8pA08GIffWcSTPa8geFfAxIz0m3BZ/ngFo/OWca7kMrSQb2CPhmkG0xOGH+2/iLz6V15IBcGMzk8+Z8B6kN1Ix1tlpsvVZ0mh/hUC1wYCfHTKK/dxuuby0RDLG5Ott/8utUQRH6sWaO41sFlOesFc0IVpTiE/vMATOwSWO46APZVtyNYAtkG26ptviarf/0opaOMPZmFGmgfDRzfMgHxWyVtVXrHIyXwS3Gdh+AM6fBTEE7kkPZYbEchKQSoX3nGUJzctgFc8zKycnwVmA0xl6kMyRQqBawaBI2gp7wIyYQbD9IZh+WDFwMQ7bd4F8MvzGsLoZUvKCk/uJsgK7xyGwDDxTpvDnCxe8S93DSxXzojnBd8diPGDkYu8y9WnK6r+OfVHJvWv92V77A3v2zDjYXjiXwfDxKuRn4TLcqzTFu73YJihrcyqxQsLTMhKhRlXkmRE6Wf7nObh81FevbwIw4ISCFOl+pBekUKgriPAMvMcDE/6K7XG8ir+pObuC7szDC+8WLa6wVREvOuQpHeLMMgfK4U/tARPagrhQfj7wvDxFVNfmMrWx+nrDSmloA01+CgLTl498LaTGZhX+jyxr0fcJtgcx1tdnryZ+MtpzNSS+EKXnnjXwcQf8SmwOK3/8sV8k7UQrovL5reebqpkfdbClEMhcA0gIHcELD886TPxN89ZNl6DYbljpSHlYDXckvKlQ7N36Px6ty6Y3oGH5bM3zINaxFOVrE9LXj8t9UK8cuPO200EGWAqevMpx/MbSq1b1HJFVMmL+njba4RxSH1VapxKrBCwMwJgd1cuUpucy5SuxV3y9t8yiarocXR9VWxenUyulEKdHBbVKIWAQkAhUDsIqOOj2sFd1aoQUAgoBOokAkop1MlhUY1SCCgEFAK1g4BSCrWDu6pVIaAQUAjUSQSUUqiTw6IapRBQCCgEagcBpRRqB3dVq0JAIaAQqJMI/D9C8a8fyK3tnQAAAABJRU5ErkJggg==)

**Figure 2.** The service lifecycle. The diagram on the left shows the lifecycle when the service is created with[startService()](http://developer.android.com/reference/android/content/Context.html#startService(android.content.Intent)) and the diagram on the right shows the lifecycle when the service is created with [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)).

By implementing these methods, you can monitor two nested loops of the service's lifecycle:

* The **entire lifetime** of a service happens between the time [onCreate()](http://developer.android.com/reference/android/app/Service.html" \l "onCreate()) is called and the time [onDestroy()](http://developer.android.com/reference/android/app/Service.html" \l "onDestroy())returns. Like an activity, a service does its initial setup in [onCreate()](http://developer.android.com/reference/android/app/Service.html" \l "onCreate()) and releases all remaining resources in[onDestroy()](http://developer.android.com/reference/android/app/Service.html#onDestroy()). For example, a music playback service could create the thread where the music will be played in [onCreate()](http://developer.android.com/reference/android/app/Service.html" \l "onCreate()), then stop the thread in [onDestroy()](http://developer.android.com/reference/android/app/Service.html" \l "onDestroy()).

The [onCreate()](http://developer.android.com/reference/android/app/Service.html" \l "onCreate()) and [onDestroy()](http://developer.android.com/reference/android/app/Service.html" \l "onDestroy()) methods are called for all services, whether they're created by[startService()](http://developer.android.com/reference/android/content/Context.html#startService(android.content.Intent)) or [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)).

* The **active lifetime** of a service begins with a call to either [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) or [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent)). Each method is handed the [Intent](http://developer.android.com/reference/android/content/Intent.html) that was passed to either [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) or [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)), respectively.

If the service is started, the active lifetime ends the same time that the entire lifetime ends (the service is still active even after [onStartCommand()](http://developer.android.com/reference/android/app/Service.html" \l "onStartCommand(android.content.Intent, int, int)) returns). If the service is bound, the active lifetime ends when[onUnbind()](http://developer.android.com/reference/android/app/Service.html#onUnbind(android.content.Intent)) returns.

Figure 2 illustrates the typical callback methods for a service. Although the figure separates services that are created by [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent)) from those created by [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int)), keep in mind that any service, no matter how it's started, can potentially allow clients to bind to it. So, a service that was initially started with[onStartCommand()](http://developer.android.com/reference/android/app/Service.html#onStartCommand(android.content.Intent, int, int)) (by a client calling [startService()](http://developer.android.com/reference/android/content/Context.html" \l "startService(android.content.Intent))) can still receive a call to [onBind()](http://developer.android.com/reference/android/app/Service.html" \l "onBind(android.content.Intent)) (when a client calls [bindService()](http://developer.android.com/reference/android/content/Context.html" \l "bindService(android.content.Intent, android.content.ServiceConnection, int))).